Part A:

Given: An array A of distinct numbers with size of n.

Aim: Determine if there exists two pairs of two numbers that have the same value of a sum of squares of two distinct numbers.

Step 1:

In order to save each sum values of all possible cases that pairs with two distinct values in array A (there are totally n distinct numbers and we want to find two numbers combination so that we will totally have ![](data:image/x-wmf;base64,183GmgAAAAAAAMAGjATsCQAAAACxXAEACQAAAzsBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIAQgBhIAAAAmBg8AGgD/////AAAQAAAAwP///7j////gBQAA2AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAALGBRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAIAAAAMgqMA+AEAgAAACkhCAAAADIKjAMgBAEAAAAyAAgAAAAyCowDgAEBAAAAKAAIAAAAMgqMA/wAAQAAACHyCAAAADIKjANaAAEAAAAy8ggAAAAyCm4BMAMBAAAAIQAcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdUg9knVAAAAAENkZAPc2k3VAjZt1AAAAAAQAAAAtAQIABAAAAPABAQAIAAAAMgqMAwwDAQAAAC0AHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABDZGQD3NpN1QI2bdQAAAAAEAAAALQEBAAQAAADwAQIACAAAADIKjAMKAgEAAABuAAgAAAAyCm4BiAIBAAAAbgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAztwCKAwAACgAMCWYzDAlmM7cAigN42hkABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==) cases ), then create an Array B that have size ![](data:image/x-wmf;base64,183GmgAAAAAAAKYFRQTsCQAAAAAeXwEACQAAAysBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AMgBRIAAAAmBg8AGgD/////AAAQAAAAwP///7j////gBAAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAALKBBwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAIAAAAMgqMAysCAQAAADIACAAAADIKbgE4BAEAAAApeQgAAAAyCm4BlgMBAAAAMQAIAAAAMgpuASABAQAAACgAHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHVIPZJ1QAAAABDZGQD3NpN1QI2bdQAAAAAEAAAALQECAAQAAADwAQEACAAAADIKbgGsAgEAAAAtABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AECAAgAAAAyCm4BqgEBAAAAbgAIAAAAMgpuAVoAAQAAAG55CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AyrcAigMAAAoAQBRmykAUZsq3AIoDeNoZAAQAAAAtAQIABAAAAPABAQADAAAAAAA=) (deduced by ![](data:image/x-wmf;base64,183GmgAAAAAAADIKjATsCQAAAABDUAEACQAAA3MBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCIARACRIAAAAmBg8AGgD/////AAAQAAAAwP///7j///8ACQAA2AMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAAL8CBwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAIAAAAMgqMA0gGAgAAACkhCAAAADIKjAOIBQEAAAAyBAgAAAAyCowD6AIBAAAAKAQIAAAAMgqMAygCAQAAADIhCAAAADIKbgEWCAIAAAApIQgAAAAyCm4BVgcBAAAAMiEIAAAAMgpuATgEAgAAACkoCAAAADIKbgGWAwEAAAAxIQgAAAAyCm4BIAEBAAAAKCEcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdUg9knVAAAAAENkZAPc2k3VAjZt1AAAAAAQAAAAtAQIABAAAAPABAQAIAAAAMgqMA3QEAQAAAC0ECAAAADIKbgFCBgEAAAAtBAgAAAAyCm4BrAIBAAAALQAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQEABAAAAPABAgAIAAAAMgqMA3IDAQAAAG4hCAAAADIKbgFABQEAAABuAAgAAAAyCm4BqgEBAAAAbgQIAAAAMgpuAVoAAQAAAG55CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0An7cAigMAAAoA0Admn9AHZp+3AIoDeNoZAAQAAAAtAQIABAAAAPABAQADAAAAAAA=)). This step will have the time complexity of O(![](data:image/x-wmf;base64,183GmgAAAAAAAO0BNALsCQAAAAAkXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIK9AAPAQEAAAAyABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAAbgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC6awaKAgAACgA/E2a6PxNmumsGigJ42hkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)).

Step 2:

Applying the Merge Sort algorithm (time complexity of O(![](data:image/x-wmf;base64,183GmgAAAAAAAKYFNALsCQAAAABvWQEACQAAA9oAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAIgBRIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gBAAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIKYAFgBAEAAAApAAkAAAAyCmABKgEEAAAAbG9nKBwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCmABmgMBAAAAbigIAAAAMgpgAToAAQAAAG4ACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AmbcAigMAAAoAExVmmRMVZpm3AIoDeNoZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=))) to sort the array B. This step will have the time complexity of O(![](data:image/x-wmf;base64,183GmgAAAAAAAFYGewLsCQAAAADQWgEACQAAAwYBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALABRIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+ABQAA9wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIKoAEKBQEAAAApAAkAAAAyCqAB1AEEAAAAbG9nKBwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCvQADwEBAAAAMhUcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgAUQEAQAAAG4ACAAAADIKoAE6AAEAAABubwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAPq3AIoDAAAKACwWZvosFmb6twCKA3jaGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)), because the size of array B is ![](data:image/x-wmf;base64,183GmgAAAAAAAO0BNALsCQAAAAAkXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIK9AAPAQEAAAAyABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAAbgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC6awaKAgAACgA/E2a6PxNmumsGigJ42hkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==), so that the size of array that algorithm has to sort is ![](data:image/x-wmf;base64,183GmgAAAAAAAKYFRQTsCQAAAAAeXwEACQAAAysBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AMgBRIAAAAmBg8AGgD/////AAAQAAAAwP///7j////gBAAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAALKBBwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAIAAAAMgqMAysCAQAAADIACAAAADIKbgE4BAEAAAApeQgAAAAyCm4BlgMBAAAAMQAIAAAAMgpuASABAQAAACgAHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHVIPZJ1QAAAABDZGQD3NpN1QI2bdQAAAAAEAAAALQECAAQAAADwAQEACAAAADIKbgGsAgEAAAAtABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AECAAgAAAAyCm4BqgEBAAAAbgAIAAAAMgpuAVoAAQAAAG55CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AyrcAigMAAAoAQBRmykAUZsq3AIoDeNoZAAQAAAAtAQIABAAAAPABAQADAAAAAAA=), then the time complexity will be O(![](data:image/x-wmf;base64,183GmgAAAAAAAFYGewLsCQAAAADQWgEACQAAAwYBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALABRIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+ABQAA9wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIKoAEKBQEAAAApAAkAAAAyCqAB1AEEAAAAbG9nKBwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCvQADwEBAAAAMhUcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgAUQEAQAAAG4ACAAAADIKoAE6AAEAAABubwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAPq3AIoDAAAKACwWZvosFmb6twCKA3jaGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)).

Step 3:

Go through the sorted array B, find two numbers that are equal by just looking besides each of them, If the next number after aim number is greater, then aim number will move to the next number and keep checking next number of aim number until finding the equal number and return true. If none of numbers in array B are equal then the return will be false . This step have the time complexity of O(n), However the size of whole array B is ![](data:image/x-wmf;base64,183GmgAAAAAAAKYFRQTsCQAAAAAeXwEACQAAAysBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AMgBRIAAAAmBg8AGgD/////AAAQAAAAwP///7j////gBAAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAALKBBwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAIAAAAMgqMAysCAQAAADIACAAAADIKbgE4BAEAAAApeQgAAAAyCm4BlgMBAAAAMQAIAAAAMgpuASABAQAAACgAHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHVIPZJ1QAAAABDZGQD3NpN1QI2bdQAAAAAEAAAALQECAAQAAADwAQEACAAAADIKbgGsAgEAAAAtABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AECAAgAAAAyCm4BqgEBAAAAbgAIAAAAMgpuAVoAAQAAAG55CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AyrcAigMAAAoAQBRmykAUZsq3AIoDeNoZAAQAAAAtAQIABAAAAPABAQADAAAAAAA=), so that the time complexity is O(![](data:image/x-wmf;base64,183GmgAAAAAAAO0BNALsCQAAAAAkXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIK9AAPAQEAAAAyABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAAbgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC6awaKAgAACgA/E2a6PxNmumsGigJ42hkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==))

Conclusion:

The algorithm will proceed an array with size n and determine if there are equal sum of squares of two distinct numbers.

The final time complexity is 2\*O(![](data:image/x-wmf;base64,183GmgAAAAAAAO0BNALsCQAAAAAkXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIK9AAPAQEAAAAyABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAAbgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC6awaKAgAACgA/E2a6PxNmumsGigJ42hkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==))+O(![](data:image/x-wmf;base64,183GmgAAAAAAAFYGewLsCQAAAADQWgEACQAAAwYBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALABRIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+ABQAA9wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIKoAEKBQEAAAApAAkAAAAyCqAB1AEEAAAAbG9nKBwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCvQADwEBAAAAMhUcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgAUQEAQAAAG4ACAAAADIKoAE6AAEAAABubwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAPq3AIoDAAAKACwWZvosFmb6twCKA3jaGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)), which is O(![](data:image/x-wmf;base64,183GmgAAAAAAAFYGewLsCQAAAADQWgEACQAAAwYBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALABRIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+ABQAA9wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIKoAEKBQEAAAApAAkAAAAyCqAB1AEEAAAAbG9nKBwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCvQADwEBAAAAMhUcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgAUQEAQAAAG4ACAAAADIKoAE6AAEAAABubwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAPq3AIoDAAAKACwWZvosFmb6twCKA3jaGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)).

----------------------------------------------------------------------------------------------------------------------

Part B:

Given: An array A of distinct numbers with size of n.

Aim: Determine if there exists two pairs of two numbers that have the same value of a sum of squares of two distinct numbers.

Step 1: Create a hash table base on array A, Then implementing Merge Sort (O(![](data:image/x-wmf;base64,183GmgAAAAAAAKYFNALsCQAAAABvWQEACQAAA9oAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAIgBRIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gBAAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIKYAFgBAEAAAApAAkAAAAyCmABKgEEAAAAbG9nKBwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCmABmgMBAAAAbigIAAAAMgpgAToAAQAAAG4ACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AmbcAigMAAAoAExVmmRMVZpm3AIoDeNoZAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)))), then find then A[max]. Hash table will not bigger than 2\*(A[max])^2

Step 2: Calculating the sum square of all combinations in array A and put the result into hash table. If the place in hash table already exists a pair of sum square values then it means ![](data:image/x-wmf;base64,183GmgAAAAAAAEwLNALsCQAAAACFVwEACQAAAzUBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAJAChIAAAAmBg8AGgD/////AAAQAAAAwP///7f///8ACgAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIK9ACRCQEAAAAyAAgAAAAyCvQApwYBAAAAMgAIAAAAMgr0AM8DAQAAADIACAAAADIK9AAVAQEAAAAyABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABmAgBAAAAZBAIAAAAMgqgAeQFAQAAAGN5CAAAADIKoAH6AgEAAABiAAgAAAAyCqABOgABAAAAYXkcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdUg9knVAAAAAENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgAX4HAQAAACsACAAAADIKoAG+BAEAAAA9AAgAAAAyCqAB7AEBAAAAKwAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDitwCKAwAACgCpCWbiqQlm4rcAigN42hkABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)(∀ (a,b,c,d is an element of array n and a,b,c,d are not equal to each others)). This step will have time complexity of O(![](data:image/x-wmf;base64,183GmgAAAAAAAO0BNALsCQAAAAAkXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIK9AAPAQEAAAAyABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAAbgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC6awaKAgAACgA/E2a6PxNmumsGigJ42hkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)), because the array that will be gone through have size ![](data:image/x-wmf;base64,183GmgAAAAAAAKYFRQTsCQAAAAAeXwEACQAAAysBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AMgBRIAAAAmBg8AGgD/////AAAQAAAAwP///7j////gBAAAmAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIAAkAABQAAABMCAALKBBwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAIAAAAMgqMAysCAQAAADIACAAAADIKbgE4BAEAAAApeQgAAAAyCm4BlgMBAAAAMQAIAAAAMgpuASABAQAAACgAHAAAAPsCgP4AAAAAAACQAQAAAAIEAgAQU3ltYm9sAHVIPZJ1QAAAABDZGQD3NpN1QI2bdQAAAAAEAAAALQECAAQAAADwAQEACAAAADIKbgGsAgEAAAAtABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AECAAgAAAAyCm4BqgEBAAAAbgAIAAAAMgpuAVoAAQAAAG55CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AyrcAigMAAAoAQBRmykAUZsq3AIoDeNoZAAQAAAAtAQIABAAAAPABAQADAAAAAAA=).

Conclusion:

The hash table can solve the problem in time complexity of O(![](data:image/x-wmf;base64,183GmgAAAAAAAO0BNALsCQAAAAAkXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AENkZAPc2k3VAjZt1AAAAAAQAAAAtAQAACAAAADIK9AAPAQEAAAAyABwAAAD7AoD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAQ2RkA9zaTdUCNm3UAAAAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABOgABAAAAbgAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQC6awaKAgAACgA/E2a6PxNmumsGigJ42hkABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)).