C# Static Keyword

In c#, **static** is a keyword or a modifier which is useful to make a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) or [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) or variable properties as not instantiable that means we cannot instantiate the items which we declared with a static modifier.

The **static** members which we declared can be accessed directly with a type name. Suppose if we apply a static modifier to a class property or to a method or variable, then we can access those static members directly with a class name, instead of creating an object of a class to access those properties.

## C# Static Variables

Following is the example of defining a class with static properties and those can be accessed directly with the type instead of a specific object name.

class User

{

public static string name, location;

public static int age;

}

If you observe the above example, we defined variables with static keyword and we can access those variables directly with a type name like **User.name** or **User.location** and **User.age**.

Following is the example of accessing the variables directly with a type name in c# programming language.

Console.WriteLine(User.name);

Console.WriteLine(User.location);

Console.WriteLine(User.age);

If you observe above statements, we are accessing our **static** properties directly by using class name instead of with class instance.

Generally, in c# the instance of a class will contain a separate copy of all instance fields so the memory consumption will increase automatically, but if we use static modifier there is only one copy of each field so automatically the memory will be managed efficiently.

In c#, we can use static modifier with [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples), [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples), properties, [constructors](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples), [operators](https://www.tutlane.com/tutorial/csharp/csharp-operators-arithmetic-relational-logical-assignment-precedence), fields and with events but it cannot be used with **indexers**, **finalizers** or types other than [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples).

## C# Static Keyword Example

Following is the example of creating a class by including both static and non-static variables & methods. Here we can access non-static variables and methods by creating an instance of the class, but it’s not possible for us to access the static fields with an instance of the class so the static variables and methods can be accessed directly with the class name.

using System;

namespace YourApp

{

class User

{

// Static Variables

public static string name, location;

//Non Static Variable

public int age;

// Non Static Method

public void Details()

{

Console.WriteLine("Non Static Method");

}

// Static Method

public static void Details1()

{

Console.WriteLine("Static Method");

}

}

class Program

{

static void Main(string[] args)

{

User u = new User();

u.age = 32;

u.Details();

User.name = "Suresh Dasari";

User.location = "Hyderabad";

Console.WriteLine("Name: {0}, Location: {1}, Age: {2}", User.name, User.location, u.age);

User.Details1();

Console.WriteLine("\nPress Enter Key to Exit..");

Console.ReadLine();

}

}

}

If you observe above example, we created a class called “**User**” with **static** and **non-static** variables & methods. Here we are accessing **non-static** variables and methods with an instance of **User** class and **static** fields & methods are able to access directly with the class name (**User**).

The following diagram will illustrate more details about how **static** and **non-static** variables & methods can be accessed in our c# application.

![Difference between static and non-static fields access in c#](data:image/png;base64,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)

If you observe the above diagram, it clearly says that **non-static** fields and methods can be accessed only with an instance of the class and the **static** fields & methods can be accessed directly with the class name.

When you run the above c# program, you will get the result as shown below.
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This is how you can use static keyword in our c# applications to make a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) or [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) or variable properties as not instantiable based on our requirements.

# C# Static Class with Examples

In c#, a **static class** can be created by using static modifier and the static class can contain only static members.

Generally, the **static class** is same as **non-static** **class**, but the only difference is the **static class** cannot be instantiated. Suppose if we apply static modifier to a class, then we should not use the **new** keyword to create a variable of the class type.

Another difference is the **static class** will contain only [static](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword) members, but the **non-static class** can contain both [static](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword) and non-static members.

## C# Static Class Syntax

In c#, we can create a **static class** by applying static keyword to the class like as shown below.

static class sample

 {

     //static data members

    //static methods

 }

If you observe the above syntax, to create a static class called “**sample**”, we applied static keyword to the class type. The methods and data members that we are going to implement in the sample class must be **static**.

In c#, we can access members of a static class directly with the class name. For example, we have a static class called “**User**” with a method “**Details()**” that we can access like **User.Details()**.

## C# Static Class Example

Following is the example of defining a **static class** to access data members and member functions without creating an instance of the class in c# programming language.

using System;

namespace YourApp

{

    static class User

    {

        // Static Variables

        public static string name;

        public static string location;

        public static int age;

        // Static Method

        public static void Details()

        {

            Console.WriteLine("Static Method");

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            User.name = "Suresh Dasari";

            User.location = "Hyderabad";

            User.age = 32;

            Console.WriteLine("Name: {0}", User.name);

            Console.WriteLine("Location: {0}", User.location);

            Console.WriteLine("Age: {0}", User.age);

            User.Details();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we are accessing **static** class members and functions directly with the class name because we cannot instantiate the **static class**.

Try executing the program.

This is how we can create a static class and use it in our c# applications based on our requirements.

## C# Static Class Features

Following are the main features of static class in c# programming language.

* The static class in c# will contain only **static** members.
* In c#, the static classes cannot be instantiated.
* C# static classes are **sealed**, therefore it cannot be inherited.
* The static classes in c# will not contain [instance constructors](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples).

As discussed in the previous article [static keyword in c#](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword), we can use **static** members in **non-static**[classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) such as normal [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples). For normal [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples), you can create an instance of class using the **new** keyword to access non-static members and functions but it cannot access the **static** members and [functions](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples).

To know more about it, check this article [static keyword in c# with examples](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword).

The advantage of using static classes in c# applications will make sure that instance of classes cannot be created.

# C# Readonly Property

In c#, **readonly** is a keyword which is useful to define read-only fields in our applications.  The read-only field values need to be initialized either at the declaration or in a constructor of the same class unlike [constant keyword in c#](https://www.tutlane.com/tutorial/csharp/csharp-const-constant-keyword). If we use readonly keyword with fields, then those field values will be evaluated at the runtime.

To define read-only fields in c#, we need to use readonly keyword during the declaration of fields in our application and we can use readonly modifier with the numbers, boolean values, strings or with null references.

In c#, if we use readonly keyword to define the read-only field, then that field value cannot be changed once the [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples) execution has finished so we should not use readonly keyword with the fields whose value will be changed at any time.

It’s mandatory to initialize read-only field values either at the declaration or in a [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples) otherwise we will get compile-time errors in our c# application.

## C# Readonly Keyword Syntax

Following is the syntax of defining read-only fields using readonly keyword in c# programming language.

readonly data\_type field\_name = "value";

If you observe the above syntax, we used a readonly keyword to declare a read-only variable in our application.

The following are the different ways of declaring and initializing read-only fields in c# programming language.

class User {

        // Initialize Read Only Fields

        public readonly string name="Suresh Dasari";

        public readonly string location;

        public readonly int age;

        public User() {

            location = "Hyderabad";

            age = 32;

        }

        public void SetDetails() {

            // Compile error if uncommented

            //location = "Guntur";

            //age = 30;

        }

    }

If you observe above example, we created a read only fields with different [data types](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) and initializing field values during the declaration and in a [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples).

In case if we uncomment the commented code in **SetDetails()** method, then we will get compile errors because, in c#, the read-only field values can be initialized either during declaration or in a [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples).

## C# Readonly Property Example

Following is the example of defining and using read-only fields in c# programming language with readonly keyword.

using System;

namespace YourApp

{

    class User

    {

        // Initialize Read Only Fields

        public readonly string name = "Suresh Dasari";

        public readonly string location;

        public readonly int age;

        public User()

        {

            location = "Hyderabad";

            age = 32;

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            User u = new User();

            // This will throw compile time error

            //u.name = "Rohini Alavala";

            Console.WriteLine("Name: {0}", u.name);

            Console.WriteLine("Location: {0}", u.location);

            Console.WriteLine("Age: {0}", u.age);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a read only fields with different [data types](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) and if we uncomment the commented code, then we will get a compile time error because we are trying to change the value of read only fields.

As discussed, once the read-only field is declared and initialized, then that field value must be same throughout the application.

Try executing the above program.

## C# ReadOnly Property Features

The following are the important features of the read-only variables in c# programming language.

* Read-only fields in c# can be created by using readonly keyword.
* In c#, the readonly fields can be initialized either at the declaration or in a constructor.
* The readonly field values will be evaluated during the run time in c#.
* Once values assigned to read-only fields, then those values must be the same throughout the application.

## C# Difference between Constant and ReadOnly

The following are the difference between [constant](https://www.tutlane.com/tutorial/csharp/csharp-const-constant-keyword) and readonly properties in c# programming language.

* In c#, the [constant](https://www.tutlane.com/tutorial/csharp/csharp-const-constant-keyword) fields can be created by using const keyword and read-only fields can be created by using readonly keyword.
* In c#, the [constant](https://www.tutlane.com/tutorial/csharp/csharp-const-constant-keyword) fields can only be initialized during the time of declaration but read-only fields can be initialized either at the declaration or in a [constructor](https://www.tutlane.com/tutorial/csharp/csharp-constructors-with-examples).
* Constant field values will be evaluated during the compile time but read-only field values will be evaluated at run time in c#.

This is how we can create and use read-only fields in our c# programming language with readonly keyword based on our requirements.

# C# const (Constant) Keyword

In c#, **const** is a keyword that is useful to declare constant fields in our applications. Generally, in c# the constant field values are set at compile-time and those values will never change.

In c#, if we use const keyword to declare a constant field, then that field value cannot be changed throughout the application so we should not use const keyword with the fields whose value will be changed at any time.

To define constant fields in c#, we need to use const keyword during the declaration of fields in our application and we can use constants with numbers, boolean values, strings or with null references.

It’s mandatory to initialize constant fields with required values during the declaration itself otherwise we will get compile-time errors in our c# application.

In c#, the [static modifier](https://www.tutlane.com/tutorial/csharp/csharp-static-keyword) is not allowed to use during the declaration of constant variables.

## C# Constant Syntax

Following is the syntax of defining constant fields using const keyword in c# programming language.

const data\_type field\_name = "value";

If you observe the above syntax, we used a const keyword declare a constant variable in our application.

The following are the different ways of declaring and initializing a constant variables in c# programming language.

// Constant variables

const string name = "Suresh Dasari";

const string location = "Hyderabad";

const int age = 32;

If you observe above examples, we created a constant fields with different [data types](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) based on our requirements.

## C# Constant Example

Following is the example of defining and using constant fields in c# programming language with const keyword.

 using System;

namespace YourApp

{

    class Program

    {

        static void Main(string[] args)

        {

            // Constant variables

            const string name = "Suresh Dasari";

            const string location = "Hyderabad";

            const int age = 32;

            // This will throw compile time error

            //name = "Rohini Alavala";

            Console.WriteLine("Name: {0}", name);

            Console.WriteLine("Location: {0}", location);

            Console.WriteLine("Age: {0}", age);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we created a constant fields with different [data types](https://www.tutlane.com/tutorial/csharp/csharp-data-types-with-examples) and if we uncomment the commented code, then we will get a compile time error because we are trying to change the value of constant fields.

As discussed, once the constant field is declare and initialized, then that field value must be same throughout the application.

Try executing the above program.

## C# Constant Features

The following are the important features of a constant variable in c# programming language.

* Constant fields in c# can be created by using const keyword.
* In c#, the constant fields must be initialized during the time of declaration.
* Constant field values will be evaluated during the compile time in c#.
* Once values assigned to constant fields, then those values must be the same throughout the application.

This is how we can use constant fields in our c# programming language based on our requirements.

# C# Enum (Enumerator)

In c#, **enum** is a keyword which is used to declare an enumeration. In c#, the enumeration is a type that consists of a set of named [constants](https://www.tutlane.com/tutorial/csharp/csharp-const-constant-keyword) as a list.

By using an enumeration, we can group constants that are logically related to each other. For example, the days of the week can be grouped together by using enumeration in c#.

## C# Enum Syntax

Following is the syntax of defining an enumeration using enum keyword in c# programming language.

enum enum\_name

{

// enumeration list

}

If you observe the above syntax, we used enum keyword to define an enumeration based on our requirements.

Following is the example of defining an enumeration using enum keyword in c# programming language.

enum Week

{

    Sunday,

    Monday,

    Tuesday,

    Wednesday,

    Thursday,

    Friday,

    Saturday

}

If you observe the above example, we define an enumeration “**Week**” with a list of named [constants](https://www.tutlane.com/tutorial/csharp/csharp-const-constant-keyword) called enumeration list.

In c# by default, the first-named constant in enumerator has a value of **0**, and the value of each successive item in enumerator will be increased by **1**. For example, in the above enumeration, Sunday value is **0**, Monday is **1**, Tuesday is **2**, and so forth.

In case, if we want to change the default values of an enumerator, then assigning a new value to the first item in enumerator will automatically assign incremental values to the successive items in an enumerator.

Following is the example of overriding the default values of an enumerator by assigning a new value to the first item in an enumerator.

enum Week

  {

      Sunday = 10,

      Monday,

      Tuesday,

      Wednesday,

      Thursday,

      Friday,

      Saturday

  }

In the above enumeration, the sequence of elements is forced to start from **10** instead of **0** like Sunday value is **10**, Monday is **11**, Tuesday is **12**, and so forth.

## C# Enum with Integer Types

In c#, an enumeration can contain only integral data type items such as **byte**, **sbyte**, **short**, **ushort**, **int**, **uint**, **long** or **ulong**. It’s not possible to use an enum with **string** or any other data types to define enum elements except numeric types.

The default type of enumeration element is **int** (integer). In case, if you want to change the integral type of enum to **byte**, then you need to mention a **byte** type with a colon (**:**) after the identifier like as shown below.

enum Week : byte

  {

      Sunday,

      Monday,

      Tuesday,

      Wednesday,

      Thursday,

      Friday,

      Saturday

  }

If you observe the above example, we are trying to change the default integral type of elements in an enumeration to **byte** type.

To get the values of enum elements in c#, an explicit cast is necessary to convert from **enum** type to an integral type.

For example, the following are the statements to get an enum item value by using a cast to convert from **enum** to **int**.

int a = (int)Week.Sunday; // It will return 0

int b = (int)Week.Monday; // It will return 1

If you observe above statements, we are doing cast conversion (**enum** to **int**) to get an enum item values.

## C# Enum Example

Following is the example of declaring an enumeration using enum keyword in c# programming language.

using System;

namespace YourApp

{

    class Program

    {

        enum Week

        {

            Sunday,

            Monday,

            Tuesday,

            Wednesday,

            Thursday,

            Friday,

            Saturday

        }

        static void Main(string[] args)

        {

            int a = (int)Week.Sunday;

            int b = (int)Week.Monday;

            int c = (int)Week.Tuesday;

            Console.WriteLine(Week.Sunday);

            Console.WriteLine(Week.Monday);

            Console.WriteLine("Sunday: {0}", a);

            Console.WriteLine("Monday: {0}", b);

            Console.WriteLine("Tuesday: {0}", c);

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we defined an enumeration **Week** and getting the values of enumeration items by explicitly converting from **enum** to **int** and assigned to an integer variables.

Try executing the above program.

If you observe the above result, the first enumerator (**Sunday**) has a value of **0** and the value of each successive enumerator is increased by **1**.

## C# Enum Methods

In c#, we have a class called **Enum** that contains the following helper methods to work with an enumeration (enum).

| **Method** | **Description** |
| --- | --- |
| Format | It is useful to convert the value of enum type to a specified string format. |
| GetName | It is useful to get the name of the specified enum item. |
| GetNames | It is useful to get all item names of the specified enum as an array. |
| GetValues | It is useful to get all item values of the specified enum as an array. |
| Parse | It is useful to convert the string representation of the name or numeric value of one or more enumerated constants to an equivalent enumerated object. |
| GetUnderlyingType | It is useful to return the underlying type of the specified enumeration. |

## C# Iterate through Enum

In c#, we can iterate or loop through enum items using [for](https://www.tutlane.com/tutorial/csharp/csharp-for-loop-with-examples) or [foreach](https://www.tutlane.com/tutorial/csharp/csharp-foreach-loop-with-examples" \o "C# Foreach Loop with Examples" \t "_blank) loop to get the enumeration item names or values by using enum helper methods.

Following is the example of a loop through enum items to get all item names and values using enum helper methods based on our requirements.

using System;

namespace YourApp

{

    class Program

    {

        enum Week

        {

            Sunday,

            Monday,

            Tuesday,

            Wednesday,

            Thursday,

            Friday,

            Saturday

        }

        static void Main(string[] args)

        {

            Console.WriteLine("Week Enumeration Values");

            foreach (string w in Enum.GetNames(typeof(Week)))

            {

                Console.WriteLine(w);

            }

            Console.WriteLine("\nPress Any Key to Exit..");

            Console.ReadLine();

        }

    }

}

If you observe above example, we are looping through an enumeration using [foreach](https://www.tutlane.com/tutorial/csharp/csharp-foreach-loop-with-examples" \t "_blank" \o "C# Foreach Loop with Examples) loop and getting all item names using **GetNames()** helper method.

Try executing the above program.

If you observe the above result, we are able to get all enumeration item names by looping through an enumeration using a [foreach](https://www.tutlane.com/tutorial/csharp/csharp-foreach-loop-with-examples" \o "C# Foreach Loop with Examples" \t "_blank) loop based on our requirements.

In c#, it’s better to define an enum within a [namespace](https://www.tutlane.com/tutorial/csharp/csharp-namespaces-with-examples) so that all the [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) in the namespace can access equally and we can also nested an enum within [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) or [struct](https://www.tutlane.com/tutorial/csharp/csharp-structures-structs" \o "C# Strutures with Examples" \t "_blank) based on our requirements.