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Дані лабораторні я виконував на мові програмування Clojure. І так розпочнімо з 3 лабораторної роботи. Тут нам потрібно було зчитувати csv та tsv. Для зчитування .csv я використовував стандартну бібліотеку [clojure/data.csv](https://github.com/clojure/data.csv) і в ній використав звичайну функцію для зчитування данних:

(defn readCSV [name]  
 (with-open [reader (io/reader name)]  
 (doall  
 (csv/read-csv reader))))

Мал 1. Приклад функції для зчитування csv файлу

Для зчитування tsv я написав власний парсер. Просто розбиваємо на рядки і потім формуємо через таб слова. Функція наведена нижче:

(defn readTSV [name]  
 (map #(str/split % #"\t")  
 (str/split (slurp name) #"\r\n")))

Мал 2. Приклад функції для зчитування tsv файлу

В даному випадку получаємо наступний результат:

(["id" "name" "money"] ["1" "Paul" "200"] ["2" "Mark" "150"] ["3" "Ilia" "100"] ["4" "Sergiy" "175"])

Кожен рядок розбитий на так звані слова за всіма правилами csv. На мій погляд працювати з такими данними доволі таки важко, тому я вирішив використовувати колекцію map. Для цього я використав функцію [zip-map](https://clojuredocs.org/clojure.core/zipmap) яка отримує на вхід два списка(перший ключі, другий значення) і формує список мапів. Ось ця функція:

(defn data->maps [head & lines]  
 (map #(zipmap (map keyword head) %1) lines))

Мал 3. Приклад функції для вдосконалення файлу(переведення в мапи)

[Map](https://clojuredocs.org/clojure.core/map) формує новий список, ітеруючись по списку переданим в параметрах, а також приймає функцію, яка виконує певні дії, та повертає новий елемент списку.

І тепер маємо зовсім інакший результат:

({:id "1", :name "Paul", :money "200"}

{:id "2", :name "Mark", :money "150"}

{:id "3", :name "Ilia", :money "100"}

{:id "4", :name "Sergiy", :money "175"})

Коли ідея ясна, можна почати з самого початку цієї програми. Ми визиваємо нашу функцію getFile, яка в залежності від типу формату, визиває функцію формування нового файлу:

(defn getFile [name]  
 (if (checkFormat name) (makeTableCSV name) (makeTableTSV name)))

Мал 4. Приклад функції для отримання файлу

Ця функція за допомогою функції checkFormat вирішує, яку функцію викликати: csv чи tsv. Якщо ж файл з розширенням csv, то вона вертає true і викликається функція makeTableCSV. Якщо ж false – makeTableTSV. Функція checkFormat приймає ім’я та видає булеве значення:

(defn checkFormat [name]  
 (let [formatFile (str/split name #"\.")]  
 (if (= (str (nth formatFile 1)) "csv") true false)))

Мал 5. Приклад функції для визначення формату файлу

І також функції формування таблиць:

(defn makeTableTSV [name]  
 (apply data->maps (readTSV name)))  
  
(defn makeTableCSV [name]  
 (apply data->maps (readCSV name)))

Мал 6. Приклад функцій для побудови нових таблиць

Коли вже в нас все готове, залишилось тільки красиво це все вивести. Для цього я написав функцію printable:

(defn printTable [table]  
 (loop [l 0]  
 (when (< l (count table))  
 (loop [k 0]  
 (when (< k (count (first (nth table l))))  
 (print (format "%40s| " (name (nth (getKeysForPrint l table) k))))  
 (recur (+ k 1))))  
 (recur (+ l 1))))  
 (println (str "\n" (str/join "" (take (\* 42 (getCountOfAllKeys table)) (repeat "-")))))  
 (loop [i 0]  
 (when (< i (count (first table)))  
 (loop [j 0]  
 (when (< j (count table))  
 (loop [z 0]  
 (when (< z (count (nth (nth table j) i)))  
 (print (format "%40s| " (nth (getValsForPrint j i table) z)))  
 (recur (+ z 1))))  
 (recur (+ j 1))))  
 (println)  
 (recur (+ i 1)))))

Мал 7. Приклад функції для красивого виводу таблиці на екран

Зараз все розберемо, головне не переживайте. Тут ми використовуємо рекурсивну ітерацію [loop](https://clojuredocs.org/clojure.core/loop), яка дуже схожа на звичайний цикл, в нас є умова when, а також рекурсивне повернення нашого значення через recur. Спочатку ми виводим наші ключи всіх мапів(вони є назвами колонок). Ітеруємось в зовнішньому циклі по кількістю списків в нашому загальному списку, а потім ітеруємось по кількості елементів в першій мапі вибраної колонки. Виділяємо 40 символів на один рядок та відділяємо його такою комбінацією “| ”. Для отримання ключів використовуємо наступну функцію:

(defn getKeysForPrint [numTable table]  
 (keys (first (nth table numTable))))

Мал 8. Приклад функції для взяття ключів з певної колонки

Після того як вивелись всі ключі, намалюємо горизонтальну лінію. Знаючи, що одна колонка 42 символа, нам потрібно підрахувати кількість колонок та помножити на 42. Для підрахунку кількості колонок використовуємо функцію getCountOfAllKeys:

(defn getCountOfAllKeys [table & countOfKeys]  
 (cond  
 (empty? table)  
 (first countOfKeys)  
 (empty? countOfKeys)  
 (getCountOfAllKeys (next table) (count (keys (first (first table)))))  
 *:else* (getCountOfAllKeys (next table)  
 (+ (count (keys (first (first table)))) (first countOfKeys)))))

Мал 9. Приклад функції для отримання кількості колонк

Рекурсивно ітеруємось по нашій таблиці, в нас тут є 2 умови, якщо пуста табличка то вернути вже підраховану кількість ключів та якщо це перший вхід в функцію то вернути наступні колонки та кількість ключів в першій колонці. І якщо ви ітеруємось десь всередині, то просто вертаємо наступні колонки та додаємо до значення підрахованих ключів, поточне значення кількості ключів. Вернімось до головної функції. Використовуючи конструкцію take number (repeat element) отримаємо список з 42 \* кількість ключів елементами “-”, потім просто за допомогою функції join об’єднуємо це все в одну строчку і виводимо її через переведення каретки. Ну і останній крок це виведення всіх значень. Знаючи наперед, що кількість елементів у всіх колонках однакова, ітеруємось у зовіншньому циклі по кількості елементів в першій колонці. Далі ітеруємось по кількостям колонок і вже потім ітеруємось по першим елементам колонок, потім по другим, тобто горизонтально. Для отримання значеннь поточної колонки з заданим індексом використовуємо наступну функцію:

(defn getValsForPrint [numTable numRow table]  
 (vals (nth (nth table numTable) numRow)))

Мал 10. Приклад функції для взяття значень з певної колонки

Вона майже така як і для ключів, тільки для ключів брали перший елемент, а тут nth. Впринципі з 3-ю лабораторною роботою завершили, подивимось на результат(створимo 3 csv файли – test1.csv, test2.csv, test3.csv):
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Мал 11. Приклад результату 3-ої лабораторної роботи(test1.csv)

Перейдімо до наступних лабораторних. Тут вже прийшлось серйозно подумати як все буде виглядати. Розглянемо мою реалізацію даної проблеми. Будемо йти від функції -main і до кінця. Точка входа в програму:

(defn -main [& args]   
 (do (createHelp) (view)))

Мал 12. Точка входу в програму

Тут ми просто викликаємо дві функції: перша для виводу справки(рекомендую для прочитання), друга основна для формування ваших запитів та виводу на екран.

(defn createHelp [] (println (slurp "Help.txt")) true)

Мал 13. Зчитування та вивід справки на екран

Функція slurp просто зчитує дані з файлу та поміщає їх у рядок. Переглянемо функцію view:

(defn view []  
 (println "Write your query below:")  
 (let [input (read-line)  
 commands ["SELECT" "FROM" "WHERE" "DISTINCT"  
 "ORDER" "BY" "AND" "OR" "NOT" "ASC" "DESC" "COUNT" "AVG" "MIN"  
 "INNER" "FULL" "OUTER" "LEFT" "JOIN" "ON" "GROUP"  
 "HAVING" "CASE" "WHEN" "THEN" "ELSE" "END" "AS"]]  
 (if (= "QUIT" (str/upper-case input)) true (do (printTable (getResult input commands)) (view)))))

Мал 14. CLI нашої програми

Ця функція запитує дані на ввід за допомогою команди read-line та дивиться якщо це вихід з програми то рекурсивно визиває цю функцію ще раз та виводить результат запиту. Тут містяться усі ключові слова, які потім використовуються в різних функціях. З функцією rintable ми вже знайомі(в красивому форматі виводить таблицю), осталось познайомитись із функцією getResult, яка за допомогою нашого запиту певним чином фільтрує наші таблиці.

(defn getResult [expr commands]  
 (let [words (deeperParseForWords (re-seq #”\”[^\”]+\”|[\S]+” expr) commands)]  
 (if (not= 0 (compare (str/upper-case (first words)) (first commands)))  
 [] (processColumns words commands))))

Мал 15. Основна функція для отримання таблиці

Ця функція парсить наш запит на окремі слова, по регулярному виразу, який розділяє слова по пробілам та бере в одне слово, яке міститься в лапках. Функція deeperParseForWords, кидає в одне слово всі символи, які містяться між ключовими словами SELECT та FORM.

(defn deeperParseForWords [words commands]  
 (let [indexOfFrom (.indexOf (map #(str/upper-case %) words) (nth commands 1))  
 indexOfDistinct (.indexOf (map #(str/upper-case %) words) (nth commands 3))]  
 (if (= -1 indexOfDistinct)  
 (concat (subvec (vec words) 0 1) (conj [] (str/join " " (subvec (vec words) 1 indexOfFrom)))  
 (subvec (vec words) indexOfFrom (count words)))  
 (concat (subvec (vec words) 0 2) (conj [] (str/join " " (subvec (vec words) 2 indexOfFrom)))  
 (subvec (vec words) indexOfFrom (count words))))))

Мал 16. Функція для об’єднання всіх колонок в 1 рядок

Далі дивимось чи наш запит починається з SELECT. Якщо так, то визиваємо функцію getCorrectTable, яка коректно визначає на якій позиції знаходяться наші колонки, щоб передати їх далі в обробку.

(defn getCorrectTable [words commands]  
 (if (not= 0 (compare (str/upper-case (nth words 1)) (nth commands 3)))  
 (if (not= 0 (compare (str/upper-case (nth words 2)) (nth commands 1)))  
 [] (getMainTable (map #(str/trim %) (str/split (nth words 1) #”,”)) words commands))  
 (if (not= 0 (compare (str/upper-case (nth words 3)) (nth commands 1)))  
 [] (getMainTable (map #(str/trim %) (str/split (nth words 2) #”,”)) words commands))))

Мал 17. Функція для коректного визначення індексу колонок

Тут ми просто дивимось чи присутнє ключове слово DISTINCT, якщо так то зміщуємо на 1 індекс колонок, ні то ставимо його як 1. Також додатково парсим колонки по комі, та видаляємо лишні пробіли. Переходимо до функції getMainTable:

(defn getMainTable [columns words commands]  
 (let [fileWithAllColumns (getFile (nth words (+ 1 (.indexOf (map #(str/upper-case %) words)  
 (nth commands 1)))))  
 filteredFile (orderBy (whereClause (checkForJoin fileWithAllColumns words commands)  
 words commands) words commands)]  
 (if (checkForGroupBy words commands)  
 (groupBy filteredFile columns words commands)  
 (if (= -1 (.indexOf (map #(str/upper-case %) words) (nth commands 3)))  
 (getAllColumns filteredFile columns commands)  
 (if (= -1 (.indexOf columns "\*"))  
 (getAllColumns (first (myDistinct (mergeColumns  
 (getAllColumns filteredFile columns commands)))) columns commands)  
 (getAllColumns (first (myDistinct filteredFile)) columns commands))))))

Мал 18. Основна функція, яка формує таблицю

Тут з самого початку ми використовуємо функцію з 3-ої лабораторної для зчитування нашого файлу і відразу фільтруємо його по 3-х параметрах: дивимось чи немає наступних ключових слів WHERE, ORDER BY, JOIN. Якщо ж такі є, то виконуємо відповідні дії. Коли таблиця сформована, дивимось чи наявне слово GROUP, якщо так, то викликаємо функцію, яка виконує відповідні дії, якщо ж відсутнє, то перевіряємо на наявність ключового слова DISTINCT. Якщо ж таке слово відсутнє, то викликаємо функцію getAllColumns і передаємо наш відфільтрований файл, колонки та команди. Якщо ж наявне слово DISTINCT, то дивимось чи є назва колонки \*. Якщо так, то просто викликаємо функцію [distinct](https://clojuredocs.org/clojure.core/distinct), яка видаляє всі однакові елементи. Якщо ж ні, то ми з’єднуємо всі колонки в одну таблицю, але є один нюанс(merge {:a 1} {:a 2} => {:a 2}), тобто нам потрібно змерджити колонки, примінити distinct і знову витягнути всі колонки. Так це затратно, но приходиться інколи чимсь жертвувати. Розглянемо функцію, яка мерджить наші колонки:

(defn mergeColumns [table]  
 (for [i (range (count (first table)))]  
 (mergeColStep i 0 table)))

Мал 19. Функція яка склеює всі колонки

Тут ми можемо бачити команду for, яка генерує новий список довжиною, яку ми вкажемо. В цьому випадку ми вказуємо, що нам потрібно ітеруватись від 0 до загальної довжини першої колонки. Далі в тілі функції ми визиваємо іншу функцію, яка бере всі поточні мапи в даному рядку, та мерджить їх:

(defn mergeColStep [indexRow indexColumn table & map]  
 (if (= 1 (- (count table) indexColumn))  
 (merge (first map) (nth (nth table indexColumn) indexRow))  
 (mergeColStep indexRow (+ 1 indexColumn) table (merge (first map) (nth (nth table indexColumn) indexRow)))))

Мал 20. Функція яка склеює в одну мапу всі інші

Тут ми рекурсивно проходимось по всім колонкам та об’єднуємо їх в одну велику мапу, допоки значення індекса не достигне максимуму(щоб не вийти за межі таблиці).

Перейдімо до розгляду функції, яка дає нам всі колонки:

(defn getAllColumns [file columns commands]  
 (map #(let [splitCol (re-seq #"\"[^\"]+\"|[\S]+" %)  
 indexOfNameCase (.indexOf (keys (first file)) (keyword (last splitCol)))]  
 (cond  
 (= 0 (compare % "\*"))  
 file  
 (and (not= -1 (.indexOf % "(")) (not= -1 (.indexOf % ")"))  
 (= 2 (- (.indexOf % ")") (.indexOf % "(")))  
 (= 0 (compare "\*" (subs % (+ 1 (.indexOf % "(")) (- (count %) 1))))  
 (str/starts-with? (str/upper-case %) (nth commands 11)))  
 (if (not= -1 (.indexOf (keys (first file)) *:count*))  
 (getColumn "count" file) (countFunc file))  
 (and (not= -1 (.indexOf % "(")) (not= -1 (.indexOf % ")"))  
 (str/starts-with? (str/upper-case %) (nth commands 11)))  
 (if (not= -1 (.indexOf (keys (first file)) *:count*))  
 (getColumn "count" file)  
 (countFunc (getColumn (subs % (+ 1 (.indexOf % "(")) (- (count %) 1)) file)))  
 (and (not= -1 (.indexOf % "(")) (not= -1 (.indexOf % ")"))  
 (str/starts-with? (str/upper-case %) (nth commands 12)))  
 (if (not= -1 (.indexOf (keys (first file)) *:avg*))  
 (getColumn "avg" file)  
 (avgFunc (getColumn (subs % (+ 1 (.indexOf % "(")) (- (count %) 1)) file)))  
 (and (not= -1 (.indexOf % "(")) (not= -1 (.indexOf % ")"))  
 (str/starts-with? (str/upper-case %) (nth commands 13)))  
 (if (not= -1 (.indexOf (keys (first file)) *:min*))  
 (getColumn "min" file)  
 (minFunc (getColumn (subs % (+ 1 (.indexOf % "(")) (- (count %) 1)) file)))  
 (and (> (count splitCol) 1) (= (str/upper-case (first splitCol)) (nth commands 22)))  
 (if (or (not= -1 indexOfNameCase) (not= -1 (.indexOf (keys (first file)) *:case*)))  
 (getColumn (if (= -1 indexOfNameCase) "case" (last splitCol)) file)  
 (if (= (str/upper-case  
 (nth splitCol (- (count splitCol) 2))) (nth commands 27))  
 (checkCaseCondition file % (nth splitCol (- (count splitCol) 1)) commands)  
 (checkCaseCondition file % "case" commands)))  
 *:else* (getColumn % file)))  
 columns))

Мал 21. Приклад функції, яка бере з таблиці дані та робить окремі колонки

Розглянемо повністю всі умови(тут є 4,5,7 лаби). З самого початку ми розділяємо назву нашої колонки по регулярному виразу який ви можете бачити вище. Також відразу дивимось чи є останнє слово після розділу в назві колонок таблиці. Далі ми дивимось, якщо колонка з назвою \*, то просто видаємо готовий файл. Якщо назва починається з слова count, та слово заключене в круглі дужки є \* то викликаємо агрегатну функцію countFunc для цілого файлу. Якщо ж це якесь інше слово в дужках, то виділяємо це слово і передаємо його разом із файлом у нашу функцію countFunc. Таким самим чином все працює і для avgFunc та minFunc. Також у цих функціях ми перевіряємо наявність їх вже у таблиці. Якщо ж такі присутні, то ми просто їх вертаємо. Так і робимо з наступною умовою, яка передбачена для CASE ключового слова. Якщо ж такого немає, то викликаємо спеціальну функцію, яка формує нову колонку. Ну і якщо це просто назва колонки, то передаємо в функцію getColumn назву колонки та файл. Розглянемо функцію getColumn.

(defn getColumn [columnName file]  
 (map #(select-keys % [(keyword columnName)]) file))

Мал 22. Функція, яка дістає по заданому ключу всі значення

Тут ми просто пробігаємся за допомогою map та дістаємо усі значення по ключу і вертаєм колонку. Давайте протестуємо, те що поки є:
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Мал 23. Результати

Тепер розглянемо WHERE.

(defn whereClause [table words commands]  
 (if (not= -1 (.indexOf (map #(str/upper-case %) words) (nth commands 2)))  
 (filter #(checkAllConditions % (parseConditions words commands) commands) table) table))

Мал 24. Головна функція, яка керує фільтрацією по умовах

Ми дивимось чи присутнє ключове слово WHERE в нашому запиті, якщо ні, то вертаємо таблицю, якщо ж так то фільруємо нашу таблицю за допомогою функції checkAllConditions, яка вертає булеві значення для кожного рядка, тобто чи пройшов рядок всі критерії. Також ми парсимо наші умови за допомогою функції parseConditions:

(defn parseConditions [words commands]  
 (let [indexOfWhere (.indexOf (map #(str/upper-case %) words) (nth commands 2))  
 lastIndexOfAnd (if (not= -1 (.indexOf (map #(str/upper-case %) (reverse words)) (nth commands 6)))  
 (- (count words) (.indexOf (map #(str/upper-case %) (reverse words)) (nth commands 6)) 1) -1)  
 lastIndexOfOr (if (not= -1 (.indexOf (map #(str/upper-case %) (reverse words)) (nth commands 7)))  
 (- (count words) (.indexOf (map #(str/upper-case %) (reverse words)) (nth commands 7)) 1) -1)  
 lastIndexOfNot (if (not= -1 (.indexOf (map #(str/upper-case %) (reverse words)) (nth commands 8)))  
 (- (count words) (.indexOf (map #(str/upper-case %) (reverse words)) (nth commands 8)) 1) -1)]  
 (if (= -1 (max lastIndexOfAnd lastIndexOfOr lastIndexOfNot))  
 (subvec (vec words) (+ 1 indexOfWhere) (+ 4 indexOfWhere))  
 (subvec (vec words) (+ 1 indexOfWhere) (+ 4 (max lastIndexOfAnd lastIndexOfOr lastIndexOfNot))))))

Мал 25. Функція, яка парсить наші умови для WHERE

Спочатку ми визначаємо індекс нашого where. Далі визначаємо останні входження ключових слів AND OR NOT. Якщо ж такі слова не присутні то просто беремо 3 перші слова після нашого WHERE, якщо ж присутні, то беремо максимальне з них і додаємо 4, тобто ще 3 слова після нього буду зчитуватись. Тепер перейдімо до розбору функції checkAllConditions.

(defn checkAllConditions [row conditions commands]  
 (let [lastIndexOfAnd (getLastIndex (map #(str/upper-case %) conditions) (nth commands 6))  
 lastIndexOfOr (getLastIndex (map #(str/upper-case %) conditions) (nth commands 7))  
 numberOfAnd (numberOfRepeated (map #(str/upper-case %) conditions) (nth commands 6))  
 numberOfOr (numberOfRepeated (map #(str/upper-case %) conditions) (nth commands 7))]  
 (cond  
 (= 3 (count conditions)) (checkTruth row conditions)  
 (= 4 (count conditions))  
 (if (not= -1 (.indexOf (map #(str/upper-case %) conditions) (nth commands 8)))  
 (not (checkTruth row (subvec (vec conditions) 1))) false)  
 (= 1 (+ numberOfAnd numberOfOr))  
 (if (= 1 numberOfAnd)  
 (andOrNotCondition row conditions commands (nth commands 6))  
 (andOrNotCondition row conditions commands (nth commands 7)))  
 (> lastIndexOfAnd lastIndexOfOr)  
 (checkAllConditions  
 row  
 (conj (subvec (vec conditions)  
 0 (+ 1 (indexBeforeLastBoolOp conditions lastIndexOfAnd commands)))  
 (andOrNotCondition  
 row  
 (subvec (vec conditions)  
 (+ 1 (indexBeforeLastBoolOp conditions lastIndexOfAnd commands)) (count conditions))  
 commands (nth commands 6)))  
 commands)  
 *:else* (checkAllConditions  
 row  
 (conj (subvec (vec conditions)  
 0 (+ 1 (indexBeforeLastBoolOp conditions lastIndexOfOr commands)))  
 (andOrNotCondition  
 row  
 (subvec (vec conditions)  
 (+ 1 (indexBeforeLastBoolOp conditions lastIndexOfOr commands)) (count conditions))  
 commands (nth commands 7)))  
 commands))))

Мал 26. Головна функція для побудови списка з булевими значеннями, які відповідають тому, чи підходить даний рядок під наші умови чи ні.

Тут знову ж таки ми визначаємо останні індекси слів AND, OR, а також скільки разів вони повторюються. Для цього використовуємо власноруч написані функції getLastIndex та numberOfRepeated. Швиденько пройдемось по них:

(defn getLastIndex [coll word]  
 (if (not= -1 (.indexOf (reverse coll) word))  
 (- (count coll) (.indexOf (reverse coll) word) 1) -1))

Мал 27. Функція для знаходження індексу останнього входження елементу

Тут ми просто беремо перевертаємо наш список та використовуємо звичайну функцію .indexOf, яка знаходить перше входження елемента. Якщо ж цей індекс = -1, то вертаємо -1. Якщо ні, то беремо віднімаємо від загальної кількості елементів наш індекс та одиницю.

(defn numberOfRepeated [coll x & counter]  
 (cond  
 (empty? Counter)  
 (if (= 0 (compare (first coll) x))  
 (numberOfRepeated (next coll) x 1) (numberOfRepeated (next coll) x 0))  
 (empty? Coll)  
 (first counter)  
 (= 0 (compare (first coll) x))  
 (numberOfRepeated (next coll) x (inc (first counter)))  
 *:else* (numberOfRepeated (next coll) x (first counter))))

Мал 28. Функція для знаходження числа повторів елемента в списку

Тут ми просто рекурсивно проходимось по кожному елементу та дивимось чи елемент співпадає з нашим, якщо так, то ще раз рекурсивно визиваємо цю функцію, збільшуючи при цьому наш лічильник.

Перейдімо до розбору функції checkAllConditions. Спочатку ми дивимось чи довжина умови = 3. Якщо так, то це є звичаний запит типу id > 3 і приміняємо до нього функцію checkTruth, яка вертає нам булеве значення, розберемо її пізніше. Далі дивимось, якщо довжина = 4, то припускаємо що це запит типу not id = 3. Перевіряємо чи дійсно перше слово NOT, якщо так то робимо теж саме тільки з запереченням що і при довжині 3. Якщо ні, вертаємо false. Далі дивимось чи сума повторів ключових слів = 1. Якщо так, то визначаємо, яке ж все таки це ключове слово і передаємо в функцію andOrNotCondition, розглянемо її пізніше. Тепер розказую головну ідею: ми по частинам дивимось умови, вертаємо true false і склеюємо з нашими умовами. Для прикладу: “cond1 and cond2 and cond3 or cond4” => “cond1 and cond2 and true” => “cond1 and false” => “false”. Ми беремо частину без останньої умови та приклеюємо туди результат функції andOrNotCondition. Тепер перейдімо до розгляду цієї функції:

(defn andOrNotCondition [row condition commands logicOp]  
 (let [indexOfNot (.indexOf (map #(str/upper-case %) condition) (nth commands 8))]  
 (if (= (str/upper-case logicOp) (nth commands 6))  
 (cond  
 (= 9 (count condition))  
 (and (not (checkTruth row (subvec (vec condition) 1 4)))  
 (not (checkTruth row (subvec (vec condition) 6 9))))  
 (and (= 8 (count condition)))  
 (if (= 0 indexOfNot)  
 (and (not (checkTruth row (subvec (vec condition) 1 4)))  
 (checkTruth row (subvec (vec condition) 5 8)))  
 (and (checkTruth row (subvec (vec condition) 0 3))  
 (not (checkTruth row (subvec (vec condition) 5 8)))))  
 (= 7 (count condition))  
 (and (checkTruth row (subvec (vec condition) 0 3))  
 (checkTruth row (subvec (vec condition) 4 7)))  
 (= 6 (count condition))  
 (and (not (checkTruth row (subvec (vec condition) 1 4))) (nth condition 5))  
 (= 5 (count condition))  
 (and (checkTruth row (subvec (vec condition) 0 3)) (nth condition 4)))  
 (cond  
 (= 9 (count condition))  
 (or (not (checkTruth row (subvec (vec condition) 1 4)))  
 (not (checkTruth row (subvec (vec condition) 6 9))))  
 (and (= 8 (count condition)))  
 (if (= 0 indexOfNot)  
 (or (not (checkTruth row (subvec (vec condition) 1 4)))  
 (checkTruth row (subvec (vec condition) 5 8)))  
 (or (checkTruth row (subvec (vec condition) 0 3))  
 (not (checkTruth row (subvec (vec condition) 5 8)))))  
 (= 7 (count condition))  
 (or (checkTruth row (subvec (vec condition) 0 3))  
 (checkTruth row (subvec (vec condition) 4 7)))  
 (= 6 (count condition))  
 (or (not (checkTruth row (subvec (vec condition) 1 4))) (nth condition 5))  
 (= 5 (count condition))  
 (or (checkTruth row (subvec (vec condition) 0 3)) (nth condition 4))))))

Мал 29. Функція, яка перевіряє умову з одним AND or OR та вертає булеве значення

З самого початку цієї функції ми дивимось чи ключове слово AND чи OR, далі просто перераховуємо всі випадки, які можуть бути і відповідно для кожної простої умови викликаємо функцію checkTruth, яка теж вертає true або false. Ну візьмемо для прикладу випадок коли розмір умови = 5. Тут ясно що перші 3 елементи це умова, другий елемент це ключове слово і останній це true або false. І так для всіх довжин умови. Перейдімо до функції checkTruth.

(defn checkTruth [row condition]  
 (let [indexOfValue (if (= -1 (.indexOf (keys row) (keyword (nth condition 0)))) 0 2)  
 indexOfColumn (if (= 0 indexOfValue) 2 0)]  
 (cond  
 (and (= 0 (compare (nth condition 1) "="))  
 (every? #(Character/isDigit %) (nth condition indexOfValue)))  
 (if (= (read-string (nth condition indexOfValue))  
 (read-string (get row (keyword (nth condition indexOfColumn))))) true false)  
 (and (= 0 (compare (nth condition 1) ">"))  
 (every? #(Character/isDigit %) (nth condition indexOfValue)))  
 (if (= 0 indexOfValue)  
 (if (> 0 (compareForStringNumber (read-string (nth condition indexOfValue))  
 (read-string (get row (keyword (nth condition indexOfColumn))))) 0)  
 true false)  
 (if (> 0 (compareForStringNumber (read-string (get row (keyword (nth condition indexOfColumn))))  
 (read-string (nth condition indexOfValue))) 0) true false))  
 (and (= 0 (compare (nth condition 1) "=")))  
 (if (= 0 (compare (get row (keyword (nth condition indexOfColumn)))  
 (subs (nth condition indexOfValue) (+ (str/index-of (nth condition indexOfValue) "\"") 1)  
 (str/last-index-of (nth condition indexOfValue) "\"")))) true false)  
 (and (= 0 (compare (nth condition 1) ">")))  
 (if (= 0 indexOfValue)  
 (if (> (compare (subs (nth condition indexOfValue) (+ (str/index-of (nth condition indexOfValue) "\"") 1)  
 (str/last-index-of (nth condition indexOfValue) "\""))  
 (get row (keyword (nth condition indexOfColumn)))) 0) true false)  
 (if (> (compare (get row (keyword (nth condition indexOfColumn)))  
 (subs (nth condition indexOfValue) (+ (str/index-of (nth condition indexOfValue) "\"") 1)  
 (str/last-index-of (nth condition indexOfValue) "\""))) 0) true false)))))

Мал 30. Функція, яка перевіряє найпростіші умови

Тут головним критерієм є те, чи другий елемент умови “=” чи “>”. Далі відразу в умові перевіряється чи є значення текстом чи цифрою. І в залежності від того виконуємо порівняння. Якщо ж це операція “>”, то має значення порядок. Тут ми теж дивимось на якому місці стоїть значення і назва колонки. Наприклад якщо це цифра і це знак “>”, ми потрапляємо у другу умову і дивимось на якому місці стоїть значення. Отже з WHERE розібрались. Давайте протестуймо.
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Мал 31. Результати

Перейдімо до розгляду ключового слова ORDER BY:

(defn orderBy [table words commands]  
 (let [indexOfOrder (.indexOf (map #(str/upper-case %) words) (nth commands 4))]  
 (if (= -1 indexOfOrder)  
 table (mergeSort table (resolve (symbol (checkOrder words commands)))  
 (getColumnsOrderBy words (inc indexOfOrder))))))

Мал 32. Основна функція order by

Як завжди спочатку ми знаходимо індекс нашого ключового слова. Якщо він = -1, то просто вертаємо нашу таблицю, якщо ні то сортуємо дані за допомогою функції mergeSort, яка приймає таблицю, послідовність сортування та колонки по яких сортувати. Розглянемо маленькі функції checkOrder та getColumnsOrderBy.

(defn getColumnsOrderBy [words indexOfBy]  
 (map #(keyword %) (str/split (nth words (inc indexOfBy)) #",")))

Мал 33. Функція для розділення колонок те переведення їх в keywords

Тут все доволі просто, ми ділимо рядок по комі та робимо з кожного елемента keyword.

(defn checkOrder [words commands]  
 (cond  
 (not= -1 (.indexOf (map #(str/upper-case %) words) (nth commands 10))) "pos?"  
 *:else* "neg?"))

Мал 34. Функція, яка визначає порядок сортування

Тут ми просто дивимось чи є в нашому запиті слово DESC, якщо так то вертаємо рядок “pos?”, ні – “neg?”.

(resolve (symbol str)) – переведення рядка в функцію. Перейдемо до самого сортування:

(defn mergeSort  
 ([data] (mergeSort data neg?))  
 ([data ord] (mergeSort data ord []))  
 ([data ord columns]  
 (if (< (count data) 2)  
 data  
 (mergeStep  
 (mergeSort (first (split-at (/ (count data) 2) data)) ord columns)  
 (mergeSort (second (split-at (/ (count data) 2) data)) ord columns)  
 ord columns))))

Мал 35. Функція, яка сортує таблицю в якій елементами є hash-map

Ця функція є перегруженою. Якщо ми просто передаємо таблицю, то за умовчанням відбудеться сортування від меншого до більшого. Також ми вказуємо за якими колонками потрібно сортувати. Думаю про сам алгоритм ви можете самі почитати, а короткими словами, ми просто ділимо наш список допоки не буде по 1 елементу і далі за допомогою функції mergeSort склеюємо це все. Подивимось на цю функцію:

(defn mergeStep [l r ord columns]  
 (cond (empty? l) r  
 (empty? r) l  
 (and (empty? columns) (ord (mapCompare (first l) (first r))))  
 (cons (first l) (mergeStep (next l) r ord columns))  
 (and (empty? columns) (not (ord (mapCompare (first l) (first r)))))  
 (cons (first r) (mergeStep l (next r) ord columns))  
 (ord (mapCompare (first l) (first r) columns))  
 (cons (first l) (mergeStep (next l) r ord columns))  
 *:else* (cons (first r) (mergeStep l (next r) ord columns))))

Мал 36. Функція, яка виконує з’єднання двох списків за заданами критеріями

Зрівнюємо ми наші елементи за допомогою функції mapCompare, яка вертає -1, якщо перша мапа менше другої, 0 якщо однакові і 1 якщо більше. В неї ми можемо передавати колонки по яким зрівнювати, по замовчуванню воно сортує по всім колонкам, допоки не знайде різницю в значеннях. Розглянемо цю функцію:

(defn mapCompare [a b & keysOfMap]  
 (cond  
 (and (empty? keysOfMap)  
 (= 0 (compareForStringNumber (get a (first (keys a))) (get b (first (keys b)))))  
 (= 1 (count (keys a))))  
 0   
 (and (empty? keysOfMap)  
 (not= 0 (compareForStringNumber (get a (first (keys a))) (get b (first (keys b)))))  
 (= 1 (count (keys a))))  
 (compareForStringNumber (get a (first (first keysOfMap))) (get b (first (first keysOfMap))))   
 (and (empty? keysOfMap)  
 (= 0 (compareForStringNumber (get a (first (keys a))) (get b (first (keys b))))))  
 (mapCompare a b (next (keys a)))   
 (and (= 1 (count (first keysOfMap)))  
 (= 0 (compareForStringNumber (get a (first (first keysOfMap))) (get b (first (first keysOfMap))))))  
 0  
 (and (> (count (first keysOfMap)) 1)  
 (= 0 (compareForStringNumber (get a (first (first keysOfMap))) (get b (first (first keysOfMap))))))  
 (mapCompare a b (next (first keysOfMap)))  
 (empty? keysOfMap)  
 (compareForStringNumber (get a (first (keys a))) (get b (first (keys b))))  
 *:else* (compareForStringNumber (get a (first (first keysOfMap))) (get b (first (first keysOfMap))))))

Мал 37. Функція, яка порівнює мапи

Давайте розберемо кожну умову. Перша умова – якщо розмір мапи = 1 та ці значення рівні то повертаємо 0. Друга – розмір мапи = 1, але різні значення, то повертаємо різницю. Третя – якщо розмір мапи більше 1 та поточні перші елементи рівні, викликаємо цю ж функцію, тільки передаємо третій параметр наступні ключі. Четверта – якщо значення останнього ключа рівні вертаємо 0. П’ята – теж саме, що і 4 тільки вертаємо різницю, бо вони різні. Шоста - якщо поточні значення поточних ключів різні, то вертаємо різницю. Ну і якщо нічого з цього не підходить то просто вертаємо різницю перших ключів. Тут ми використовуємо функцію compareForStringNumber.

(defn compareForStringNumber [a b]  
 (let [alterA (str a)  
 alterB (str b)]  
 (cond  
 (every? #(Character/isDigit %) alterA)  
 (compare (read-string alterA) (read-string alterB))  
 *:else* (compare alterA alterB))))

Мал 38. Функція, цифри в тексті та звичайний текст і звичайні цифри

Тут ми просто перевіряємо чи є кожен символ елемента цифрою, якщо так то переводимо це все в цифри та зрівнюємо.

Отож, протестуємо наше сортування. Будемо комбінувати з WHERE.

![](data:image/png;base64,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)

Мал 39. Результати

Для завершення 5-ої лабораторної залишилось тільки розібрати агрегатні функції. Почнімо)

І почнемо ми з всім відомої функції count. Розглянемо її реалізацію:

(defn countFunc [table]  
 (list (hash-map *:count* (count (filter #(not (every? (fn [value] (= "" value)) (vals %))) table)))))

Мал 40. Агрегатна функція для підрахунку кількості елементів, які не є пустими

Тут все досить просто. Ми створюємо нову колонку в якій міститься тільки 1 мапа ключем якої є count, а значенням виступає наступне: ми дивимось, якщо усі значення рядка є пустими то ми відсіюємо цей рядок з таблиці за допомогою функції [filter](https://clojuredocs.org/clojure.core/filter).

Далі в нас функція, яка рахує середнє значення:

(defn avgFunc [column]  
 (let [sumOfMaps (if (= 1 (count column))  
 (if (number? (first (vals (first column))))  
 (first column) (hash-map (first (keys (first column)))  
 (read-string (first (vals (first column))))))  
 (reduce sumForReduceMap column))  
 numberOfElementsMap (countFunc column)  
 numberOfElements (get (first numberOfElementsMap) (first (keys (first numberOfElementsMap))))  
 avgValueMap (update sumOfMaps (first (keys sumOfMaps)) / (double numberOfElements))]  
 (list (set/rename-keys avgValueMap {(first (keys avgValueMap)) *:avg*}))))

Мал 41. Функція для підрахунку середнього арифметичного

З самого початку ми підраховуємо суму всіх значень. Тут ми дивимось, якщо у нас тільки 1 рядок, то сумою і буде значення того рядка. Якщо ж ні, то робимо [reduce](https://clojuredocs.org/clojure.core/reduce) в який передаємо нашу функцію sumForReduceMap.

(defn sumForReduceMap [& body]  
 (let [firstValueOfMap (get (first body) (first (keys (first body))))  
 secondValueOfMap (get (second body) (first (keys (second body))))]  
 (cond  
 (= "" (first (vals (second body))))  
 (first body)  
 (and (number? firstValueOfMap) (number? secondValueOfMap))  
 (merge-with + (first body) (second body))  
 (and (string? firstValueOfMap) (string? secondValueOfMap))  
 (update (first body) (first (keys (first body)))  
 #(+ (read-string %) (read-string secondValueOfMap)))  
 *:else* (update (first body) (first (keys (first body)))  
 #(+ % (read-string secondValueOfMap))))))

Мал 42. Функція для reduce, щоб правильно додавати значення мап

Тут нам в параметрах спочатку приходять 2 перші агрументи. Потім першим аргументом є загальне значення, яке ми вертаємо з цієї функції, а другим буде наступний елемент списку. Фіксуємо ці елементи і починаємо дивитись на умови. Якщо наступний елемент порожній вертаємо перший. Якщо обидва параметри є числами, то мерджимо ці дві мапи з додаванням їхніх значень. Якщо обидва рядки, то оновлюємо перший елемент на значення їх суми. Якщо перший цифра, а другий рядок, то теж оновлюємо перший елемент. Просто тут переводимо в число тільки другий елемент.

Повернімося до головної функції. Також за допомогою numberOfElementsMap та numberOfElements ми взнаємо кількість ненульових рядків. Потім ми просто апдейтим нашу суму, ділячи її на значення numberOfElements. В кінці перейменовуємо ім’я колонки на avg та закидуємо його у список.

І остання агрегатна функція – min.

(defn minFunc [column]  
 (let [minValueMap (if (= 1 (count column)) (first column) (reduce minForReduceMap column))]  
 (list (set/rename-keys minValueMap {(first (keys minValueMap)) *:min*}))))

Мал 43. Функція для знаходження мінімального значення

Тут ми теж спочатку дивимось чи в нас один елемент, якщо так то вертаємо його, якщо ні, робимо reduce і передаємо туди нашу функцію minForReduceMap. Ця функція дуже схожа до попередньої(там де ми робили редюс авг), тільки тут ми просто дивимось чи ці елементи є мапами, і якщо перший менший від другого то вертаємо перший і навпаки, також якщо наступний елемент є порожнім ми просто вертаємо перший. А в кінці просто робимо як і з іншими агрегатними функціями – вертаємо список з мапою всерединою з ключе min.

(defn minForReduceMap [& body]  
 (let [firstValueOfMap (get (first body) (first (keys (first body))))  
 secondValueOfMap (get (second body) (first (keys (second body))))]  
 (if (or (= "" (first (vals (second body))))  
 (and (map? (first body))  
 (<= (compareForStringNumber firstValueOfMap secondValueOfMap) 0)))  
 (first body) (second body))))

Мал 44. Функція для reduce, щоб правильно порівнювати мапи

І так з 5-ою лабораторною ми завершили, тому протестуймо наші агрегатні функції(трішки змінимо наш файл test3.csv зробивши останній рядок з полем id порожнім).
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Мал 45. Модифікований файл test3.csv
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Мал 46. Результати