Pavadareni R 11.11.2024

**Dsa Program**

1. **0 - 1 Knapsack Problem**

public class Knapsack {

public static int knapsack(int[] val, int[] wt, int capacity) {

int n = val.length;

int[][] dp = new int[n + 1][capacity + 1];

for (int i = 1; i <= n; i++) {

for (int j = 1; j <= capacity; j++) {

// If we do not take the i-th item

dp[i][j] = dp[i - 1][j];

if (wt[i - 1] <= j) {

dp[i][j] = Math.max(dp[i][j], val[i - 1] + dp[i - 1][j - wt[i - 1]]);

}

}

}

return dp[n][capacity];

}

public static void main(String[] args) {

int[] val = {60, 100, 120};

int[] wt = {10, 20, 30};

int capacity = 50;

System.out.println(knapsack(val, wt, capacity));

}

}

**Output**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAAkCAYAAAA0EkzVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMlSURBVGhD7ZixS3pRFMfP7xcEZRiEUQ0tgYhTQ0NJkwhRzdXm4tIiCA3WkNBmLUGDQ4t/QDa51BK1RKGTUYggSkQ0NDhV4+/X93iv9XvPq+898iH87gce99zrPXLv1/vOOddfIyMjf0hj4rdoNQa0MAq0MAq0MAq0MAq0MAqU6Xp5eZlWVlbI7/fT8PAwjz09PdH9/T1ls1l6fX3lMSNO/UAsFqNwOEzT09Pcl34HBwfcdxOTMOPj47S7u0uzs7NixAwWHI1GRa+JUz/J/v4+LSwsiN6/dPLrFQODg4N7wmaSyWRrgfh1z87OKJ/P093dHXm9XvL5fDQ6OkqfglKhUOB5wKkfiMfjtLS0xHalUqGTkxMqFov0uTaanJxkv4mJCbq+vuY5btD2xBweHtLz8zPt7OyI0S9yuRzPwQY2NzfFqHM/ID+DoOvr62K0yfHxMQUCAXp/f6fV1VUx2ntMwReL29raars58PDwwK2MAxKnfqFQiEUBOGVGLi4uuEW8Qvxyi7ZZCZtU8fHxISwzTvzm5uaERXRzcyOsLy4vL4VFHePXT2M7Xc/MzHCLgGgHlZ/H4xEWUblc5hYnSJ4iiI3XCAwNDXHrBraEwWLxvoNarcatFTr5GTe7sbHBMQcP0jeQYk5NTXHrBraEkQsFyDhW6eRn3GwkEhEW0fz8vLDcx7IwCJIo3MDV1VXr2Hejm1+j0RBWk+8n6uXlRVjuY0kYbC6VSrGNY53JZNjuhhU/ozCoclHs4dnba5ZYY2Nj3Brn9pKuwsjNIV1ic0jJnbKPxKrf29ubsIiCwSC35+fn/EhkIO4bYVCRptNp26LY8atWq8JqimkEwVhSr9eF1XvaCoMFouJcW1vj/u3trSVRnPjhZMh0jAukERmMMQdXBbcwXQmwOfzaklKp1LYiBY+Pj61g6tQPbG9vtwI0rgyy2l1cXGwVdfguN2/ZJmFQdqvKeiPfF+vUT3J0dKSsbO28xj+F5XTdaxKJBJ2enrIIEtgQEX85uCkKUP5R9b/TNyem39DCKNDCKNDCKNDCKNDCKNDCKNDCKNDCKNDCKNDCtIXoL64yo8EkKYmkAAAAAElFTkSuQmCC)**

**Time Complexity**

O(n\*capacity)

1. **Floor in sorted array**

**Code**

public class FloorInSortedArray {

    public static int floor(int[] arr, int x) {

        int left = 0, right = arr.length - 1;

        int floor = -1;

        while (left <= right) {

            int mid = left + (right - left) / 2;

            if (arr[mid] == x) {

                return arr[mid];

            }

            if (arr[mid] < x) {

                floor = arr[mid];

                left = mid + 1;

            } else {

                right = mid - 1;

            }

        }

        return floor;

    }

    public static void main(String[] args) {

        int[] arr = { 1, 2, 8, 10, 10, 12, 19 };

        int x = 5;

        System.out.println("Floor of " + x + " is: " + floor(arr, x));

        x = 20;

        System.out.println("Floor of " + x + " is: " + floor(arr, x));

        x = 0;

        System.out.println("Floor of " + x + " is: " + floor(arr, x));

    }

}

**Output**

**![](data:image/png;base64,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)**

**Time complexity: O(n)**

1. Check equal arrays

import java.util.HashMap;

public class ArrayEquality {

    public static boolean areArraysEqual(int[] arr1, int[] arr2) {

        if (arr1.length != arr2.length) {

            return false;

        }

        HashMap<Integer, Integer> freqMap1 = new HashMap<>();

        HashMap<Integer, Integer> freqMap2 = new HashMap<>();

        for (int num : arr1) {

            freqMap1.put(num, freqMap1.getOrDefault(num, 0) + 1);

        }

        for (int num : arr2) {

            freqMap2.put(num, freqMap2.getOrDefault(num, 0) + 1);

        }

        return freqMap1.equals(freqMap2);

    }

    public static void main(String[] args) {

        int[] arr1 = { 1, 2, 5, 4, 0 };

        int[] arr2 = { 2, 4, 5, 0, 1 };

        System.out.println(areArraysEqual(arr1, arr2));

        int[] arr3 = { 1, 2, 5 };

        int[] arr4 = { 2, 4, 15 };

        System.out.println(areArraysEqual(arr3, arr4));

    }

}

Output
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Time Complexity: O(n)

1. Palindrome linked list

class ListNode {

    int val;

    ListNode next;

    ListNode(int x) {

        val = x;

    }

}

public class PalindromeLinkedList {

    public static boolean isPalindrome(ListNode head) {

        if (head == null || head.next == null) {

            return true;

        }

        ListNode middle = findMiddle(head);

        ListNode secondHalf = reverseList(middle.next);

        ListNode firstHalf = head;

        while (secondHalf != null) {

            if (firstHalf.val != secondHalf.val) {

                return false;

            }

            firstHalf = firstHalf.next;

            secondHalf = secondHalf.next;

        }

        return true;

    }

    private static ListNode findMiddle(ListNode head) {

        ListNode slow = head, fast = head;

        while (fast != null && fast.next != null) {

            slow = slow.next;

            fast = fast.next.next;

        }

        return slow;

    }

    private static ListNode reverseList(ListNode head) {

        ListNode prev = null;

        ListNode curr = head;

        while (curr != null) {

            ListNode nextNode = curr.next;

            curr.next = prev;

            prev = curr;

            curr = nextNode;

        }

        return prev;

    }

    public static void main(String[] args) {

        ListNode head = new ListNode(1);

        head.next = new ListNode(2);

        head.next.next = new ListNode(3);

        head.next.next.next = new ListNode(2);

        head.next.next.next.next = new ListNode(1);

        System.out.println(isPalindrome(head));

        ListNode head2 = new ListNode(1);

        head2.next = new ListNode(2);

        head2.next.next = new ListNode(3);

        head2.next.next.next = new ListNode(4);

        System.out.println(isPalindrome(head2));

    }

}

Output
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Time Complexity O(n)

1. Balanced tree check

class TreeNode {

int val;

TreeNode left;

TreeNode right;

TreeNode(int x) {

val = x;

}

}

public class BalancedBinaryTree {

public static boolean isBalanced(TreeNode root) {

return checkHeight(root) != -1;

}

private static int checkHeight(TreeNode node) {

if (node == null) {

return 0;

}

int leftHeight = checkHeight(node.left);

if (leftHeight == -1) {

return -1;

}

int rightHeight = checkHeight(node.right);

if (rightHeight == -1) {

return -1;

}

if (Math.abs(leftHeight - rightHeight) > 1) {

return -1;

}

return Math.max(leftHeight, rightHeight) + 1;

}

public static void main(String[] args) {

TreeNode root = new TreeNode(1);

root.left = new TreeNode(2);

root.right = new TreeNode(3);

root.left.left = new TreeNode(4);

root.left.right = new TreeNode(5);

System.out.println(isBalanced(root));

TreeNode unbalancedRoot = new TreeNode(1);

unbalancedRoot.left = new TreeNode(2);

unbalancedRoot.left.left = new TreeNode(3);

System.out.println(isBalanced(unbalancedRoot));

}

}

Output
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Time complexity O(n)

1. Triplet sum in array

import java.util.Arrays;

public class TripletSum {

public static boolean hasTripletSum(int[] arr, int sum) {

Arrays.sort(arr);

for (int i = 0; i < arr.length - 2; i++) {

int left = i + 1;

int right = arr.length - 1;

while (left < right) {

int currentSum = arr[i] + arr[left] + arr[right];

if (currentSum == sum) {

return true;

}

if (currentSum < sum) {

left++;

} else {

right--;

}

}

}

return false;

}

public static void main(String[] args) {

int[] arr1 = { 1, 4, 6, 8, 10 };

int sum1 = 22;

System.out.println(hasTripletSum(arr1, sum1));

int[] arr2 = { 1, 2, 3, 4, 5 };

int sum2 = 15;

System.out.println(hasTripletSum(arr2, sum2));

}

}

Output
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Time complexity: O(n)