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# ЛИЦЕНЗИОННОЕ УВЕДОМЛЕНИЕ

Настоящий отчет включает в себя оригинальные тексты задач курса «Функциональное программирование на языке Haskell (часть 2)», доступный по адресу <https://stepik.org/course/693>.

# АППЛИКАТИВНЫЕ ФУНКТОРЫ

## Определение аппликативного функтора

### Шаг 4:

В модуле Data.Functor определен оператор <$>, являющийся инфиксным аналогом функции fmap:

GHCi> :info <$>

(<$>) :: Functor f => (a -> b) -> f a -> f b

-- Defined in `Data.Functor'

infixl 4 <$>

В выражении succ <$> "abc" этот оператор имеет тип (Char -> Char) -> [Char] -> [Char]. Какой тип имеет первое (левое) вхождение этого оператора в выражении succ <$> succ <$> "abc"?

Ответ:

(Char -> Char) -> (Char -> Char) -> (Char -> Char)

### Шаг 5:

Сделайте типы данных Arr2 e1 e2 и Arr3 e1 e2 e3 представителями класса типов Functor:

newtype Arr2 e1 e2 a = Arr2 { getArr2 :: e1 -> e2 -> a }

newtype Arr3 e1 e2 e3 a = Arr3 { getArr3 :: e1 -> e2 -> e3 -> a }

Эти типы инкапсулируют вычисление с двумя и тремя независимыми окружениями соответственно:

GHCi> getArr2 (fmap length (Arr2 take)) 10 "abc"

3

GHCi> getArr3 (tail <$> tail <$> Arr3 zipWith) (+) [1,2,3,4] [10,20,30,40,50]

[33,44]

Ответ:

newtype Arr2 e1 e2 a = Arr2 {getArr2 :: e1 -> e2 -> a}

newtype Arr3 e1 e2 e3 a = Arr3 {getArr3 :: e1 -> e2 -> e3 -> a}

instance Functor (Arr2 e1 e2) where

fmap f = Arr2 . ((fmap.fmap.fmap) f getArr2)

instance Functor (Arr3 e1 e2 e3) where

fmap f = Arr3 . ((fmap.fmap.fmap.fmap) f getArr3)

{-

Поэтапный переход от лямбды до бесточечного стиля

fmap f arr = Arr2 (\a b-> f $ getArr2 arr a b)

fmap f arr = Arr2 (\a b-> (f.getArr2 arr a) b)

fmap f arr = Arr2 (\a b-> ((.) f (getArr2 arr a)) b)

fmap f arr = Arr2 (\a b-> ((f.) (getArr2 arr a)) b) -- Важнейший шаг

fmap f arr = Arr2 (\a -> ( ((f.).(getArr2 arr)) a ))

fmap f arr = Arr2 ( (f.).(getArr2 arr) )

fmap f arr = Arr2 $ ((f.).) (getArr2 arr)

fmap f arr = Arr2 $ (fmap (fmap f)) (getArr2 arr)

fmap f arr = Arr2 $ (fmap.fmap) f (getArr2 arr)

-}

### Шаг 7:

Самостоятельно докажите выполнение первого (fmap id = id) и второго (fmap f . fmap g = fmap (f . g)) законов функторов для функтора частично примененной функциональной стрелки (->) e. Отметьте те свойства оператора композиции функций, которыми вы воспользовались.

Ответ:
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### Шаг 9:

Докажите выполнение второго закона функторов для функтора списка: fmap f (fmap g xs) = fmap (f . g) xs. Предполагается, что все списки конечны и не содержат расходимостей.

Ответ:

|  |
| --- |
| **Доказательство выполнения второго закона функтора для списка**  В соответствие с условий задания, требуется доказать или опровергнуть справедливость следующий Гипотезы: fmap f (fmap g xs) ≡ fmap (f . g) xs, где xs - конечный список а f и g функции, последовательно примененные к элементам этого списка, гарантируется отсутствие расходимостей.  Далее, эксплуатируя исходные коды стандартной библиотеки компилятора GHC введем реализацию функции fmap для списков. Просмотр [источника](https://hackage.haskell.org/package/base-4.16.0.0/docs/src/GHC.Base.html#line-1158) позволяет прямым образом констатировать, что вызов fmap выполняет делегирование до функции map, в которой находиться определяющая реализация. Логика исполнения функции map отражена в том же модуле но в другом [местоположении](https://hackage.haskell.org/package/base-4.16.0.0/docs/src/GHC.Base.html#map).  Руководствуясь перечисленными источниками, сформулируем воплощении функции fmap но с легким упрощением - обращение к функции map исключено путем непосредственного встраивания:  fmap \_ []     = [] --Правило (1)  fmap f (x:xs) = f x : fmap f xs --Правило (2)  Помимо этого, для нужд нижеизложенного доказательства, строки пронумерованы, что позволит выполнять ссылки на них.  Непосредственное доказательство гипотезы осуществимо методом структурной индукцией. Настоящий метод предусматривает две фазы: База индукции и Индукционный переход. Первая фаза посвящена обоснованию актуальности тривиального случая, во второй фаза, предполагается верность текущего случая и доказывается достоверность следующего(ближайшего) случая.  **База индукции**  База индукции нацелена на доказательство "простейшего" варианта, беря в аналогию эффект домино, это такой вариант, движение от которого возможен только в одном направление. Поэтому, база индукции, в данном случае, выступает пустой список.   1. fmap f (fmap g []) ≡ fmap (f . g) [] - Подстановка пустого списка в определение Гипотезы. 2. fmap f [] ≡ [] - Употребление правила (1) для левой и правой части 3. [] ≡ [] Повторное употребление правила (1)   **Вывод:** Пункт 3 привел к тождеству, что говорит об истинности Гипотезы для пустых списков.  **Индукционный переход**  В индукционным переходе предполагается истинность гипотезы для списка из n-элементов и проводится исследование поведения этой гипотезы для списка, к которому добавлен один элемент:   1. fmap f (fmap g (x:xs)) ≡ fmap (f . g) (x:xs) - Подстановка списка x:xs в определение Гипотезы. 2. fmap f (g x : fmap g xs) ≡ (f . g) x : fmap (f . g) xs - Употребление правила (2) 3. (f $ g x) : fmap f (fmap g xs) ≡ (f . g) x : fmap (f . g) xs - Повторное употребление правила (2) 4. (f . g) x : fmap f (fmap g xs) ≡ (f . g) x : fmap (f . g) xs - Преобразование операторов аппликации и применения к композиции (левая часть).   **Вывод:** В соответствие с индукционным предположением, гипотеза верна для списка xs, однако, имеет место быть эквивалентность для списков x:xs, которая обусловлена тем, что левая и правая часть подверглись одинаковым преобразованием - списки левой и правой части пополнились элементом (f . g) x. Выполнение второго закона функторов для списков доказано. |

### Шаг 15:

Следующий тип данных задает гомогенную тройку элементов, которую можно рассматривать как трехмерный вектор:

data Triple a = Tr a a a deriving (Eq,Show)

Сделайте этот тип функтором и аппликативным функтором с естественной для векторов семантикой покоординатного применения:

GHCi> (^2) <$> Tr 1 (-2) 3

Tr 1 4 9

GHCi> Tr (^2) (+2) (\*3) <\*> Tr 2 3 4

Tr 4 5 12

Ответ:

data Triple a = Tr a a a deriving (Eq,Show)

instance Functor Triple where

fmap = (<\*>).pure

instance Applicative Triple where

pure x = Tr x x x

(<\*>) (Tr f1 f2 f3) (Tr x y z) = Tr (f1 x) (f2 y) (f3 z)

## Представители класса типов Applicative

### Шаг 3:

Предположим, что для стандартного функтора списка оператор (<\*>) определен стандартным образом, а метод pure изменен на

pure x = [x,x]

К каким законам класса типов Applicative будут в этом случае существовать контрпримеры?

Ответ:

![](data:image/png;base64,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)

### Шаг 5:

В модуле Data.List имеется семейство функций zipWith, zipWith3, zipWith4,..:

GHCi> let x1s = [1,2,3]

GHCi> let x2s = [4,5,6]

GHCi> let x3s = [7,8,9]

GHCi> let x4s = [10,11,12]

GHCi> zipWith (\a b -> 2\*a+3\*b) x1s x2s

[14,19,24]

GHCi> zipWith3 (\a b c -> 2\*a+3\*b+5\*c) x1s x2s x3s

[49,59,69]

GHCi> zipWith4 (\a b c d -> 2\*a+3\*b+5\*c-4\*d) x1s x2s x3s x4s

[9,15,21]

Аппликативные функторы могут заменить всё это семейство

GHCi> getZipList $ (\a b -> 2\*a+3\*b) <$> ZipList x1s <\*> ZipList x2s

[14,19,24]

GHCi> getZipList $ (\a b c -> 2\*a+3\*b+5\*c) <$> ZipList x1s <\*> ZipList x2s <\*> ZipList x3s

[49,59,69]

GHCi> getZipList $ (\a b c d -> 2\*a+3\*b+5\*c-4\*d) <$> ZipList x1s <\*> ZipList x2s <\*>ZipList x3s <\*> ZipList x4s

[9,15,21]

Реализуйте операторы (>\*<) и (>$<), позволяющие спрятать упаковку ZipList и распаковку getZipList:

GHCi> (\a b -> 2\*a+3\*b) >$< x1s >\*< x2s

[14,19,24]

GHCi> (\a b c -> 2\*a+3\*b+5\*c) >$< x1s >\*< x2s >\*< x3s

[49,59,69]

GHCi> (\a b c d -> 2\*a+3\*b+5\*c-4\*d) >$< x1s >\*< x2s >\*< x3s >\*< x4s

[9,15,21]

Ответ:

import Control.Applicative(ZipList(ZipList), getZipList)

(>$<) = (<$>)

fs >\*< vs = getZipList $ ZipList fs <\*> ZipList vs

infixl 4 >$<, >\*<

### Шаг 8:

Функция

divideList :: Fractional a => [a] -> a

divideList [] = 1

divideList (x:xs) = (/) x (divideList xs)

сворачивает список посредством деления. Модифицируйте ее, реализовав divideList' :: (Show a, Fractional a) => [a] -> (String,a), такую что последовательность вычислений отражается в логе:

GHCi> divideList [3,4,5]

3.75

GHCi> divideList' [3,4,5]

("<-3.0/<-4.0/<-5.0/1.0",3.75)

Используйте аппликативный функтор пары, сохраняя близкую к исходной функции структуру реализации

divideList' :: (Show a, Fractional a) => [a] -> (String,a)

divideList' [] = \_

divideList' (x:xs) = (/) <$> \_ <\*> \_

Ответ:

divideList' :: (Show a, Fractional a) => [a] -> (String,a)

divideList' [] = ("1.0",1)

divideList' (x:xs) = (/) <$> ("<-"++show x++"/", x) <\*> divideList' xs

### Шаг 10:

Сделайте типы данных Arr2 e1 e2 и Arr3 e1 e2 e3 представителями класса типов Applicative

newtype Arr2 e1 e2 a = Arr2 { getArr2 :: e1 -> e2 -> a }

newtype Arr3 e1 e2 e3 a = Arr3 { getArr3 :: e1 -> e2 -> e3 -> a }

с естественной семантикой двух и трех окружений:

GHCi> getArr2 (Arr2 (\x y z -> x+y-z) <\*> Arr2 (\*)) 2 3

-1

GHCi> getArr3 (Arr3 (\x y z w -> x+y+z-w) <\*> Arr3 (\x y z -> x\*y\*z)) 2 3 4

-15

Ответ:

newtype Arr2 e1 e2 a = Arr2 { getArr2 :: e1 -> e2 -> a }

newtype Arr3 e1 e2 e3 a = Arr3 { getArr3 :: e1 -> e2 -> e3 -> a }

instance Functor (Arr2 e1 e2) where

fmap = (<\*>) . pure

instance Functor (Arr3 e1 e2 e3) where

fmap = (<\*>) . pure

instance Applicative (Arr2 e1 e2) where

pure = Arr2 . const.const

(<\*>) (Arr2 f) (Arr2 c) = Arr2 (\e1 e2 -> f e1 e2 (c e1 e2))

instance Applicative (Arr3 e1 e2 e3) where

pure = Arr3 . const.const.const

(<\*>) (Arr3 f) (Arr3 c) = Arr3 (\e1 e2 e3 -> f e1 e2 e3 (c e1 e2 e3) )

### Шаг 11:

Сопоставьте вычислению, поднятому в аппликативный функтор, конкретного представителя класса типов Applicative, в котором это вычисление происходит.

Ответ:
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### Шаг 14:

Двойственный оператор аппликации (<\*\*>) из модуля Control.Applicative изменяет направление вычислений, не меняя порядок эффектов:

infixl 4 <\*\*>

(<\*\*>) :: Applicative f => f a -> f (a -> b) -> f b

(<\*\*>) = liftA2 (flip ($))

Определим оператор (<\*?>) с той же сигнатурой, что и у (<\*\*>), но другой реализацией:

infixl 4 <\*?>

(<\*?>) :: Applicative f => f a -> f (a -> b) -> f b

(<\*?>) = flip (<\*>)

Для каких стандартных представителей класса типов Applicative можно привести цепочку аппликативных вычислений, дающую разный результат в зависимости от того, какой из этих операторов использовался?

В следующих шести примерах вашей задачей будет привести такие контрпримеры для стандартных типов данных, для которых они существуют. Следует заменить аппликативное выражение в предложении in на выражение того же типа, однако дающее разные результаты при вызовах с (<??>) = (<\*\*>) и (<??>) = (<\*?>). Проверки имеют вид exprXXX (<\*\*>) == exprXXX (<\*?>) для различных имеющихся XXX. Если вы считаете, что контрпримера не существует, то менять ничего не надо.

Ответ:

{-# LANGUAGE RankNTypes#-}

import Control.Applicative ((<\*\*>),ZipList(..))

infixl 4 <\*?>

(<\*?>) :: Applicative f => f a -> f (a -> b) -> f b

(<\*?>) = flip (<\*>)

exprMaybe :: (forall a b . Maybe a -> Maybe (a -> b) -> Maybe b) -> Maybe Int

exprMaybe op =

let (<??>) = op

infixl 4 <??>

in Just 5 <??> Just (+2) -- place for counterexample

exprList :: (forall a b . [a] -> [a -> b] -> [b]) -> [Int]

exprList op =

let (<??>) = op

infixl 4 <??>

in [0,1] <??> [(1-), (1+)]

exprZipList :: (forall a b . ZipList a -> ZipList (a -> b) -> ZipList b) -> ZipList Int

exprZipList op =

let (<??>) = op

infixl 4 <??>

in ZipList [1,2] <??> ZipList [(+3),(+4)] -- place for counterexample

exprEither :: (forall a b . Either String a -> Either String (a -> b) -> Either String b) -> Either String Int

exprEither op =

let (<??>) = op

infixl 4 <??>

in Left "a" <??> Left "b"

exprPair :: (forall a b . (String,a) -> (String,a -> b) -> (String,b)) -> (String,Int)

exprPair op =

let (<??>) = op

infixl 4 <??>

in ("a", 0) <??> ("b", id)

exprEnv :: (forall a b . (String -> a) -> (String -> (a -> b)) -> (String -> b)) -> (String -> Int)

exprEnv op =

let (<??>) = op

infixl 4 <??>

in length <??> (\\_ -> (+5)) -- place for counterexample

{-

Выполним бызовый переход(Б.П.) для оператора <\*?>

v <\*?> f ==> f <\*> v

Выполним бызовый переход для оператора <\*\*>

v <\*\*> f ==>

(<\*\*>) v f ==>

liftA2 (flip ($)) v f ==>

flip (\f x -> f x) <$> v <\*> f ==>

(\a b-> b a) <$> v <\*> f ==>

-}

{-

Доказательство для списков

-----------------------

[a,b,c] <\*?> [f1,f2,f3]

-----------------------

После Б.П.

[f1,f2,f3] <\*> [a,b,c] ==>

[f1 a, f1 b, f1 c,

f2 a, f2 b, f2 c,

f3 a, f3 b, f3 c]

-----------------------

[a,b,c] <\*\*> [f1,f2,f3]

-----------------------

После Б.П.

(\a b-> b a) <$> [a,b,c] <\*> [f1,f2,f3] ==>

[\q->q a,\q->q b,\q->q c] <\*> [f1,f2,f3] ==>

[\q->q a,\q->q b,\q->q c] <\*> [f1,f2,f3] ==>

[ f1 a, f2 a, f3 a,

f1 b, f2 b, f3 b,

f1 c, f2 c, f3 c]

Вывод: Результативные списки не равны, гипотеза ложна

Контрпример: [0,1] vs [(1-), (1+)]

-}

{-

Доказательство для списков ZipList

Прим: Обусловимся, что списки не в контейнерах, но аппликатив этого контейнера используется как основной

-----------------------

[a,b,c] <\*?> [f1,f2,f3]

-----------------------

После Б.П.

[f1,f2,f3] <\*> [a,b,c] ==>

[f1 a, f2 b, f3 c]

-----------------------

[a,b,c] <\*\*> [f1,f2,f3]

-----------------------

После Б.П.

(\a b-> b a) <$> [a,b,c] <\*> [f1,f2,f3] ==>

[\q->q a,\q->q b,\q->q c] <\*> [f1,f2,f3] ==>

[\q->q a,\q->q b,\q->q c] <\*> [f1,f2,f3] ==>

[f1 a, f2 b, f3 c]

Вывод: Результативные списки равны, гипотеза подтверждена

-}

{-

Доказательство для пар

-----------------------

(m1,v) <\*?> (m2,f)

-----------------------

После Б.П.

(m2,f) <\*> (m1,v) ==>

(m2 `mappend` m1, f v)

-----------------------

(m1,v) <\*\*> (m2,f)

-----------------------

После Б.П.

(\a b-> b a) <$> (m1,v) <\*> (m2,f)

(m1,(\q-> q v)) <\*> (m2,f)

(m1 `mappend` m2,f v)

Вывод: Результативные пары не равны, гипотеза ложна

Контрпример: ("a", 0) vs ("b",id)

-}

{-

Доказательство для Maybe

-----------------------

Just v <\*?> Just f

-----------------------

После Б.П.

Just f <\*> Just v

Just (f v)

-----------------------

Just v <\*\*> Just f

-----------------------

После Б.П.

(\a b-> b a) <$> Just v <\*> Just f

Just (\b-> b v) <\*> Just f

Just (f v)

Вывод: Для контейнера Maybe и конструктора Just гипотеза подтверждена

Прим: Имперически следует, что наличие Nothing приведет к Nothing в

любом случаи

-}

{-

Доказательство для Either

-----------------------

Left v <\*?> Left f

-----------------------

После Б.П.

Left f <\*> Left v

f

-----------------------

Left v <\*\*> Left f

-----------------------

После Б.П.

(\a b-> b a) <$> Left v <\*> Left f

v

Вывод: Для контейнера Either гипотеза провалена

Контрпример: Left "a" vs Left "b"

-}

{-

Доказательство для стрелочных типов

-----------------------

e->v <\*?> (e->v->w)

-----------------------

После Б.П.

f1:= (e->v->w) <\*> f2:= e->v ==>

\e->f1 e (f2 e)

-----------------------

(e->v) <\*\*> (e->v->w)

-----------------------

После Б.П.

(\a b-> b a) <$> (e->v) <\*> (e->v->w)

\b e -> b (f2 e) <\*> (e->v->w)

\e->f1 e (f2 e)

-}

## Аппликативный парсер Parsec

### Шаг 3:

Какие из следующих примитивных парсеров имеются в библиотеке Text.Parsec.Char ?

Ответ:
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### Шаг 5:

Реализуйте парсер getList, который разбирает строки из чисел, разделенных точкой с запятой, и возвращает список строк, представляющих собой эти числа:

GHCi> parseTest getList "1;234;56"

["1","234","56"]

GHCi> parseTest getList "1;234;56;"

parse error at (line 1, column 10):

unexpected end of input

expecting digit

GHCi> parseTest getList "1;;234;56"

parse error at (line 1, column 3):

unexpected ";"

expecting digit

Совет: изучите парсер-комбинаторы, доступные в модуле Text.Parsec, и постарайтесь найти наиболее компактное решение.

Ответ:

import Text.Parsec

getList :: Parsec String u [String]

getList = number `sepBy` char ';'

where

number = many1 digit

### Шаг 7:

Используя аппликативный интерфейс Parsec, реализуйте функцию ignoreBraces, которая принимает три аргумента-парсера. Первый парсер разбирает текст, интерпретируемый как открывающая скобка, второй — как закрывающая, а третий разбирает весь входной поток, расположенный между этими скобками. Возвращаемый парсер возвращает результат работы третьего парсера, скобки игнорируются.

GHCi> test = ignoreBraces (string "[[") (string "]]") (many1 letter)

GHCi> parseTest test "[[ABC]]DEF"

"ABC"

Ответ:

import Text.Parsec

ignoreBraces :: Parsec [Char] u a -> Parsec [Char] u b -> Parsec [Char] u c -> Parsec [Char] u c

ignoreBraces o c p = o\*>p<\*c

## Аппликативный парсер своими руками

### Шаг 4:

Предположим, тип парсера определен следующим образом:

newtype Prs a = Prs { runPrs :: String -> Maybe (a, String) }

Сделайте этот парсер представителем класса типов Functor. Реализуйте также парсер anyChr :: Prs Char, удачно разбирающий и возвращающий любой первый символ любой непустой входной строки.

GHCi> runPrs anyChr "ABC"

Just ('A',"BC")

GHCi> runPrs anyChr ""

Nothing

GHCi> runPrs (digitToInt <$> anyChr) "BCD"

Just (11,"CD")

Ответ:

instance Functor Prs where

fmap f p = let

f' text = (\(v,t)->(f v,t)) <$> runPrs p text

in Prs f'

anyChr :: Prs Char

anyChr = let

f (s:ls) = Just (s,ls)

f \_ = Nothing

in Prs f

### Шаг 6:

Сделайте парсер

newtype Prs a = Prs { runPrs :: String -> Maybe (a, String) }

из предыдущей задачи аппликативным функтором с естественной для парсера семантикой:

GHCi> runPrs ((,,) <$> anyChr <\*> anyChr <\*> anyChr) "ABCDE"

Just (('A','B','C'),"DE")

GHCi> runPrs (anyChr \*> anyChr) "ABCDE"

Just ('B',"CDE")

Представитель для класса типов Functor уже реализован.

Ответ:

instance Applicative Prs where

pure x = Prs $ \s-> Just (x,s)

{-

<\*> :: (c (v->w))-> c v-> c w

let c = String -> Maybe (a, String)

(String -> Maybe (v->w, String))-> (String -> Maybe (v, String))-> (String -> Maybe (w, String))

-}

(Prs pf) <\*> (Prs p) = Prs (\s-> do

(f,text)<-pf s

(v,text')<-p text

return (f v,text'))

### Шаг 8:

Рассмотрим более продвинутый парсер, позволяющий возвращать пользователю причину неудачи при синтаксическом разборе:

newtype PrsE a = PrsE { runPrsE :: String -> Either String (a, String) }

Реализуйте функцию satisfyE :: (Char -> Bool) -> PrsE Char таким образом, чтобы функция

charE :: Char -> PrsE Char

charE c = satisfyE (== c)

обладала бы следующим поведением:

GHCi> runPrsE (charE 'A') "ABC"

Right ('A',"BC")

GHCi> runPrsE (charE 'A') "BCD"

Left "unexpected B"

GHCi> runPrsE (charE 'A') ""

Left "unexpected end of input"

Ответ:

satisfyE :: (Char -> Bool) -> PrsE Char

satisfyE cf = PrsE f where

f (s:ls) | cf s = Right (s,ls)

| otherwise = Left $ "unexpected " ++ [s]

f \_ = Left "unexpected end of input"

charE :: Char -> PrsE Char

charE c = satisfyE (== c)

### Шаг 9:

Сделайте парсер

newtype PrsE a = PrsE { runPrsE :: String -> Either String (a, String) }

из предыдущей задачи функтором и аппликативным функтором:

GHCi> let anyE = satisfyE (const True)

GHCi> runPrsE ((,) <$> anyE <\* charE 'B' <\*> anyE) "ABCDE"

Right (('A','C'),"DE")

GHCi> runPrsE ((,) <$> anyE <\* charE 'C' <\*> anyE) "ABCDE"

Left "unexpected B"

GHCi> runPrsE ((,) <$> anyE <\* charE 'B' <\*> anyE) "AB"

Left "unexpected end of input"

Ответ:

instance Functor PrsE where

fmap pf p = let

f text = (\(v,t)->(pf v,t)) <$> runPrsE p text

in PrsE f

instance Applicative PrsE where

pure x = PrsE $ \s-> Right (x,s)

(PrsE pf) <\*> (PrsE p) = PrsE (\s-> do

(f,text)<-pf s

(v,text')<-p text

return (f v,text'))

### Шаг 12:

Сделайте парсер

newtype Prs a = Prs { runPrs :: String -> Maybe (a, String) }

представителем класса типов Alternative с естественной для парсера семантикой:

GHCi> runPrs (char 'A' <|> char 'B') "ABC"

Just ('A',"BC")

GHCi> runPrs (char 'A' <|> char 'B') "BCD"

Just ('B',"CD")

GHCi> runPrs (char 'A' <|> char 'B') "CDE"

Nothing

Представители для классов типов Functor и Applicative уже реализованы. Функцию char :: Char -> Prs Char включать в решение не нужно, но полезно реализовать для локального тестирования.

Ответ:

--import Control.Applicative(Alternative(..))

instance Alternative Prs where

empty = Prs $ const Nothing

(<|>) (Prs p) (Prs p') = Prs $ (<|>) . p <\*> p'

{-

1)Prs $ \s-> p s <|> p' s

2)Prs $ (\s->(<|>) (p s)) <\*> p'

3)Prs $ (<|>) . p <\*> p'

-}

### Шаг 14:

Реализуйте для парсера

newtype Prs a = Prs { runPrs :: String -> Maybe (a, String) }

парсер-комбинатор many1 :: Prs a -> Prs [a], который отличается от many только тем, что он терпит неудачу в случае, когда парсер-аргумент неудачен на начале входной строки.

> runPrs (many1 $ char 'A') "AAABCDE"

Just ("AAA","BCDE")

> runPrs (many1 $ char 'A') "BCDE"

Nothing

Функцию char :: Char -> Prs Char включать в решение не нужно, но полезно реализовать для локального тестирования.

Ответ:

{-

many1 p = let peek = (:) <$> p in

peek <\*> many1 p <|> peek <\*> pure []

Accept distributivity

peek <\*> (many1 p <|> pure [])

-}

many1 :: Prs a -> Prs [a]

many1 p = (:) <$> p <\*> (many1 p <|> pure [])

### Шаг 15:

Реализуйте парсер nat :: Prs Int для натуральных чисел, так чтобы парсер

mult :: Prs Int

mult = (\*) <$> nat <\* char '\*' <\*> nat

обладал таким поведением

GHCi> runPrs mult "14\*3"

Just (42,"")

GHCi> runPrs mult "64\*32"

Just (2048,"")

GHCi> runPrs mult "77\*0"

Just (0,"")

GHCi> runPrs mult "2\*77AAA"

Just (154,"AAA")

Реализацию функции char :: Char -> Prs Char следует включить в присылаемое решение, только если она нужна для реализации парсера nat.

Ответ:

import Data.Char(isDigit)

satisfy :: (Char -> Bool) -> Prs Char

satisfy cf = Prs (\txt-> case txt of

(s:ls)->if cf s then Just(s,ls) else Nothing

\_->Nothing)

nat :: Prs Int

nat = read <$> some (satisfy isDigit)

## Композиция на уровне типов

### Шаг 3:

Населите допустимыми нерасходящимися выражениями следующие типы

type A = ((,) Integer |.| (,) Char) Bool

type B t = ((,,) Bool (t -> t) |.| Either String) Int

type C = (|.|) ((->) Bool) ((->) Integer) Integer

Ответ:

type A = ((,) Integer |.| (,) Char) Bool

{-

((Integer,) |.| (,) Char) Bool

((Integer,) |.| (Char,) ) Bool

(|.|) (Integer,(Char,)) Bool

(|.|) (Integer,(Char,Bool))

-}

type B t = ((,,) Bool (t -> t) |.| Either String) Int

{-

((,,) Bool (t -> t) |.| Either String) Int

(|.|) (Bool,(t -> t),Either String) Int

(|.|) (Bool,(t -> t),Either String Int)

-}

type C = (|.|) ((->) Bool) ((->) Integer) Integer

{-

(|.|) ((->) Bool) ((->) Integer) Integer

(|.|) (Bool->) (Integer->) Integer

(|.|) (Bool->Integer->Integer)

-}

a :: A

a = Cmps (8, ('#', True))

b :: B t

b = Cmps (False, id, Left ">>=")

c :: C

c = Cmps $ flip const

### Шаг 5:

Сделайте тип

newtype Cmps3 f g h a = Cmps3 { getCmps3 :: f (g (h a)) }

deriving (Eq,Show)

представителем класса типов Functor при условии, что первые его три параметра являются функторами:

GHCi> fmap (^2) $ Cmps3 [[[1],[2,3,4],[5,6]],[],[[7,8],[9,10,11]]]

Cmps3 {getCmps3 = [[[1],[4,9,16],[25,36]],[],[[49,64],[81,100,121]]]}

Ответ:

newtype Cmps3 f g h a = Cmps3 { getCmps3 :: f (g (h a)) }

deriving (Eq,Show)

infixl 1 &

x & f = f x

instance (Functor f, Functor g, Functor h)=>Functor (Cmps3 f g h) where

{-

1) fmap f (Cmps3 v) = Cmps3 $ fmap (\q->fmap (\w->fmap (\e->f e) w) q) v

2) fmap f (Cmps3 v) = Cmps3 $ fmap (fmap (fmap(f))) v

3) fmap f (Cmps3 v) = Cmps3 $ (fmap f & fmap & fmap) v

4) fmap f = Cmps3 . (fmap f & fmap & fmap).getCmps3

-}

fmap f = Cmps3 . (fmap f & fmap & fmap) . getCmps3

### Шаг 7:

Докажите выполнение второго закона функторов для композиции двух функторов:

fmap h2 (fmap h1 (Cmps x)) = fmap (h2 . h1) (Cmps x).

Ответ:

|  |
| --- |
| В качестве подготовительного шага введем несколько правил и свойств, которые необходимы для корректного доказательства:   1. fmap f (Cmps x) = Cmps $ fmap (fmap f) x - Типовая реализация функции fmap интерфейса Functor для композиции типов (Правило №1) 2. f (g a) ≡ (f . g) a - Определение композиции (Правило №2) 3. fmap f . fmap g ≡ fmap (f . g) - Второй закон функтора (Правило №3)   Далее будет произведено фактическое доказательство целевой гипотезы при помощи цепи эквивалентных преобразований. Для успешности осуществления этого процесса предполагается, что типы участвующие в формулировки гипотезы являются представителями интерфейса Functor, более того, второй закон, описанный в правиле №3, должен быть истинен для этих типов и отсутствие расходимостей обязательно.   1. fmap h2 (fmap h1 (Cmps x)) ≡ fmap (h2 . h1) (Cmps x) - Формулировка гипотезы, данная по условию задания. 2. fmap h2 (Cmps $ fmap (fmap h1) x) ≡ Cmps $ fmap (fmap (h2 . h1)) x - Применение тела реализации функции fmap для композиции типов (Правила №1) к внутренним подвыражениям левой и правой части. 3. Cmps $ fmap (fmap h2) (fmap (fmap h1) x) ≡ Cmps $ fmap (fmap (h2 . h1)) x - Повторное применение Правила №1 к левой части. 4. Cmps $ (fmap (fmap h2) . fmap (fmap h1)) x ≡ Cmps $ fmap (fmap (h2 . h1)) x - Задействование определения композиции (Правило №2) для левой части. 5. Cmps $ fmap ((fmap h2) . (fmap h1)) x ≡ Cmps $ fmap (fmap (h2 . h1)) x - Использование второго закона функтора (Правило №3) для левой части. 6. Cmps $ fmap (fmap (h2 . h1)) x ≡ Cmps $ fmap (fmap (h2 . h1)) x - Повторное использование второго закона функтора (Правило №3) для левой части.   **Вывод:** Шаг 6 привел к непосредственному тождеству, следовательно, гипотеза о справедливости второго закона функторов для композиции типов **подтверждена** |

### Шаг 9:

Напишите универсальные функции

unCmps3 :: Functor f => (f |.| g |.| h) a -> f (g (h a))

unCmps4 :: (Functor f2, Functor f1) => (f2 |.| f1 |.| g |.| h) a -> f2 (f1 (g (h a)))

позволяющие избавляться от синтаксического шума для композиции нескольких функторов:

GHCi> pure 42 :: ([] |.| [] |.| []) Int

Cmps {getCmps = [Cmps {getCmps = [[42]]}]}

GHCi> unCmps3 (pure 42 :: ([] |.| [] |.| []) Int)

[[[42]]]

GHCi> unCmps3 (pure 42 :: ([] |.| Maybe |.| []) Int)

[Just [42]]

GHCi> unCmps4 (pure 42 :: ([] |.| [] |.| [] |.| []) Int)

[[[[42]]]]

Ответ:

unCmps3 :: Functor f => (f |.| g |.| h) a -> f (g (h a))

unCmps3 = fmap getCmps . getCmps

unCmps4 :: (Functor f2, Functor f1) => (f2 |.| f1 |.| g |.| h) a -> f2 (f1 (g (h a)))

unCmps4 = fmap unCmps3 . getCmps

# УПРАВЛЕНИЕ ЭФФЕКТАМИ

## Класс типов Foldable

### Шаг 4:

Сделайте тип

data Triple a = Tr a a a deriving (Eq,Show)

представителем класса типов Foldable:

GHCi> foldr (++) "!!" (Tr "ab" "cd" "efg")

"abcdefg!!"

GHCi> foldl (++) "!!" (Tr "ab" "cd" "efg")

"!!abcdefg"

Ответ:

import Data.Foldable(Foldable)

--data Triple a = Tr a a a deriving (Eq,Show)

instance Foldable Triple where

--foldr :: (a->b->b) -> b -> (c a) -> b

--foldl :: (b->a->b) -> b -> (c a) -> b

foldr f ini (Tr a b c) = a `f` (b `f` (c `f` ini)) --f a $ f b $ f c ini

foldl f ini (Tr a b c) = ((ini `f` a) `f` b) `f` c --f (f (f ini a) b) c

### Шаг 6:

Для реализации свертки двоичных деревьев нужно выбрать алгоритм обхода узлов дерева (см., например, <http://en.wikipedia.org/wiki/Tree_traversal>).

Сделайте двоичное дерево

data Tree a = Nil | Branch (Tree a) a (Tree a) deriving (Eq, Show)

представителем класса типов Foldable, реализовав симметричную стратегию (in-order traversal). Реализуйте также три другие стандартные стратегии (pre-order traversal, post-order traversal и level-order traversal), сделав типы-обертки

newtype Preorder a = PreO (Tree a) deriving (Eq, Show)

newtype Postorder a = PostO (Tree a) deriving (Eq, Show)

newtype Levelorder a = LevelO (Tree a) deriving (Eq, Show)

представителями класса Foldable.

GHCi> tree = Branch (Branch Nil 1 (Branch Nil 2 Nil)) 3 (Branch Nil 4 Nil)

GHCi> foldr (:) [] tree

[1,2,3,4]

GHCi> foldr (:) [] $ PreO tree

[3,1,2,4]

GHCi> foldr (:) [] $ PostO tree

[2,1,4,3]

GHCi> foldr (:) [] $ LevelO tree

[3,1,4,2]

Ответ:

{-import Data.Foldable(Foldable)

data Tree a = Nil | Branch (Tree a) a (Tree a) deriving (Eq, Show)

newtype Preorder a = PreO (Tree a) deriving (Eq, Show)

newtype Postorder a = PostO (Tree a) deriving (Eq, Show)

newtype Levelorder a = LevelO (Tree a) deriving (Eq, Show)-}

instance Foldable Tree where

foldr f ini (Branch l v r) = foldr f (f v $ foldr f ini r) l --((\x->foldr f x l) . f v . (\x->foldr f x r)) ini

foldr f ini Nil = ini

instance Foldable Preorder where

foldr f ini (PreO tr) = fld ini tr where

fld ini (Branch l v r) = f v $ fld (fld ini r) l --(f v . (\x->fld x l) . (\x->fld x r)) ini

fld ini Nil = ini

instance Foldable Postorder where

foldr f ini (PostO tr) = fld ini tr where

fld ini (Branch l v r) = fld (fld (f v ini) r) l --((\x->fld x l) . (\x->fld x r) . f v ) ini

fld ini Nil = ini

instance Foldable Levelorder where

foldr f ini (LevelO tr) = fld ini [tr] where

fld ini (Branch l v r :xs) = f v $ fld ini $ xs ++ [l, r]

fld ini (Nil :xs) = fld ini xs

fld ini [] = ini

### Шаг 8:

Предположим, что определены следующие функции

f = Just . getAny . foldMap Any . fmap even

g = getLast . foldMap Last

h = Just . getAll . foldMap All . map isDigit

Сопоставьте их вызовы и результаты этих вызовов. Предполагается, что загружены все модули, требующиеся для доступа к использованным функциям и конструкторам данных.

Ответ:
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### Шаг 10:

Предположим, что у нас реализованы все свертки, основанные на разных стратегиях обхода дерева из предыдущей задачи. Какой из вызовов «лучше определен», то есть возвращает результат на более широком классе деревьев?

Ответ:
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### Шаг 13:

Реализуйте функцию

mkEndo :: Foldable t => t (a -> a) -> Endo a

принимающую контейнер функций и последовательно сцепляющую элементы этого контейнера с помощью композиции, порождая в итоге эндоморфизм.

GHCi> e1 = mkEndo [(+5),(\*3),(^2)]

GHCi> appEndo e1 2

17

GHCi> e2 = mkEndo (42,(\*3))

GHCi> appEndo e2 2

6

Ответ:

import Data.Foldable(Foldable)

import Data.Monoid(Endo(..))

mkEndo :: Foldable t => t (a -> a) -> Endo a

mkEndo = foldMap Endo --foldr (\s ls->Endo s<>ls) mempty

### Шаг 16:

Сделайте тип

infixr 9 |.|

newtype (|.|) f g a = Cmps { getCmps :: f (g a) } deriving (Eq,Show)

представителем класса типов Foldable при условии, что аргументы композиции являются представителями Foldable.

GHCi> maximum $ Cmps [Nothing, Just 2, Just 3]

3

GHCi> length $ Cmps [[1,2], [], [3,4,5,6,7]]

7

Ответ:

{-{-# LANGUAGE TypeOperators #-}

import Data.Monoid(Endo(..))

import Data.Foldable(Foldable)

infixr 9 |.|

newtype (|.|) f g a = Cmps { getCmps :: f (g a) } deriving (Eq,Show)-}

instance (Foldable f, Foldable g)=>Foldable (f |.| g) where

foldMap f = (foldMap . foldMap) f . getCmps

{-

foldMap :: Monoid m =>(a->m) ->t a->m

1) foldMap f (Cmps v) = foldMap (\q->foldMap (\w->f w) q) v

2) foldMap f (Cmps v) = foldMap (foldMap (\w->f w)) v

3) foldMap f (Cmps v) = foldMap (foldMap f) v

4) foldMap f (Cmps v) = foldMap (foldMap f) (getCmps v)

5) foldMap f = foldMap (foldMap f) . getCmps

-}

{-

foldr :: (a -> b -> b) -> b -> c a -> b

1) foldr f ini (Cmps c) = appEndo ( foldr (\q lq -> (foldr (\w lw-> Endo (f w) <>lw) mempty q) <>lq ) mempty c ) ini

2) foldr f ini (Cmps c) = appEndo ( foldr (\q lq -> (foldr (\w-> (<>) (Endo (f w))) mempty q) <>lq ) mempty c ) ini

3) foldr f ini (Cmps c) = appEndo ( foldr (\q lq -> (foldr ((<>) . Endo . f ) mempty q) <>lq ) mempty c ) ini

4) foldr f ini (Cmps c) = appEndo ( foldr (\q -> (<>) (foldr ((<>) . Endo . f ) mempty q) ) mempty c ) ini

5) foldr f ini (Cmps c) = appEndo (foldr ((<>) . (foldr ((<>) . Endo . f) mempty)) mempty c) ini

-}

## Класс типов Traversable

### Шаг 4:

Предположим для двоичного дерева

data Tree a = Nil | Branch (Tree a) a (Tree a) deriving (Eq, Show)

реализован представитель класса типов Foldable, обеспечивающий стратегию обхода pre-order traversal. Какую строку вернет следующий вызов

GHCi> tree = Branch (Branch Nil 1 Nil) 2 (Branch (Branch Nil 3 Nil) 4 (Branch Nil 5 Nil))

GHCi> fst $ sequenceA\_ $ (\x -> (show x,x)) <$> tree

Ответ:

"21435"

### Шаг 7:

Реализуйте функцию

traverse2list :: (Foldable t, Applicative f) => (a -> f b) -> t a -> f [b]

работающую с эффектами как traverse\_,, но параллельно с накоплением эффектов «восстанавливающую» сворачиваемую структуру в виде списка:

GHCi> traverse2list (\x -> [x+10,x+20]) [1,2,3]

[[11,12,13],[11,12,23],[11,22,13],[11,22,23],[21,12,13],[21,12,23],[21,22,13],[21,22,23]]

GHCi> traverse2list (\x -> [x+10,x+20]) $ Branch (Branch Nil 1 Nil) 2 (Branch Nil 3 Nil)

[[12,11,13],[12,11,23],[12,21,13],[12,21,23],[22,11,13],[22,11,23],[22,21,13],[22,21,23]]

Ответ:

traverse2list :: (Foldable t, Applicative f) => (a -> f b) -> t a -> f [b]

traverse2list f = foldr (\x y -> pure (:) <\*> f x <\*> y ) $ pure []

### Шаг 11:

Сделайте тип

data Triple a = Tr a a a deriving (Eq,Show)

представителем класса типов Traversable:

GHCi> foldl (++) "!!" (Tr "ab" "cd" "efg")

"!!abcdefg"

GHCi> traverse (\x -> if x>10 then Right x else Left x) (Tr 12 14 16)

Right (Tr 12 14 16)

GHCi> traverse (\x -> if x>10 then Right x else Left x) (Tr 12 8 4)

Left 8

GHCi> sequenceA (Tr (Tr 1 2 3) (Tr 4 5 6) (Tr 7 8 9))

Tr (Tr 1 4 7) (Tr 2 5 8) (Tr 3 6 9)

Ответ:

{-data Triple a = Tr a a a deriving (Eq,Show)

instance Functor Triple where

fmap f (Tr x y z) = Tr (f x) (f y) (f z)

--https://stepik.org/lesson/30427/step/4?unit=11044

instance Foldable Triple where

foldr f ini (Tr a b c) = f a $ f b $ f c ini-}

instance Traversable Triple where

sequenceA (Tr x y z) = Tr<$>x<\*>y<\*>z

{-

Ход размышлений:

1) Известно, что левый опперанд <$> должен быть функцией, однако он также

может быть частично примененный функцией.

Выразим эту идею с помощью лямбда-абстракций:

((\x-> (\y-> Tr x y x))<$>x)<\*>y

Следовательно, путь к решению найден.

2) ((\x-> (\y z-> Tr x y z))<$>x)<\*>y<\*>z

3) ((\x y z-> Tr x y z)<$>x)<\*>y<\*>z

-}

### Шаг 12:

Сделайте тип данных

data Result a = Ok a | Error String deriving (Eq,Show)

представителем класса типов Traversable (и всех других необходимых классов типов).

GHCi> traverse (\x->[x+2,x-2]) (Ok 5)

[Ok 7,Ok 3]

GHCi> traverse (\x->[x+2,x-2]) (Error "!!!")

[Error "!!!"]

Ответ:

--data Result a = Ok a | Error String deriving (Eq,Show)

instance Functor Result where

fmap f (Ok v) = Ok $ f v

fmap \_ (Error s) = Error s

--Важная особенность: fmap \_ err@(Error s) = err

instance Foldable Result where

foldMap f (Ok v) = f v

foldMap \_ (Error s) = mempty

instance Traversable Result where

sequenceA (Ok v) = Ok <$> v

sequenceA (Error s) = pure $ Error s

### Шаг 14:

Сделайте двоичное дерево

data Tree a = Nil | Branch (Tree a) a (Tree a) deriving (Eq, Show)

представителем класса типов Traversable (а также всех других необходимых классов типов).

GHCi> traverse (\x -> if odd x then Right x else Left x) (Branch (Branch Nil 1 Nil) 3 Nil)

Right (Branch (Branch Nil 1 Nil) 3 Nil)

GHCi> traverse (\x -> if odd x then Right x else Left x) (Branch (Branch Nil 1 Nil) 2 Nil)

Left 2

GHCi> sequenceA $ Branch (Branch Nil [1,2] Nil) [3] Nil

[Branch (Branch Nil 1 Nil) 3 Nil,Branch (Branch Nil 2 Nil) 3 Nil]

Ответ:

import Data.Traversable(foldMapDefault, fmapDefault)

--data Tree a = Nil | Branch (Tree a) a (Tree a) deriving (Eq, Show)

instance Foldable Tree where

foldMap = foldMapDefault

instance Functor Tree where

fmap = fmapDefault

instance Traversable Tree where

traverse f (Branch l v r) = flip Branch <$> f v <\*> traverse f l <\*> traverse f r -- Pre Order

--traverse f (Branch l v r) = Branch <$> traverse f l <\*> f v <\*> traverse f r --In Order

traverse \_ Nil = pure Nil

### Шаг 15:

Сделайте тип

infixr 9 |.|

newtype (|.|) f g a = Cmps { getCmps :: f (g a) } deriving (Eq,Show)

представителем класса типов Traversable при условии, что аргументы композиции являются представителями Traversable.

GHCi> sequenceA (Cmps [Just (Right 2), Nothing])

Right (Cmps {getCmps = [Just 2,Nothing]})

GHCi> sequenceA (Cmps [Just (Left 2), Nothing])

Left 2

Ответ:

{- {-# LANGUAGE TypeOperators #-}

infixr 9 |.|

newtype (|.|) f g a = Cmps { getCmps :: f (g a) } deriving (Eq,Show)

instance (Functor f, Functor g) => Functor (f |.| g) where

fmap f (Cmps v) = Cmps $ (fmap . fmap) f v

--fmap f = (Cmps . (fmap . fmap) f ) . getCmps

--fmap = ((. getCmps) . (Cmps .)) . (fmap . fmap)

instance (Foldable f, Foldable g) => Foldable (f |.| g) where

foldMap f = (foldMap . foldMap) f . getCmps-}

instance (Traversable f, Traversable g) => Traversable (f |.| g) where

traverse f (Cmps v) = Cmps <$> (traverse . traverse) f v

--c= Cmps [Just (Left 2), Nothing] :: (|.|) [] Maybe (Either Int ())

## Законы и свойства класса Traversable

### Шаг 5:

В предположении что обе части закона *composition* для sequenceA

sequenceA . fmap Compose == Compose . fmap sequenceA . sequenceA

имеют тип

(Applicative f, Applicative g, Traversable t) => t (f (g a)) -> Compose f g (t a)

укажите тип подвыражения fmap sequenceA в правой части. Контекст указывать не надо.

Ответ:  
f (t (g a)) -> f (g (t a))

### Шаг 6:

Рассмотрим следующий тип данных

data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

Этот тип представляет собой контейнер-последовательность, который по построению может содержать только нечетное число элементов:

GHCi> cnt1 = Un 42

GHCi> cnt3 = Bi 1 2 cnt1

GHCi> cnt5 = Bi 3 4 cnt3

GHCi> cnt5

Bi 3 4 (Bi 1 2 (Un 42))

GHCi> cntInf = Bi 'A' 'B' cntInf

GHCi> cntInf

Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'B' (Bi 'A' 'Interrupted.

GHCi>

Сделайте этот тип данных представителем классов типов Functor, Foldable и Traversable:

GHCi> (+1) <$> cnt5

Bi 4 5 (Bi 2 3 (Un 43))

GHCi> toList cnt5

[3,4,1,2,42]

GHCi> sum cnt5

52

GHCi> traverse (\x->[x+2,x-2]) cnt1

[Un 44,Un 40]

Ответ:

import Data.Traversable(fmapDefault, foldMapDefault)

--data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

instance Functor OddC where

fmap = fmapDefault

instance Foldable OddC where

foldMap = foldMapDefault

instance Traversable OddC where

traverse f (Bi v v' c) = Bi <$> f v <\*> f v' <\*> traverse f c --liftA3 Bi (f v) (f v') (traverse f c)

traverse f (Un v) = Un <$> f v

### Шаг 8:

Расширьте интерфейс для работы с температурами из предыдущего видео Кельвинами и реализуйте функцию

k2c :: Temperature Kelvin -> Temperature Celsius

обеспечивающую следующее поведение

GHCi> k2c 0

Temperature (-273.15)

GHCi> k2c 0 == Temperature (-273.15)

True

GHCi> k2c 273.15

Temperature 0.0

Ответ:

{-# LANGUAGE GeneralizedNewtypeDeriving #-}

newtype Temperature a = Temperature Double

deriving (Num,Show,Eq,Fractional)

data Celsius

data Fahrenheit

data Kelvin

comfortTemperature :: Temperature Celsius

comfortTemperature = Temperature 23

c2f :: Temperature Celsius -> Temperature Fahrenheit

c2f (Temperature c) = Temperature (1.8 \* c + 32)

k2c :: Temperature Kelvin -> Temperature Celsius

k2c (Temperature k) = Temperature $ k - 273.15

### Шаг 12:

Сделайте двоичное дерево

data Tree a = Nil | Branch (Tree a) a (Tree a) deriving (Eq, Show)

представителем класса типов Traversable таким образом, чтобы обеспечить для foldMapDefault порядок обхода «postorder traversal»:

GHCi> testTree = Branch (Branch (Branch Nil 1 Nil) 2 (Branch Nil 3 Nil)) 4 (Branch Nil 5 Nil)

GHCi> foldMapDefault (\x -> [x]) testTree

[1,3,2,5,4]

Ответ:

import Data.Traversable (foldMapDefault {-,fmapDefault-})

{-

data Tree a = Nil | Branch (Tree a) a (Tree a) deriving (Eq, Show)

instance Functor Tree where

fmap = fmapDefault

-}

instance Foldable Tree where

foldMap = foldMapDefault

instance Traversable Tree where

traverse f (Branch l v r) = flip . Branch <$> traverse f l <\*> traverse f r <\*> f v

traverse \_ Nil = pure Nil

--traverse f (Branch l v r) = liftA3 (flip . Branch) (traverse f l) (traverse f r) $ f v

{-

Функция fmapDefault не пригодна в качестве воплощения функтора(fmap),

если в классе Traversable функция traverse оставлена по умолчанию, реализация

по умолчанию для traverse ссылается на sequence. Наглядно:

1) fmap = fmapDefault ==>

fmap f = getConst . travere (Const . f)

Вызов traverse приводит к:

2) traverse f = sequenceA . fmap f

Вызов fmap порождает не завершающуюся рекурсию

-}

## Связь классов Monad и Applicative

### Шаг 7:

Сделайте парсер

newtype PrsE a = PrsE { runPrsE :: String -> Either String (a, String) }

из [первого модуля курса](https://stepik.org/lesson/30425/step/8-30425/step/8) представителем класса типов Monad:

GHCi> runPrsE (do {a <- charE 'A'; b <- charE 'B'; return (a,b)}) "ABC"

Right (('A','B'),"C")

GHCi> runPrsE (do {a <- charE 'A'; b <- charE 'B'; return (a,b)}) "ACD"

Left "unexpected C"

GHCi> runPrsE (do {a <- charE 'A'; b <- charE 'B'; return (a,b)}) "BCD"

Left "unexpected B"

Ответ:

instance Monad PrsE where

{-

(>>=) :: c a -> (a -> c b) -> c b

let c = Prs (String -> Either String (a, String)) then

PrsE (String -> Either String (a, String)) ->

(a -> PrsE (String -> Either String (b, String))) ->

PrsE (String -> Either String (b, String))

-}

(>>=) (PrsE p) f = PrsE $ (=<<) (uncurry $ runPrsE . f) . p

{-

1) PrsE (\s -> p s >>= (\(v,s')-> runPrsE (f v) s') )

2) PrsE (\s -> p s >>= (\q->uncurry (runPrsE . f) q) )

3) PrsE $ (=<<) (uncurry $ runPrsE . f) . p

-}

### Шаг 10:

Для типа данных

data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

(контейнер-последовательность, который по построению может содержать только нечетное число элементов) реализуйте функцию

concat3OC :: OddC a -> OddC a -> OddC a -> OddC a

конкатенирующую три таких контейнера в один:

GHCi> tst1 = Bi 'a' 'b' (Un 'c')

GHCi> tst2 = Bi 'd' 'e' (Bi 'f' 'g' (Un 'h'))

GHCi> tst3 = Bi 'i' 'j' (Un 'k')

GHCi> concat3OC tst1 tst2 tst3

Bi 'a' 'b' (Bi 'c' 'd' (Bi 'e' 'f' (Bi 'g' 'h' (Bi 'i' 'j' (Un 'k')))))

Обратите внимание, что соображения четности запрещают конкатенацию двух контейнеров OddC.

Реализуйте всё «честно», не сводя к стандартным спискам.

Ответ:

--data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

concat3OC :: OddC a -> OddC a -> OddC a -> OddC a

concat3OC c1 c2 c3 = let cnc v (Bi e e' t) = Bi v e $ cnc e' t

cnc v (Un e) = Bi v e c3

in case c1 of

Bi e e' t -> Bi e e' $ concat3OC t c2 c3

Un e -> cnc e c2

### Шаг 11:

Для типа данных

data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

реализуйте функцию

concatOC :: OddC (OddC a) -> OddC a

Она должна обеспечивать для типа OddC поведение, аналогичное поведению функции concat для списков:

GHCi> concatOC $ Un (Un 42)

Un 42

GHCi> tst1 = Bi 'a' 'b' (Un 'c')

GHCi> tst2 = Bi 'd' 'e' (Bi 'f' 'g' (Un 'h'))

GHCi> tst3 = Bi 'i' 'j' (Un 'k')

GHCi> concatOC $ Bi tst1 tst2 (Un tst3)

Bi 'a' 'b' (Bi 'c' 'd' (Bi 'e' 'f' (Bi 'g' 'h' (Bi 'i' 'j' (Un 'k')))))

Реализуйте всё «честно», не сводя к стандартным спискам.

Ответ:

--data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

concat3OC :: OddC a -> OddC a -> OddC a -> OddC a

concat3OC c1 c2 c3 = let cnc v (Bi l r t) = Bi v l $ cnc r t

cnc v (Un e) = Bi v e c3

in case c1 of

Bi l r t -> Bi l r $ concat3OC t c2 c3

Un e -> cnc e c2

concatOC :: OddC (OddC a) -> OddC a

concatOC (Bi l r t) = concat3OC l r $ concatOC t

concatOC (Un v) = v

--ctst1 = Bi (Bi 1 2 (Un 3)) (Bi 4 5 (Un 6)) (Bi (Bi 7 8 (Un 9)) (Bi 10 11 (Un 12)) (Un (Un 13)))

--print $ take 10 $ show(concatOC ( Bi inf inf (Un inf)))

### Шаг 12:

Сделайте тип данных

data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

представителем классов типов Functor, Applicative и Monad. Семантика должна быть подобной семантике представителей этих классов типов для списков: монада OddC должна иметь эффект вычисления с произвольным нечетным числом результатов:

GHCi> tst1 = Bi 10 20 (Un 30)

GHCi> tst2 = Bi 1 2 (Bi 3 4 (Un 5))

GHCi> do {x <- tst1; y <- tst2; return (x + y)}

Bi 11 12 (Bi 13 14 (Bi 15 21 (Bi 22 23 (Bi 24 25 (Bi 31 32 (Bi 33 34 (Un 35)))))))

GHCi> do {x <- tst2; y <- tst1; return (x + y)}

Bi 11 21 (Bi 31 12 (Bi 22 32 (Bi 13 23 (Bi 33 14 (Bi 24 34 (Bi 15 25 (Un 35)))))))

Функцию fail можно не реализовывать, полагаясь на реализацию по умолчанию.

Реализуйте всё «честно», не сводя к стандартным спискам.

Ответ:

--import Control.Monad(liftM, ap)

--data OddC a = Un a | Bi a a (OddC a) deriving (Eq,Show)

concat3OC :: OddC a -> OddC a -> OddC a -> OddC a

concat3OC c1 c2 c3 = let cnc e (Bi v v' t) = Bi e v $ cnc v' t

cnc e (Un v) = Bi e v c3

in case c1 of

Bi v v' t -> Bi v v' $ concat3OC t c2 c3

Un v -> cnc v c2

instance Functor OddC where

fmap = (=<<) . (return .) --liftM

instance Applicative OddC where

pure = return

f <\*> c = f >>= ((>>=) c . (return .)) --ap

instance Monad OddC where

return = Un

Bi v v' t >>= f = concat3OC (f v) (f v') $ t >>= f

Un v >>= f = f v

## Классы типов Alternative и MonadPlus

### Шаг 5:

Выполняются ли для стандартных представителей Applicative, Alternative, Monad и MonadPlus типа данных Maybe следующие законы дистрибутивности:

(u <|> v) <\*> w = u <\*> w <|> v <\*> w

(u `mplus` v) >>= k = (u >>= k) `mplus` (v >>= k)

Если нет, то приведите контрпример, если да, то доказательство.

Предполагается, что расходимости отсутствуют.

Ответ:

|  |
| --- |
| **Доказательство выполнения первого закона дистрибутивности для типа данных Maybe.**  Введём тройку обозначений, на которые будем ссылаться по тексту:   1. (u <|> v) <\*> w ≡ u <\*> w <|> v <\*> w - Гипотеза. 2. (u <|> v) <\*> w - Левая часть. 3. u <\*> w <|> v <\*> w - Правая часть.   Введение  Проверяемая гипотеза является формулировкой первого закона дистрибутивности, предположение о его выполнении должно быть подтверждено или опровергнуто этим доказательством, для типа Maybe. Тип Maybe имеет два конструктора данных Just и Nothing, дискретное рассмотрение каждого из них позволит лучшим образом структурировать излагаемый материал. В связи с этим работа включает две фазы: Первая фаза будет строго предполагать равенство u = Nothing, вторая фаза предназначена для анализа случая u = Just x.  Фаза 1 (u = Nothing)  Используя метод поэтапной свертки для Левой части, имеем:   1. (u <|> v) <\*> w 2. (Nothing <|> v) <\*> w (Замена u на значение) 3. v <\*> w (Так как Nothing <|> v ≡ v)   Используя метод поэтапной свертки для Правой части, имеем:   1. u <\*> w <|> v <\*> w 2. (u <\*> w) <|> (v <\*> w) (Оператор <\*> имеет больший приоритет) 3. (Nothing <\*> w) <|> (v <\*> w) 4. Nothing <|> (v <\*> w) (Так как Nothing <\*> w ≡ Nothing) 5. v <\*> w (Так как Nothing <|> v ≡ v)   Вывод: Тождественные преобразования Левой и Правой части привели к эквивалентным выражениям. Гипотеза истина при u = Nothing.  Фаза 2 (u = Just x) Используя метод поэтапной свертки для Левой части имеем:   1. (u <|> v) <\*> w 2. (Just x <|> v) <\*> w 3. Just x <\*> w (Так как Just x <|> v ≡ Just x)   Используя метод поэтапной свертки для Правой части, имеем:   1. u <\*> w <|> v <\*> w 2. (u <\*> w) <|> (v <\*> w) (Оператор <\*> имеет больший приоритет) 3. (Just x <\*> w) <|> (v <\*> w) 4. (Just $ fmap x w) <|> (v <\*> w) (Раскрытие оператора <\*>) 5. Just $ fmap x w (Так как Just a <|> b ≡ Just a) 6. Just x <\*> w   Вывод: Тождественные преобразования Левой и Правой части привели к эквивалентным выражениям. Гипотеза истина при u = Just x.  Заключение  Все конструкторы типа Maybe были рассмотрены в соответствующих фазах. В каждой фазе закон был справедлив, исходя из этого, актуальность Гипотезы: (u <|> v) <\*> w ≡ u <\*> w <|> v <\*> w подтверждена для любого случая, не содержащего расходимость. |
| **Опровержение второго закона дистрибутивности для типа данных Maybe.**  Для большей однозначности трактовки нижеописанного, присвоим имена основным объектам:   1. (u `mplus` v) >>= k ≡ (u >>= k) `mplus` (v >>= k) - Гипотеза (Второй закон дистрибутивности) 2. (u `mplus` v) >>= k - Левая часть 3. (u >>= k) `mplus` (v >>= k) - Правая часть   Введение  Настоящая работа предназначена для демонстрации последовательности рассуждений, в результате выполнение второго закона дистрибутивности (Гипотезы) для типа данных Maybe будет опровергнуто. Структура, по мимо введения, включает две фазы, служащие для почленного анализа каждого конструктора типа Maybe. Первая фаза руководствуется предположением о равенстве переменной u значению Nothing, во второй же фазе, делается противоположенное заявление - u = Just x.   Опровержение построено на эксплуатации метода поэтапной свертки, который применён к паре подвыражений Гипотезы.  Фаза 1 (u = Nothing)  Задействуем метод поэтапной свертки для Левой и Правой части, считая о справедливости равенства u = Notinhg.  Тогда левая часть Гипотезы примет вид:   1. (u `mplus` v) >>= k 2. (Nothing `mplus` v) >>= k 3. v >>= k   Проведём аналогичные действия для правой части:   1. (u `mplus` v) >>= k 2. (Nothing >>= k) `mplus` (v >>= k) 3. Nothing `mplus` (v >>= k) 4. v >>= k   Вывод: Преобразованные подвыражения Гипотезы эквиволентны, что делает её верной при u = Nothing.  Фаза 2 (u = Just x)  Использование пошаговой свертки при u = Just x для Левой части приведет к:   1. (u `mplus` v) >>= k 2. (Just x `mplus` v) >>= k 3. u >>= k   Нахождение уязвимости Правой части несколько сложнее и нуждается в более тонком анализе. По условию задачи, функция k не имеет ограничений, она произвольна, что делает возможным существование вырожденной k, возвращающая Nothing только для единственного значение, которое обозначено переменной x. Воспроизведем метод поэтапной свертки для представленного случая:   1. (u >>= k) `mplus` (v >>= k) 2. (Just x >>= k) `mplus` (v >>= k) 3. Nothing `mplus` (v >>= k) (Частный случай, k x = Nothing) 4. v >>= k (Так как Nothing `mplus` a = a)   Вывод: Анализ частного случая выявил сценарий, для которого равенство правой и левой части не выполнено. Как следствие, Гипотеза о истинности второго закона дистрибутивности для типа Maybe провалена.  **Контрпример:**  import Control.Monad(mplus) u = Just 5 v = Just 7 k x = if (x==5) then Nothing else Just x main = print $ ((u `mplus` v) >>= k,                 (u >>= k) `mplus` (v >>= k)) --Out: (Nothing, Just 7) |

### Шаг 6:

Предположим мы сделали парсер

newtype PrsE a = PrsE { runPrsE :: String -> Either String (a, String) }

представителем классов типов Alternative следующим образом

instance Alternative PrsE where

empty = PrsE f where

f \_ = Left "empty alternative"

p <|> q = PrsE f where

f s = let ps = runPrsE p s

in if null ps

then runPrsE q s

else ps

Эта реализация нарушает закон дистрибутивности для Alternative:

GHCi> runPrsE ((charE 'A' <|> charE 'B') \*> charE 'C') "ABC"

Left "unexpected B"

GHCi> runPrsE (charE 'A' \*> charE 'C' <|> charE 'B' \*> charE 'C') "ABC"

Left "unexpected A"

От какого парсера приходит сообщение об ошибке в первом и втором примерах?

Ответ:
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### Шаг 7:

Реализуем улучшенную версию парсера PrsE

newtype PrsEP a = PrsEP { runPrsEP :: Int -> String -> (Int, Either String (a, String)) }

parseEP :: PrsEP a -> String -> Either String (a, String)

parseEP p = snd . runPrsEP p 0

Этот парсер получил дополнительный целочисленный параметр в аргументе и в возвращаемом значении. С помощью этого параметра мы сможем отслеживать и передвигать текущую позицию в разбираемой строке и сообщать о ней пользователю в случае ошибки:

GHCi> charEP c = satisfyEP (== c)

GHCi> runPrsEP (charEP 'A') 0 "ABC"

(1,Right ('A',"BC"))

> runPrsEP (charEP 'A') 41 "BCD"

(42,Left "pos 42: unexpected B")

> runPrsEP (charEP 'A') 41 ""

(42,Left "pos 42: unexpected end of input")

Вспомогательная функция parseEP дает возможность вызывать парсер более удобным образом по сравнению с runPrsEP, скрывая технические детали:

GHCi> parseEP (charEP 'A') "ABC"

Right ('A',"BC")

GHCi> parseEP (charEP 'A') "BCD"

Left "pos 1: unexpected B"

GHCi> parseEP (charEP 'A') ""

Left "pos 1: unexpected end of input"

Реализуйте функцию satisfyEP :: (Char -> Bool) -> PrsEP Char, обеспечивающую описанное выше поведение.

Ответ:

{-newtype PrsEP a = PrsEP { runPrsEP :: Int -> String -> (Int, Either String (a, String)) }

parseEP :: PrsEP a -> String -> Either String (a, String)

parseEP p = snd . runPrsEP p 0-}

satisfyEP :: (Char -> Bool) -> PrsEP Char

satisfyEP p = PrsEP $ f . succ where

f pos (s:ls) | p s = (pos, Right (s, ls))

| otherwise = formatError pos $ ": unexpected " ++ [s]

f pos \_ = formatError pos ": unexpected end of input"

formatError pos str = (pos, Left $ "pos " ++ show pos ++ str)

--charEP c = satisfyEP (== c)

### Шаг 8:

Сделайте парсер

newtype PrsEP a = PrsEP { runPrsEP :: Int -> String -> (Int, Either String (a, String)) }

parseEP :: PrsEP a -> String -> Either String (a, String)

parseEP p = snd . runPrsEP p 0

представителем классов типов Functor и Applicative, обеспечив следующее поведение:

GHCi> runPrsEP (pure 42) 0 "ABCDEFG"

(0,Right (42,"ABCDEFG"))

GHCi> charEP c = satisfyEP (== c)

GHCi> anyEP = satisfyEP (const True)

GHCi> testP = (,) <$> anyEP <\* charEP 'B' <\*> anyEP

GHCi> runPrsEP testP 0 "ABCDE"

(3,Right (('A','C'),"DE"))

GHCi> parseEP testP "BCDE"

Left "pos 2: unexpected C"

GHCi> parseEP testP ""

Left "pos 1: unexpected end of input"

GHCi> parseEP testP "B"

Left "pos 2: unexpected end of input"

Ответ:

import Control.Applicative(liftA)

--newtype PrsEP a = PrsEP { runPrsEP :: Int -> String -> (Int, Either String (a, String)) }

instance Functor PrsEP where

fmap = liftA

instance Applicative PrsEP where

pure v = PrsEP (\str pos -> (str, Right (v, pos)))

(<\*>) f p = bind f $ bind p . (pure .) where {-ap for bind-}

bind (PrsEP p) pf = PrsEP $ (bind'. ) . p where

bind' (pos, Right (val, str)) = runPrsEP (pf val) pos str

bind' (pos, Left str) = (pos, Left str)

{-instance Functor PrsEP where

fmap = liftM

instance Applicative PrsEP where

pure = return

(<\*>) = ap

instance Monad PrsEP where

return x = PrsEP (\s pos->(s, Right (x, pos)))

(>>=) (PrsEP p) pf = PrsEP $ (f .) . p where

f (pos, Right (val, str)) = runPrsEP (pf val) pos str

f (pos, Left str) = (pos, Left str)-}

### Шаг 9:

Сделайте парсер

newtype PrsEP a = PrsEP { runPrsEP :: Int -> String -> (Int, Either String (a, String)) }

parseEP :: PrsEP a -> String -> Either String (a, String)

parseEP p = snd . runPrsEP p 0

представителем класса типов Alternative, обеспечив следующее поведение для пары неудачных альтернатив: сообщение об ошибке возвращается из той альтернативы, которой удалось распарсить входную строку глубже.

GHCi> runPrsEP empty 0 "ABCDEFG"

(0,Left "pos 0: empty alternative")

GHCi> charEP c = satisfyEP (== c)

GHCi> tripleP [a,b,c] = (\x y z -> [x,y,z]) <$> charEP a <\*> charEP b <\*> charEP c

GHCi> parseEP (tripleP "ABC" <|> tripleP "ADC") "ABE"

Left "pos 3: unexpected E"

GHCi> parseEP (tripleP "ABC" <|> tripleP "ADC") "ADE"

Left "pos 3: unexpected E"

GHCi> parseEP (tripleP "ABC" <|> tripleP "ADC") "AEF"

Left "pos 2: unexpected E"

Ответ:

import Control.Applicative(Alternative(..))

instance Alternative PrsEP where

empty = PrsEP (\pos \_-> (pos, Left $ "pos " ++ show pos ++ ": empty alternative"))

(<|>) (PrsEP l) (PrsEP r) = PrsEP (\pos str -> pats (l pos str) (r pos str)) where

pats l@(\_,Right (\_,\_)) r = l

pats l r@(\_,Right (\_,\_)) = r

pats l@(lp,\_) r@(rp,\_) = if lp>=rp then l else r

# МОНАДЫ И ЭФФЕКТЫ

## Монада Except

### Шаг 3:

Реализуйте функцию withExcept :: (e -> e') -> Except e a -> Except e' a, позволящую, если произошла ошибка, применить к ней заданное преобразование.

Ответ:

--newtype Except e a = Except {runExcept :: Either e a} deriving Show

--except = Except

withExcept :: (e -> e') -> Except e a -> Except e' a

withExcept f e = case runExcept e of

Right ok -> except $ Right ok

Left err -> except $ Left $ f err

### Шаг 7:

В модуле Control.Monad.Trans.Except библиотеки transformers имеется реализация монады Except с интерфейсом, идентичным представленному в видео-степах, но с более общими типами. Мы изучим эти типы в следующих модулях, однако использовать монаду Except из библиотеки transformers мы можем уже сейчас.

Введём тип данных для представления ошибки обращения к списку по недопустимому индексу:

data ListIndexError = ErrIndexTooLarge Int | ErrNegativeIndex

deriving (Eq, Show)

Реализуйте оператор (!!!) :: [a] -> Int -> Except ListIndexError a доступа к элементам массива по индексу, отличающийся от стандартного (!!) поведением в исключительных ситуациях. В этих ситуациях он должен выбрасывать подходящее исключение типа ListIndexError.

GHCi> runExcept $ [1..100] !!! 5

Right 6

GHCi> (!!!!) xs n = runExcept $ xs !!! n

GHCi> [1,2,3] !!!! 0

Right 1

GHCi> [1,2,3] !!!! 42

Left (ErrIndexTooLarge 42)

GHCi> [1,2,3] !!!! (-3)

Left ErrNegativeIndex

Ответ:

infixl 9 !!!

(!!!) :: [a] -> Int -> Except ListIndexError a

(!!!) s n | n<0 = throwE ErrNegativeIndex

| otherwise = except $ case drop n s of

h:\_ -> Right $ h

\_ -> Left $ ErrIndexToo

### Шаг 8:

Реализуйте функцию tryRead, получающую на вход строку и пытающуюся всю эту строку превратить в значение заданного типа. Функция должна возвращать ошибку в одном из двух случаев: если вход был пуст или если прочитать значение не удалось.

Информация об ошибке хранится в специальном типе данных:

data ReadError = EmptyInput | NoParse String

deriving Show

GHCi> runExcept (tryRead "5" :: Except ReadError Int)

Right 5

GHCi> runExcept (tryRead "5" :: Except ReadError Double)

Right 5.0

GHCi> runExcept (tryRead "5zzz" :: Except ReadError Int)

Left (NoParse "5zzz")

GHCi> runExcept (tryRead "(True, ())" :: Except ReadError (Bool, ()))

Right (True,())

GHCi> runExcept (tryRead "" :: Except ReadError (Bool, ()))

Left EmptyInput

GHCi> runExcept (tryRead "wrong" :: Except ReadError (Bool, ()))

Left (NoParse "wrong")

Ответ:

{-import Control.Monad.Trans.Except

data ReadError = EmptyInput | NoParse String deriving Show-}

tryRead :: Read a => String -> Except ReadError a

tryRead "" = throwE EmptyInput

tryRead s = case reads s of

[(v, "")] -> except $ Right v

\_ -> throwE $ NoParse s

### Шаг 9:

Используя tryRead из прошлого задания, реализуйте функцию trySum, которая получает список чисел, записанных в виде строк, и суммирует их. В случае неудачи, функция должна возвращать информацию об ошибке вместе с номером элемента списка (нумерация с единицы), вызвавшим ошибку.

Для хранения информации об ошибке и номере проблемного элемента используем новый тип данных:

data SumError = SumError Int ReadError

deriving Show

GHCi> runExcept $ trySum ["10", "20", "30"]

Right 60

GHCi> runExcept $ trySum ["10", "20", ""]

Left (SumError 3 EmptyInput)

GHCi> runExcept $ trySum ["10", "two", "30"]

Left (SumError 2 (NoParse "two"))

Подсказка: функция [withExcept](https://hackage.haskell.org/package/transformers-0.5.4.0/docs/Control-Monad-Trans-Except.html#v:withExcept) в этом задании может быть чрезвычайно полезна. Постарайтесь максимально эффективно применить знания, полученные на прошлой неделе.

Ответ:

{-import Control.Monad.Trans.Except

data ReadError = EmptyInput | NoParse String deriving Show

data SumError = SumError Integer ReadError deriving Show-}

trySum :: [String] -> Except SumError Integer

trySum = let merge (pos, item) e' = do

v<-withExcept (SumError pos) (tryRead item)

v'<-e'

return $ v+v'

in foldr merge (except $ Right 0) . zip [1..]

### Шаг 13:

Тип данных для представления ошибки обращения к списку по недопустимому индексу

data ListIndexError = ErrIndexTooLarge Int | ErrNegativeIndex

deriving (Eq, Show)

не очень естественно делать представителем класса типов Monoid. Однако, если мы хотим обеспечить накопление информации об ошибках, моноид необходим. К счастью, уже знакомая нам функция withExcept :: (e -> e') -> Except e a -> Except e' a позволяет изменять тип ошибки при вычислении в монаде Except.

Сделайте тип данных

newtype SimpleError = Simple { getSimple :: String }

deriving (Eq, Show)

представителем необходимых классов типов и реализуйте преобразователь для типа данных ошибки lie2se :: ListIndexError -> SimpleError так, чтобы обеспечить следующее поведение

GHCi> toSimple = runExcept . withExcept lie2se

GHCi> xs = [1,2,3]

GHCi> toSimple $ xs !!! 42

Left (Simple {getSimple = "[index (42) is too large]"})

GHCi> toSimple $ xs !!! (-2)

Left (Simple {getSimple = "[negative index]"})

GHCi> toSimple $ xs !!! 2

Right 3

GHCi> import Data.Foldable (msum)

GHCi> toSimpleFromList = runExcept . msum . map (withExcept lie2se)

GHCi> toSimpleFromList [xs !!! (-2), xs !!! 42]

Left (Simple {getSimple = "[negative index][index (42) is too large]"})

GHCi> toSimpleFromList [xs !!! (-2), xs !!! 2]

Right 3

Ответ:

import Data.Function (on)

{-data ListIndexError = ErrIndexTooLarge Int | ErrNegativeIndex deriving (Eq, Show)

newtype SimpleError = Simple { getSimple :: String } deriving (Eq, Show)-}

instance Monoid SimpleError where

mempty = Simple ""

mappend = on ((Simple .) . (++)) getSimple

lie2se :: ListIndexError -> SimpleError

lie2se (ErrIndexTooLarge i) = Simple $ "[index (" ++ show i ++ ") is too large]"

lie2se (ErrNegativeIndex) = Simple "[negative index]"

### Шаг 14:

Стандартная семантика Except как аппликативного функтора и монады: выполнять цепочку вычислений до первой ошибки. Реализация представителей классов Alternative и MonadPlus наделяет эту монаду альтернативной☺ семантикой: попробовать несколько вычислений, вернуть результат первого успешного, а в случае неудачи — все возникшие ошибки.

Довольно часто возникает необходимость сделать нечто среднее. К примеру, при проверке корректности заполнения анкеты или при компиляции программы для общего успеха необходимо, чтобы ошибок совсем не было, но в то же время, нам хотелось бы не останавливаться после первой же ошибки, а продолжить проверку, чтобы отобразить сразу все проблемы. Except такой семантикой не обладает, но никто не может помешать нам сделать свой тип данных (назовем его Validate), представители которого будут обеспечивать требую семантику, позволяющую сохранить список всех произошедших ошибок:

newtype Validate e a = Validate { getValidate :: Either [e] a }

Реализуйте функцию validateSum :: [String] -> Validate SumError Integer:

GHCi> getValidate $ validateSum ["10", "20", "30"]

Right 60

GHCi> getValidate $ validateSum ["10", "", "30", "oops"]

Left [SumError 2 EmptyInput,SumError 4 (NoParse "oops")]

Эта функция практически ничем не отличается от уже реализованной ранее trySum, если использовать функцию-адаптер collectE :: Except e a -> Validate e a и представителей каких-нибудь классов типов для Validate.

Ответ:

import Control.Monad.Trans.Except

import Control.Applicative(liftA)

--newtype Validate e a = Validate { getValidate :: Either [e] a } deriving Show

throwV = Validate . Left

instance Functor (Validate e) where

fmap = liftA

instance Applicative (Validate e) where

pure = Validate . Right

Validate (Right f) <\*> Validate (Right v) = Validate $ Right $ f v

Validate (Left s) <\*> Validate (Left v) = throwV $ s++v

Validate (Left f) <\*> \_ = throwV f

\_ <\*> Validate (Left v) = throwV v

collectE :: Except e a -> Validate e a

collectE v = Validate $ either (Left . pure) Right $ runExcept v

validateSum :: [String] -> Validate SumError Integer

validateSum ls = sum <$> traverse fn (zip [1..] ls) where

fn (pos, it) = collectE $ withExcept (SumError pos) $ tryRead it

## Монада Cont

### Шаг 3:

CPS-преобразование часто применяют для создания [предметно-ориентированных языков](https://ru.wikipedia.org/wiki/%D0%9F%D1%80%D0%B5%D0%B4%D0%BC%D0%B5%D1%82%D0%BD%D0%BE-%D0%BE%D1%80%D0%B8%D0%B5%D0%BD%D1%82%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D1%8B%D0%B9_%D1%8F%D0%B7%D1%8B%D0%BA) ([DSL](https://en.wikipedia.org/wiki/Domain-specific_language)).

Реализуйте комбинаторы, которые позволят записывать числа вот в таком забавном формате:

GHCi> decode one hundred twenty three as a number

123

GHCi> decode one hundred twenty one as a number

121

GHCi> decode one hundred twenty as a number

120

GHCi> decode one hundred as a number

100

GHCi> decode three hundred as a number

300

GHCi> decode two thousand seventeen as a number

2017

*Достаточно чтобы работали всякие простые случаи, как в примерах; не старайтесь поддержать прямо все допустимые варианты, это потребует несколько бóльших усилий.*

Ответ:

import Data.Function((&))

decode = (&) 0

as = const . const

a = id

number = id

one = (&) . (+1)

two = (&) . (+2)

three = (&) . (+3)

seventeen = (&) . (+17)

twenty = (&) . (+20)

hundred = (&) . (\*100)

thousand = (&) . (\*1000)

{- 1) one v f = f $ (1+) v

2) one v f = (1+) v & f

3) one v f =(&) ((1+) v) f -- target step, now f is ends expression

4) one v =(&) ((1+) v)

5) one =(&) . (1+)-}

### Шаг 6:

Реализуйте функцию showCont, запускающую вычисление и возвращающую его результат в виде строки.

Ответ:

showCont :: Show a => Cont String a -> String

showCont = flip runCont show

### Шаг 9:

Возможность явно работать с продолжением обеспечивает доступ к очень гибкому управлению исполнением. В этом задании вам предстоит реализовать вычисление, которое анализирует и модифицирует значение, возвращаемое кодом, написанным *после* него.

В качестве примера рассмотрим следующую функцию:

addTens :: Int -> Checkpointed Int

addTens x1 = \checkpoint -> do

checkpoint x1

let x2 = x1 + 10

checkpoint x2 {- x2 = x1 + 10 -}

let x3 = x2 + 10

checkpoint x3 {- x3 = x1 + 20 -}

let x4 = x3 + 10

return x4 {- x4 = x1 + 30 -}

Эта функция принимает значение x1, совершает с ним последовательность операций (несколько раз прибавляет 10) и после каждой операции «сохраняет» промежуточный результат. При запуске такой функции используется дополнительный предикат, который является критерием «корректности» результата, и в случае, если возвращенное функцией значение этому критерию не удовлетворяет, вернется последнее удовлетворяющее ему значение из «сохраненных»:

GHCi> runCheckpointed (< 100) $ addTens 1

31

GHCi> runCheckpointed (< 30) $ addTens 1

21

GHCi> runCheckpointed (< 20) $ addTens 1

11

GHCi> runCheckpointed (< 10) $ addTens 1

1

(Если ни возвращенное, ни сохраненные значения не подходят, результатом должно быть первое из сохраненных значений; если не было сохранено ни одного значения, то результатом должно быть возвращенное значение.)

Обратите внимание на то, что функция checkpoint передается в Checkpointed вычисление как параметр, поскольку её поведение зависит от предиката, который будет известен только непосредственно при запуске.

Ответ:

--import Control.Monad.Trans.Cont

type Checkpointed a = (a -> Cont a a) -> (Cont a a)

runCheckpointed :: (a -> Bool) -> Checkpointed a -> a

runCheckpointed pd ck = runCont (ck helper) id where

helper cur = {-cont-}Cont (\f -> let next = f cur in

if pd next then next else cur)

{-addTens :: Int -> Checkpointed Int

addTens x1 = \checkpoint ->

let

x2 = x1 + 10

x3 = x2 + 10

x4 = x3 + 10

in checkpoint x1 >> checkpoint x2 >> checkpoint x3 >> return x4

main = print $ runCheckpointed (\x -> x<21) $ addTens 4

-}

{-

addTens :: Int -> Checkpointed Int

addTens x1 = \checkpoint -> do

checkpoint x1

let x2 = x1 + 10

checkpoint x2

let x3 = x2 + 10

checkpoint x3

let x4 = x3 + 10

return x4

Рассуждения по нахождению сигнатуры для типа type Checkpointed a = ?

Упростим do-нотацию в пользу операторов монадического связывания

addTens :: Int -> Checkpointed Int

addTens x1 = \checkpoint ->

let

x2 = x1 + 10

x3 = x2 + 10

x4 = x3 + 10

in checkpoint x1 >> checkpoint x2 >> checkpoint x3 >> return x4

Заметим нижеперичисленное:

1. Так как определение Функции addTens начинается с лямбды, то возвращаемый тип - функция.

? -> ? (Далее целевая сигнатура)

2. С точки зрения целевой функции, её первый аргумент(в этой области) назван checkpoint.

Далее по коду, checkpoint фигурирует в цепи:

checkpoint x1 >> checkpoint x2 >> checkpoint x3 >> return x4

Фактические, выполняется вызов checkpoint с целочисленным числом,

а каждое полученное выражения связано оператором >>.

Внесём извлеченную информацию в целевую сигнатуру:

(Int -> SomeMonad) -> SomeMonad

3. Воспользуемся предположением, согласно которому, SomeMonad является монадой Cont:

(Int -> Cont ? ?) -> Cont ? ?

4. TODO

-}

### Шаг 10:

Вычисление в монаде Cont передает результат своей работы в функцию-продолжение. А что, если наши вычисления могут завершиться с ошибкой? В этом случае мы могли бы явно возвращать значение типа Either и каждый раз обрабатывать два возможных исхода, что не слишком удобно. Более разумный способ решения этой проблемы предоставляют трансформеры монад, но с ними мы познакомимся немного позже.

Определите тип данных FailCont для вычислений, которые получают два продолжения и вызывают одно из них в случае успеха, а другое — при неудаче. Сделайте его представителем класса типов Monad и реализуйте вспомогательные функции toFailCont и evalFailCont, используемые в следующем коде:

add :: Int -> Int -> FailCont r e Int

add x y = FailCont $ \ok \_ -> ok $ x + y

addInts :: String -> String -> FailCont r ReadError Int

addInts s1 s2 = do

i1 <- toFailCont $ tryRead s1

i2 <- toFailCont $ tryRead s2

return $ i1 + i2

(Здесь используется функция tryRead из предыдущего урока; определять её заново не надо.)

GHCi> evalFailCont $ addInts "15" "12"

Right 27

GHCi> runFailCont (addInts "15" "") print (putStrLn . ("Oops: " ++) . show)

Oops: EmptyInput

Ответ:

import Control.Monad(liftM,ap)

import Control.Monad.Trans.Except

{-

Шаги по разрешению сигнатуры: newtype FailCont r e a = FailCont { runFailCont :: ???}

1) По условию дано: add x y = FailCont $ \ok \_ -> ok $ x + y

Что приводит к заключению о том, что искомая сигнатура - функция двух аргументов:

() -> () -> ()

2) Кроме того, вызов вида \ok \_ -> ok $ x + y, предоставляет достаточно информации

относительно первого параметра - он является функцией одного аргумента, при этом

его возвращаемый тип служит конечным типом всего выражения. Тогда:

(l->q) -> () -> q

3) В Условие задачи явно сказано, что искомая сигнатура должна обеспечивать два продолжения,

значит вторым аргументом также выступает функция:

(l->q) -> (->) -> q

4) Возвращаемый тип второй функции-аргумента должен совпадать с типом всего выражения, иначе

возможность строить продолжения окажется невозможной. Учтем это:

(l->q) -> (->q) -> q

5) Конструктор типа FailCont трехпараметравый, в текущий сигнатуре использовано только два,

в следствии входной тип второй функции-аргумента не совпадает ни с каким другим.

(l -> q) -> (r -> q) -> q

newtype FailCont r e a = FailCont { runFailCont :: (a -> r) -> (e -> r) -> r}

-}

newtype FailCont r e a = FailCont { runFailCont :: (a -> r) -> (e -> r) -> r}

instance Functor (FailCont r e) where

fmap = liftM

instance Applicative (FailCont r e) where

pure = return

(<\*>) = ap

instance Monad (FailCont r e) where

{-return:: a -> c a

a -> FailCont r e a-}

return v = FailCont $ (\ok \_ -> ok v)

{-(>>=):: c a -> (a -> c b) -> c b

FailCont r e a -> (a -> FailCont r e b) -> (FailCont r e b)

((a -> r) -> (e -> r) -> r) -> (a -> ((b -> r) -> (e -> r) -> r)) -> ((b -> r) -> (e -> r) -> r)-}

(>>=) (FailCont v) c = FailCont (\ok er -> v (\a->runFailCont (c a) ok er) er)

toFailCont :: Except e a -> FailCont r e a

toFailCont = either (\l-> FailCont $ (\\_ er -> er l)) return . runExcept

evalFailCont :: FailCont (Either e a) e a -> Either e a

evalFailCont (FailCont v) = v Right Left

### Шаг 13:

Реализуйте функцию callCFC для монады FailCont по аналогии с callCC.

Ответ:

callCFC :: ((a -> FailCont r e b) -> FailCont r e a) -> FailCont r e a

{- (a -> r) -> (e -> r) -> r

((a -> FailCont r e b) -> FailCont r e a) -> FailCont r e a

((a -> ((b -> r) -> (e -> r) -> r)) -> ((a -> r) -> (e -> r) -> r)) -> ((a -> r) -> (e -> r) -> r) -}

callCFC f = FailCont (\a'r -> runFailCont (f (\a -> FailCont (\\_ \_ -> a'r a))) a'r)

{- Кавычка в названии параметра отождествляет функцию

callCFC f =

1) FailCont (\a'r e'r-> runFailCont (f (undefined)) a'r e'r)

2) FailCont (\a'r e'r-> runFailCont (f (\a'brerr-> undefined)) a'r e'r)

3) FailCont (\a'r e'r-> runFailCont (f (\a'brerr-> FailCont (\b'r e'r->undefined))) a'r e'r)

4) FailCont (\a'r e'r-> runFailCont (f (\a{-brerr-} -> FailCont (\b'r e'r -> a'r a))) a'r e'r)

5) FailCont (\a'r e'r-> runFailCont (f (\a -> FailCont (\\_ \_ -> a'r a))) a'r e'r)-}

## Трансформеры монад

### Шаг 4:

Перепишите функцию logFirstAndRetSecond из предыдущего видео, используя трансформер WriterT из модуля Control.Monad.Trans.Writer библиотеки transformers, и монаду Reader в качестве базовой.

GHCi> runReader (runWriterT logFirstAndRetSecond) strings

("DEFG","abc")

Ответ:

{-for ghc 8.0.2

import Control.Monad.Trans.Class(lift)

import Control.Monad.Trans.Reader(Reader, asks, runReader)

import Control.Monad.Trans.Writer(WriterT, tell, runWriterT)

import Data.Char (toUpper)-}

import Control.Monad.Trans.Reader(Reader, asks, runReader)

import Control.Monad.Trans.Writer(WriterT, tell, runWriterT)

import Control.Monad.Trans(MonadTrans(lift))

import Data.Char(toUpper)

logFirstAndRetSecond :: WriterT String (Reader [String]) String

logFirstAndRetSecond = do

h <- lift $ asks head

tell h

lift $ asks (map toUpper . head . tail)

### Шаг 5:

Реализуйте функцию separate :: (a -> Bool) -> (a -> Bool) -> [a] -> WriterT [a] (Writer [a]) [a].

Эта функция принимает два предиката и список и записывает в один лог элементы списка, удовлетворяющие первому предикату, в другой лог — второму предикату, а возвращающает список элементов, ни одному из них не удовлетворяющих.

GHCi> (runWriter . runWriterT) $ separate (<3) (>7) [0..10]

(([3,4,5,6,7],[0,1,2]),[8,9,10])

Ответ:

import Control.Monad(when)

separate :: (a -> Bool) -> (a -> Bool) -> [a] -> WriterT [a] (Writer [a]) [a]

separate \_ \_ [] = return []

separate p1 p2 (s:ls) = when (p1 s) (tell [s]) >>

when (p2 s) (lift $ tell [s]) >>

separate p1 p2 ls >>= (\acc->

return $ if (p1 s) || (p2 s) then acc else s:acc)

### Шаг 7:

Наша абстракция пока что недостаточно хороша, поскольку пользователь всё ещё должен помнить такие детали, как, например, то, что asks нужно вызывать напрямую, а tell — только с помощью lift.

Нам хотелось бы скрыть такие детали реализации, обеспечив унифицированный интерфейс доступа к возможностям нашей монады, связанным с чтением окружения, и к возможностям, связанным с записью в лог. Для этого реализуйте функции myAsks и myTell, позволяющие записать logFirstAndRetSecond следующим образом:

logFirstAndRetSecond :: MyRW String

logFirstAndRetSecond = do

el1 <- myAsks head

el2 <- myAsks (map toUpper . head . tail)

myTell el1

return el2

Ответ:

myAsks :: ([String] -> a) -> MyRW a

myAsks = asks

myTell :: String -> MyRW ()

myTell = lift . tell

### Шаг 9:

Превратите монаду MyRW в трансформер монад MyRWT:

logFirstAndRetSecond :: MyRWT IO String

logFirstAndRetSecond = do

el1 <- myAsks head

myLift $ putStrLn $ "First is " ++ show el1

el2 <- myAsks (map toUpper . head . tail)

myLift $ putStrLn $ "Second is " ++ show el2

myTell el1

return el2

GHCi> runMyRWT logFirstAndRetSecond ["abc","defg","hij"]

First is "abc"

Second is "DEFG"

("DEFG","abc")

Ответ:

{---for ghc 8.0.2

import Control.Monad.Trans.Class(lift)

import Control.Monad.Trans.Reader

import Control.Monad.Trans.Writer

import Data.Char (toUpper)-}

type MyRWT m = ReaderT [String] (WriterT String m)

runMyRWT :: MyRWT m t -> [String] -> m (t,String)

runMyRWT = (runWriterT .) . runReaderT

--runMyRWT rw ls = runWriterT (runReaderT rw ls)

myAsks :: Monad m => ([String] -> a) -> MyRWT m a

myAsks = asks

myTell :: Monad m => (String -> MyRWT m ())

myTell = lift . tell

myLift :: Monad m => m a -> MyRWT m a

myLift = lift . lift

### Шаг 10:

С помощью трансформера монад MyRWT мы можем написать *безопасную* версию logFirstAndRetSecond:

logFirstAndRetSecond :: MyRWT Maybe String

logFirstAndRetSecond = do

xs <- myAsk

case xs of

(el1 : el2 : \_) -> myTell el1 >> return (map toUpper el2)

\_ -> myLift Nothing

GHCi> runMyRWT logFirstAndRetSecond ["abc","defg","hij"]

Just ("DEFG","abc")

GHCi> runMyRWT logFirstAndRetSecond ["abc"]

Nothing

Реализуйте *безопасную* функцию veryComplexComputation, записывающую в лог через запятую первую строку четной длины и первую строку нечетной длины, а возвращающую пару из второй строки четной и второй строки нечетной длины, приведенных к верхнему регистру:

GHCi> runMyRWT veryComplexComputation ["abc","defg","hij"]

Nothing

GHCi> runMyRWT veryComplexComputation ["abc","defg","hij","kl"]

Just (("KL","HIJ"),"defg,abc")

Подсказка: возможно, полезно будет реализовать функцию [myWithReader](https://hackage.haskell.org/package/transformers-0.5.4.0/docs/Control-Monad-Trans-Reader.html#v:withReader).

Ответ:

{-

import Control.Monad.Trans.Class(lift)

import Control.Monad.Trans.Reader

import Control.Monad.Trans.Writer

import Data.Char (toUpper)

type MyRWT m = ReaderT [String] (WriterT String m)

runMyRWT :: MyRWT m t -> [String] -> m (t,String)

runMyRWT = (runWriterT .) . runReaderT

myAsks :: Monad m => ([String] -> a) -> MyRWT m a

myAsks = asks

myAsk = ask

myTell :: Monad m => (String -> MyRWT m ())

myTell = lift . tell

myLift :: Monad m => m a -> MyRWT m a

myLift = lift . lift

-}

veryComplexComputation :: MyRWT Maybe (String, String)

veryComplexComputation = local (\s->"":"":s) compute where

recall x = local(\\_->x) compute

check s s' = even (length s) /= even (length s')

swap s s' = if even (length s) then (s,s') else (s',s)

wr s s' = let (p,p')=swap s s' in p++',':p'

compute = do

lg:rt:ls<-myAsk

case ls of

(s:ls) -> if null lg then recall (('!':s):rt:ls)

else if head lg=='!'&&check s (tail lg)then myTell(wr s $ tail lg)>>recall (".":rt:ls)

else if null rt then recall (lg:(' ':s):ls)

else if check s (tail rt) then return (swap (map toUpper s) (map toUpper $ tail rt))

else recall (lg:rt:ls)

[] -> myLift Nothing

### Шаг 11:

Предположим мы хотим исследовать свойства рекуррентных последовательностей. Рекуррентные отношения будем задавать вычислениями типа State Integer Integer, которые, будучи инициализированы текущим значением элемента последовательности, возвращают следующее значение в качестве состояния и текущее в качестве возвращаемого значения, например:

tickCollatz :: State Integer Integer

tickCollatz = do

n <- get

let res = if odd n then 3 \* n + 1 else n `div` 2

put res

return n

Используя монаду State из модуля Control.Monad.Trans.State и трансформер ExceptT из модуля Control.Monad.Trans.Except библиотеки transformers, реализуйте для монады

type EsSi = ExceptT String (State Integer)

функцию runEsSi :: EsSi a -> Integer -> (Either String a, Integer), запускающую вычисление в этой монаде, а также функцию go :: Integer -> Integer -> State Integer Integer -> EsSi (), принимающую шаг рекуррентного вычисления и два целых параметра, задающие нижнюю и верхнюю границы допустимых значений вычислений. Если значение больше или равно верхнему или меньше или равно нижнему, то оно прерывается исключением с соответствующим сообщением об ошибке

GHCi> runEsSi (go 1 85 tickCollatz) 27

(Right (),82)

GHCi> runEsSi (go 1 80 tickCollatz) 27

(Left "Upper bound",82)

GHCi> runEsSi (forever $ go 1 1000 tickCollatz) 27

(Left "Upper bound",1186)

GHCi> runEsSi (forever $ go 1 10000 tickCollatz) 27

(Left "Lower bound",1)

Ответ:

import Control.Monad

import Control.Monad.Trans

--For ghci 8.0.2 import Control.Monad.Trans.Class

import Control.Monad.Trans.State

import Control.Monad.Trans.Except

tickCollatz :: State Integer Integer

tickCollatz = do

n <- get

let res = if odd n then 3 \* n + 1 else n `div` 2

put res

return n

type EsSi = ExceptT String (State Integer)

runEsSi :: EsSi a -> Integer -> (Either String a, Integer)

runEsSi = runState . runExceptT

go :: Integer -> Integer -> State Integer Integer -> EsSi ()

go l u st = do

s <- lift $ get

let next = execState st s

lift $ put next

when (next<=l) $ throwE "Lower bound"

when (next>=u) $ throwE "Upper bound"

### Шаг 12:

Модифицируйте монаду EsSi из предыдущей задачи, обернув ее в трансформер ReaderT с окружением, представляющим собой пару целых чисел, задающих нижнюю и верхнюю границы для вычислений. Функции go теперь не надо будет передавать эти параметры, они будут браться из окружения. Сделайте получившуюся составную монаду трансформером:

type RiiEsSiT m = ReaderT (Integer,Integer) (ExceptT String (StateT Integer m))

Реализуйте также функцию для запуска этого трансформера

runRiiEsSiT :: ReaderT (Integer,Integer) (ExceptT String (StateT Integer m)) a

-> (Integer,Integer)

-> Integer

-> m (Either String a, Integer)

и модифицируйте код функции go, изменив её тип на

go :: Monad m => StateT Integer m Integer -> RiiEsSiT m ()

так, чтобы для шага вычисления последовательности с отладочным выводом текущего элемента последовательности на экран

tickCollatz' :: StateT Integer IO Integer

tickCollatz' = do

n <- get

let res = if odd n then 3 \* n + 1 else n `div` 2

lift $ putStrLn $ show res

put res

return n

мы получили бы

GHCi> runRiiEsSiT (forever $ go tickCollatz') (1,200) 27

82

41

124

62

31

94

47

142

71

214

(Left "Upper bound",214)

Ответ:

import Control.Monad

import Control.Monad.Trans

import Control.Monad.Trans.Reader

import Control.Monad.Trans.State

import Control.Monad.Trans.Except

type RiiEsSiT m = ReaderT (Integer,Integer) (ExceptT String (StateT Integer m))

runRiiEsSiT :: ReaderT (Integer,Integer) (ExceptT String (StateT Integer m)) a

-> (Integer,Integer)

-> Integer

-> m (Either String a, Integer)

runRiiEsSiT m lu n = runStateT (runExceptT $ runReaderT m lu) n

go :: Monad m => StateT Integer m Integer -> RiiEsSiT m ()

go st = do

lift $ lift st

next <- lift $ lift get

~(l,u) <- ask

when (next<=l) $ lift $ throwE "Lower bound"

when (next>=u) $ lift $ throwE "Upper bound"

## Трансформер ReaderT

### Шаг 3:

В задачах из предыдущих модулей мы сталкивались с типами данных

newtype Arr2 e1 e2 a = Arr2 { getArr2 :: e1 -> e2 -> a }

newtype Arr3 e1 e2 e3 a = Arr3 { getArr3 :: e1 -> e2 -> e3 -> a }

задающих вычисления с двумя и тремя окружениями соответственно. Можно расширить их до трансформеров:

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

Напишите «конструирующие» функции

arr2 :: Monad m => (e1 -> e2 -> a) -> Arr2T e1 e2 m a

arr3 :: Monad m => (e1 -> e2 -> e3 -> a) -> Arr3T e1 e2 e3 m a

обеспечивающие следующее поведение

GHCi> (getArr2T $ arr2 (+)) 33 9 :: [Integer]

[42]

GHCi> (getArr3T $ arr3 foldr) (\*) 1 [1..5] :: Either String Integer

Right 120

GHCi> import Data.Functor.Identity

GHCi> runIdentity $ (getArr2T $ arr2 (+)) 33 9

42

Ответ:

--newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

--newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

arr2 :: Monad m => (e1 -> e2 -> a) -> Arr2T e1 e2 m a

arr2 f = Arr2T $ (return .) . f

{- Arr2T (\x y-> return $ f x y)

Arr2T (\x-> return . (f x))-}

arr3 :: Monad m => (e1 -> e2 -> e3 -> a) -> Arr3T e1 e2 e3 m a

arr3 f = Arr3T $ ((return .) .) . f

{- Arr3T (\x y z -> return $ f x y z)

Arr3T (\x y -> return . (f x y))-}

### Шаг 6:

Сделайте трансформеры

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

представителями класса типов Functor в предположении, что m является функтором:

GHCi> a2l = Arr2T $ \e1 e2 -> [e1,e2,e1+e2]

GHCi> (getArr2T $ succ <$> a2l) 10 100

[11,101,111]

GHCi> a3e = Arr3T $ \e1 e2 e3 -> Right (e1+e2+e3)

GHCi> (getArr3T $ sqrt <$> a3e) 2 3 4

Right 3.0

Ответ:

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

instance Functor m => Functor (Arr2T e1 e2 m) where

{-

fmap:: (a->b) -> c a -> c b

(a->b) -> Arr2T e1 e2 m a -> Arr2T e1 e2 m b

(a->b) -> (e1 -> e2 -> m a) -> (e1 -> e2 -> m b)

-}

fmap f v = Arr2T $ (fmap f .) . getArr2T v

--fmap f (Arr2T v) = Arr2T (\e1 e2 ->fmap f (v e1 e2))

instance Functor m => Functor (Arr3T e1 e2 e3 m) where

fmap f v = Arr3T $ ((fmap f .) .) . getArr3T v

--fmap f (Arr3T v) = Arr3T (\e1 e2 e3 ->fmap f (v e1 e2 e3))

### Шаг 10:

Сделайте трансформеры

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

представителями класса типов Applicative в предположении, что m является аппликативным функтором:

GHCi> a2l = Arr2T $ \e1 e2 -> [e1,e2]

GHCi> a2fl = Arr2T $ \e1 e2 -> [(e1\*e2+),const 7]

GHCi> getArr2T (a2fl <\*> a2l) 2 10

[22,30,7,7]

GHCi> a3fl = Arr3T $ \e1 e2 e3 -> [(e2+),(e3+)]

GHCi> a3l = Arr3T $ \e1 e2 e3 -> [e1,e2]

GHCi> getArr3T (a3fl <\*> a3l) 3 5 7

[8,10,10,12]

Ответ:

import Control.Applicative(liftA2)

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

instance Functor m => Functor (Arr2T e1 e2 m) where

fmap f v = Arr2T $ (fmap f .) . getArr2T v

instance Functor m => Functor (Arr3T e1 e2 e3 m) where

fmap f v = Arr3T $ ((fmap f .) .) . getArr3T v

instance Applicative m => Applicative (Arr2T e1 e2 m) where

{-

(<\*>):: c (a->b) -> c a -> c b

Arr3T e1 e2 e3 m (a->b) -> Arr3T e1 e2 e3 m a -> Arr3T e1 e2 e3 m b

(e1 -> e2 -> m (a->b)) -> (e1 -> e2 -> m a) -> (e1 -> e2 -> m b)

-}

pure v = Arr2T (\\_ \_ -> pure v)

--pure = Arr2T . ((const . const) . pure)

--(<\*>) (Arr2T f) (Arr2T v) = Arr2T (\e1 e2 -> (f e1 e2)<\*>(v e1 e2))

(<\*>) f v = Arr2T $ (liftA2 . liftA2) (<\*>) (getArr2T f) (getArr2T v)

instance Applicative m => Applicative (Arr3T e1 e2 e3 m) where

pure v = Arr3T (\\_ \_ \_ -> pure v)

--pure = Arr3T . ((const . const . const) . pure)

--(<\*>) (Arr3T f) (Arr3T v) = Arr3T $ (\e1 e2 e3-> (f e1 e2 e3)<\*>(v e1 e2 e3))

(<\*>) f v = Arr3T $ (liftA2 . liftA2 . liftA2) (<\*>) (getArr3T f) (getArr3T v)

### Шаг 12:

Сделайте трансформеры

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

представителями класса типов Monad в предположении, что m является монадой:

GHCi> a2l = Arr2T $ \e1 e2 -> [e1,e2]

GHCi> getArr2T (do {x <- a2l; y <- a2l; return (x + y)}) 3 5

[6,8,8,10]

GHCi> a3m = Arr3T $ \e1 e2 e3 -> Just (e1 + e2 + e3)

GHCi> getArr3T (do {x <- a3m; y <- a3m; return (x \* y)}) 2 3 4

Just 81

Ответ:

import Control.Applicative(liftA2)

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

instance Functor m => Functor (Arr2T e1 e2 m) where

fmap f v = Arr2T $ (fmap f .) . getArr2T v

instance Functor m => Functor (Arr3T e1 e2 e3 m) where

fmap f v = Arr3T $ ((fmap f .) .) . getArr3T v

instance Applicative m => Applicative (Arr2T e1 e2 m) where

pure x = Arr2T (\\_ \_ -> pure x)

(<\*>) f v = Arr2T $ (liftA2 . liftA2) (<\*>) (getArr2T f) (getArr2T v)

instance Applicative m => Applicative (Arr3T e1 e2 e3 m) where

pure x = Arr3T (\\_ \_ \_ -> pure x)

(<\*>) f v = Arr3T $ (liftA2 . liftA2 . liftA2) (<\*>) (getArr3T f) (getArr3T v)

instance Monad m => Monad (Arr2T e1 e2 m) where

{-

(>>=) :: c a -> (a -> c b) -> c b

(>>=) :: (e1 -> e2 -> m a) -> (a -> (e1 -> e2 -> m b)) -> (e1 -> e2 -> m b)

-}

(>>=) v f = Arr2T (\e1 e2 -> getArr2T v e1 e2 >>= (\t-> getArr2T (f t) e1 e2))

fail v = Arr2T (\\_ \_ -> fail v)

instance Monad m => Monad (Arr3T e1 e2 e3 m) where

(>>=) v f = Arr3T (\e1 e2 e3 -> getArr3T v e1 e2 e3 >>= (\t-> getArr3T (f t) e1 e2 e3))

fail v = Arr3T (\\_ \_ \_ -> fail v)

### Шаг 13:

Разработанная нами реализация интерфейса монады для трансформера Arr3T (как и для Arr2T и ReaderT) имеет не очень хорошую особенность. При неудачном сопоставлении с образцом вычисления в этой монаде завершаются аварийно, с выводом сообщения об ошибке в диагностический поток:

GHCi> a3m = Arr3T $ \e1 e2 e3 -> Just (e1 + e2 + e3)

GHCi> getArr3T (do {9 <- a3m; y <- a3m; return y}) 2 3 4

Just 9

GHCi> getArr3T (do {10 <- a3m; y <- a3m; return y}) 2 3 4

\*\*\* Exception: Pattern match failure in do expression at :12:15-16

Для обычного ридера такое поведение нормально, однако у трансформера внутренняя монада может уметь обрабатывать ошибки более щадащим образом. Переопределите функцию fail класса типов Monad для Arr3T так, чтобы обработка неудачного сопоставления с образцом осуществлялась бы во внутренней монаде:

GHCi> getArr3T (do {10 <- a3m; y <- a3m; return y}) 2 3 4

Nothing

Ответ:

import Control.Applicative(liftA2)

newtype Arr3T e1 e2 e3 m a = Arr3T { getArr3T :: e1 -> e2 -> e3 -> m a }

instance Functor m => Functor (Arr3T e1 e2 e3 m) where

fmap f v = Arr3T $ ((fmap f .) .) . getArr3T v

instance Applicative m => Applicative (Arr3T e1 e2 e3 m) where

pure x = Arr3T (\\_ \_ \_ -> pure x)

(<\*>) f v = Arr3T $ (liftA2 . liftA2 . liftA2) (<\*>) (getArr3T f) (getArr3T v)

instance Monad m => Monad (Arr3T e1 e2 e3 m) where

(>>=) v f = Arr3T (\e1 e2 e3 -> getArr3T v e1 e2 e3 >>= (\t-> getArr3T (f t) e1 e2 e3))

fail v = Arr3T (\\_ \_ \_ -> fail v)

### Шаг 16:

Сделайте трансформер

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

представителями класса типов MonadTrans:

GHCi> a2l = Arr2T $ \e1 e2 -> [e1,e2]

GHCi> getArr2T (do {x <- a2l; y <- lift [10,20,30]; return (x+y)}) 3 4

[13,23,33,14,24,34]

Реализуйте также «стандартный интерфейс» для этой монады — функцию

asks2 :: Monad m => (e1 -> e2 -> a) -> Arr2T e1 e2 m a

работающую как asks для ReaderT, но принимающую при этом функцию от обоих наличных окружений:

GHCi> getArr2T (do {x <- asks2 const; y <- asks2 (flip const); z <- asks2 (,); return (x,y,z)}) 'A' 'B'

('A','B',('A','B'))

Ответ:

import Control.Applicative(liftA2)

--import Control.Monad.Trans.Class

class MonadTrans t where

lift :: Monad m => m a -> t m a

newtype Arr2T e1 e2 m a = Arr2T { getArr2T :: e1 -> e2 -> m a }

instance Functor m => Functor (Arr2T e1 e2 m) where

fmap f v = Arr2T $ (fmap f .) . getArr2T v

instance Applicative m => Applicative (Arr2T e1 e2 m) where

pure x = Arr2T (\\_ \_ -> pure x)

(<\*>) f v = Arr2T $ (liftA2 . liftA2) (<\*>) (getArr2T f) (getArr2T v)

instance Monad m => Monad (Arr2T e1 e2 m) where

(>>=) v f = Arr2T (\e1 e2 -> getArr2T v e1 e2 >>= (\t-> getArr2T (f t) e1 e2))

fail v = Arr2T (\\_ \_ -> fail v)

instance MonadTrans (Arr2T e1 e2) where

{-lift :: Monad m => m a -> t m a

m a -> Arr2T e1 e2 m a

m a -> (e1 -> e2 -> m a)-}

lift m = Arr2T(\\_ \_ -> m)

asks2 :: Monad m => (e1 -> e2 -> a) -> Arr2T e1 e2 m a

asks2 f = Arr2T $ (return .) . f

# ТРАНСФОРМЕРЫ МОНАД

## Трансформер WriterT

### Шаг 5:

Предположим, что мы дополнительно реализовали строгую версию аппликативного функтора Writer:

newtype StrictWriter w a = StrictWriter { runStrictWriter :: (a, w) }

instance Functor (StrictWriter w) where

fmap f = StrictWriter . updater . runStrictWriter

where updater (x, log) = (f x, log)

instance Monoid w => Applicative (StrictWriter w) where

pure x = StrictWriter (x, mempty)

f <\*> v = StrictWriter $ updater (runStrictWriter f) (runStrictWriter v)

where updater (g, w) (x, w') = (g x, w `mappend` w')

и определили такие вычисления:

actionLazy = Writer (42,"Hello!")

actionStrict = StrictWriter (42,"Hello!")

Какие из следующих вызовов приведут к расходимостям?

Ответ:
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### Шаг 7:

Сделайте на основе типа данных

data Logged a = Logged String a deriving (Eq,Show)

трансформер монад LoggT :: (\* -> \*) -> \* -> \* с одноименным конструктором данных и меткой поля runLoggT:

newtype LoggT m a = LoggT { runLoggT :: m (Logged a) }

Для этого реализуйте для произвольной монады m представителя класса типов Monad для LoggT m :: \* -> \*:

instance Monad m => Monad (LoggT m) where

return x = undefined

m >>= k = undefined

fail msg = undefined

Для проверки используйте функции:

logTst :: LoggT Identity Integer

logTst = do

x <- LoggT $ Identity $ Logged "AAA" 30

y <- return 10

z <- LoggT $ Identity $ Logged "BBB" 2

return $ x + y + z

failTst :: [Integer] -> LoggT [] Integer

failTst xs = do

5 <- LoggT $ fmap (Logged "") xs

LoggT [Logged "A" ()]

return 42

которые при правильной реализации монады должны вести себя так:

GHCi> runIdentity (runLoggT logTst)

Logged "AAABBB" 42

GHCi> runLoggT $ failTst [5,5]

[Logged "A" 42,Logged "A" 42]

GHCi> runLoggT $ failTst [5,6]

[Logged "A" 42]

GHCi> runLoggT $ failTst [7,6]

[]

Ответ:

import Data.Monoid((<>))

import Control.Applicative(liftA2)

instance Functor m => Functor (LoggT m) where

fmap f v = LoggT $ fmap updater (runLoggT v)

where updater ~(Logged s v') = Logged s $ f v'

instance Applicative m => Applicative (LoggT m) where

pure v = LoggT $ pure $ Logged mempty v

f <\*> v = LoggT $ liftA2 updater (runLoggT f) (runLoggT v)

where updater ~(Logged s f) ~(Logged s' a) = Logged (s <> s') (f a)

instance Monad m => Monad (LoggT m) where

{-

>>= :: c a -> (a -> c b) -> c b

>>= :: LoggT m a -> (a -> LoggT m b) -> LoggT m b

m (Logged a) -> (a -> m (Logged a)) -> (m (Logged a))

-}

v >>= f = LoggT $ do

~(Logged s a) <- runLoggT v

~(Logged s' a') <- runLoggT $ f a

return $ Logged (s<>s') a'

fail = LoggT . fail

### Шаг 10:

Напишите функцию write2log обеспечивающую трансформер LoggT стандартным логгирующим интерфейсом:

write2log :: Monad m => String -> LoggT m ()

write2log = undefined

Эта функция позволяет пользователю осуществлять запись в лог в процессе вычисления в монаде LoggT m для любой монады m. Введите для удобства упаковку для LoggT Identity и напишите функцию запускающую вычисления в этой монаде

type Logg = LoggT Identity

runLogg :: Logg a -> Logged a

runLogg = undefined

Тест

logTst' :: Logg Integer

logTst' = do

write2log "AAA"

write2log "BBB"

return 42

должен дать такой результат:

GHCi> runLogg logTst'

Logged "AAABBB" 42

А тест (подразумевающий импорт Control.Monad.Trans.State и Control.Monad.Trans.Class)

stLog :: StateT Integer Logg Integer

stLog = do

modify (+1)

a <- get

lift $ write2log $ show $ a \* 10

put 42

return $ a \* 100

— такой:

GHCi> runLogg $ runStateT stLog 2

Logged "30" (300,42)

Ответ:

write2log :: Monad m => String -> LoggT m ()

write2log s = LoggT $ return $ Logged s ()

type Logg = LoggT Identity

runLogg :: Logg a -> Logged a

runLogg = runIdentity . runLoggT

### Шаг 12:

В последнем примере предыдущей задачи функция lift :: (MonadTrans t, Monad m) => m a -> t m a позволяла поднять вычисление из внутренней монады (в примере это был Logg) во внешний трансформер (StateT Integer). Это возможно, поскольку для трансформера StateT s реализован представитель класса типов MonadTrans из Control.Monad.Trans.Class.

Сделайте трансформер LoggT представителем этого класса MonadTrans, так чтобы можно было поднимать вычисления из произвольной внутренней монады в наш трансформер:

instance MonadTrans LoggT where

lift = undefined

logSt :: LoggT (State Integer) Integer

logSt = do

lift $ modify (+1)

a <- lift get

write2log $ show $ a \* 10

lift $ put 42

return $ a \* 100

Проверка:

GHCi> runState (runLoggT logSt) 2

(Logged "30" 300,42)

Ответ:

instance MonadTrans LoggT where

{-

(>>=):: m a -> t m a

m a -> LoggT (m a)

-}

--lift m = LoggT (m>>=(\q->return $ Logged "" q))

--lift m = LoggT $ m >>= return . Logged mempty

lift = LoggT . (=<<) (return . Logged mempty)

## Трансформер StateT

### Шаг 4:

Реализуйте функции evalStateT и execStateT.

Ответ:

evalStateT :: Monad m => StateT s m a -> s -> m a

evalStateT st s = fst <$> runStateT st s

execStateT :: Monad m => StateT s m a -> s -> m s

execStateT st s = snd <$> runStateT st s

### Шаг 5:

Нетрудно понять, что монада State более «сильна», чем монада Reader: вторая тоже, в некотором смысле, предоставляет доступ к глобальному состоянию, но только, в отличие от первой, не позволяет его менять. Покажите, как с помощью StateT можно эмулировать ReaderT:

GHCi> evalStateT (readerToStateT $ asks (+2)) 4

6

GHCi> runStateT (readerToStateT $ asks (+2)) 4

(6,4)

Ответ:

readerToStateT :: Monad m => ReaderT r m a -> StateT r m a

readerToStateT r = StateT $ \s-> flip (,) s <$> runReaderT r s

### Шаг 9:

Какие из перечисленных конструкторов типов являются представителями класса Applicative? (*Мы пока ещё не видели реализацию представителя класса* Monad *для нашего трансформера* StateT*, но предполагается, что все уже догадались, что она скоро появится.*)

Ответ:
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### Шаг 11:

Неудачное сопоставление с образцом для реализованного на предыдущих видео-степах трансформера StateT аварийно прерывает вычисление:

GHCi> sl2 = StateT $ \st -> [(st,st),(st+1,st-1)]

GHCi> runStateT (do {6 <- sl2; return ()}) 5

\*\*\* Exception: Pattern match failure in do expression ...

Исправьте реализацию таким образом, чтобы обработка такой ситуации переадресовывалась бы внутренней монаде:

GHCi> sl2 = StateT $ \st -> [(st,st),(st+1,st-1)]

GHCi> runStateT (do {6 <- sl2; return ()}) 5

[((),4)]

GHCi> sm = StateT $ \st -> Just (st+1,st-1)

GHCi> runStateT (do {42 <- sm; return ()}) 5

Nothing

Ответ:

--import Control.Monad(ap) Особенности проверяющий системы

--ap:: Monad m => m (a -> b) -> m a -> m b

ap f v = f >>= flip (<$>) v

newtype StateT s m a = StateT { runStateT :: s -> m (a,s) }

state :: Monad m => (s -> (a, s)) -> StateT s m a

state f = StateT (return . f)

execStateT :: Monad m => StateT s m a -> s -> m s

execStateT m = fmap snd . runStateT m

evalStateT :: Monad m => StateT s m a -> s -> m a

evalStateT m = fmap fst . runStateT m

instance Functor m => Functor (StateT s m) where

fmap f m = StateT $ \st -> fmap updater $ runStateT m st

where updater ~(x, s) = (f x, s)

instance Monad m => Applicative (StateT s m) where

pure = return

(<\*>) = ap

instance Monad m => Monad (StateT s m) where

return x = StateT $ \ s -> return (x, s)

m >>= k = StateT $ \s -> do

~(x, s') <- runStateT m s

runStateT (k x) s'

fail = StateT . const . fail

--fail msg = StateT $ \\_ -> fail msg

### Шаг 14:

Те из вас, кто проходил первую часть нашего курса, конечно же помнят, последнюю задачу из него. В тот раз всё закончилось монадой State, но сейчас с неё все только начинается!

data Tree a = Leaf a | Fork (Tree a) a (Tree a)

Вам дано значение типа Tree (), иными словами, вам задана *форма* дерева. От вас требуется сделать две вещи: во-первых, пронумеровать вершины дерева, обойдя их *in-order* обходом (левое поддерево, вершина, правое поддерево); во-вторых, подсчитать количество листьев в дереве.

GHCi> numberAndCount (Leaf ())

(Leaf 1,1)

GHCi> numberAndCount (Fork (Leaf ()) () (Leaf ()))

(Fork (Leaf 1) 2 (Leaf 3),2)

Конечно, можно решить две подзадачи по-отдельности, но мы сделаем это всё за один проход. Если бы вы писали решение на императивном языке, вы бы обошли дерево, поддерживая в одной переменной следующий доступный номер для очередной вершины, а в другой — количество встреченных листьев, причем само значение второй переменной, по сути, в процессе обхода не требуется. Значит, вполне естественным решением будет завести состояние для первой переменной, а количество листьев накапливать в «логе»-моноиде.

Вот так выглядит код, запускающий наше вычисление и извлекающий результат:

numberAndCount :: Tree () -> (Tree Integer, Integer)

numberAndCount t = getSum <$> runWriter (evalStateT (go t) 1)

where

go :: Tree () -> StateT Integer (Writer (Sum Integer)) (Tree Integer)

go = undefined

Вам осталось только описать само вычисление — функцию go.

Ответ:

{-import Control.Monad.Trans.Writer

import Control.Monad.Trans.State

import Control.Monad.Trans.Class(lift)

import Data.Monoid (Sum(..))

data Tree a = Leaf a | Fork (Tree a) a (Tree a) deriving Show

u = ()

wkTree = Fork (Fork (Leaf u) u (Fork (Leaf u) u (Leaf u))) u (Fork (Leaf u) u (Fork (Leaf u) u (Leaf u)))

{-

f

b g

a d h j

c e i k

-}

numberAndCount :: Tree () -> (Tree Integer, Integer)

numberAndCount t = getSum <$> runWriter (evalStateT (go t) 1)-}

go :: Tree () -> StateT Integer (Writer (Sum Integer)) (Tree Integer)

go (Fork l \_ r) = do

l'<-go l

s<-get

modify succ --put $ s+1

r'<-go r

return $ Fork l' s r'

go (Leaf \_) = do

lift $ tell 1

s<-get

modify succ --put $ s+1

return $ Leaf s

--main = print $ numberAndCount wkTree

## Трансформер ExceptT

### Шаг 6:

Представьте, что друг принес вам игру. В этой игре герой ходит по полю. За один ход он может переместиться на одну клетку вверх, вниз, влево и вправо (стоять на месте нельзя). На поле его поджидают различные опасности, такие как пропасти (chasm) и ядовитые змеи (snake). Если игрок наступает на клетку с пропастью или со змеёй, он умирает.

data Tile = Floor | Chasm | Snake

deriving Show

data DeathReason = Fallen | Poisoned

deriving (Eq, Show)

Карта задается функцией, отображающей координаты клетки в тип этой самой клетки:

type Point = (Integer, Integer)

type GameMap = Point -> Tile

Ваша задача состоит в том, чтобы реализовать функцию

moves :: GameMap -> Int -> Point -> [Either DeathReason Point]

принимающую карту, количество шагов и начальную точку, а возвращающую список всех возможных исходов (с повторениями), если игрок сделает заданное число шагов из заданной точки. Заодно реализуйте функцию

waysToDie :: DeathReason -> GameMap -> Int -> Point -> Int

показывающую, сколькими способами игрок может умереть данным способом, сделав заданное число шагов из заданной точки.

Например, для такого поля:

map1 :: GameMap

map1 (2, 2) = Snake

map1 (4, 1) = Snake

map1 (x, y)

| 0 < x && x < 5 && 0 < y && y < 5 = Floor

| otherwise = Chasm

| 0 1 2 3 4 5

--------------

0| o o o o o o

1| o s o

2| o s o

3| o o

4| o o

5| o o o o o o

ожидаются такие ответы:

GHCi> waysToDie Poisoned map1 1 (4,2)

1 -- можно пойти к змее наверх

GHCi> waysToDie Poisoned map1 2 (4,2)

2 -- можно пойти к змее наверх или к змее влево

GHCi> waysToDie Poisoned map1 3 (4,2)

5 -- за три шага к левой змее, по-прежнему можно дойти одним способом,

-- а к правой — уже четырьмя (вверх, влево-вверх-вправо,

-- влево-вправо-вверх, вниз-вверх-вверх)

GHCi> waysToDie Poisoned map1 4 (4,2)

13

Гарантируется, что изначально игрок стоит на пустой клетке.

*Подсказка: не забывайте, в каком уроке эта задача.*

Ответ:

{-import Control.Monad.Trans.Except

import Control.Monad.Trans.Class(lift)

data Tile = Floor | Chasm | Snake

deriving Show

data DeathReason = Fallen | Poisoned

deriving (Eq, Show)

type Point = (Integer, Integer)

type GameMap = Point -> Tile-}

moves :: GameMap -> Int -> Point -> [Either DeathReason Point]

moves f = (runExceptT .) . comp

where

comp :: Int -> Point -> ExceptT DeathReason [] Point

comp 0 p = return p

comp m (x,y) = do

next<-lift [(x+1,y),(x-1,y),(x,y+1),(x,y-1)]

case f next of

Chasm -> throwE Fallen

Snake -> throwE Poisoned

\_ -> lift $ return () --continue calculations

comp (m-1) next

lift = ExceptT . fmap Right -- Функция добавлена из-за особенностей проверяющий системы

throwE = ExceptT . return . Left -- Функция добавлена из-за особенностей проверяющий системы

waysToDie :: DeathReason -> GameMap -> Int -> Point -> Int

waysToDie d f m p = length $ filter (either (==d) (const False)) $ moves f m p

{-{-

| 0 1 2 3 4 5

--------------

0| o o o o o o

1| o x s o

2| o s . o
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-}

map1 :: GameMap

map1 (2, 2) = Snake

map1 (4, 1) = Snake

map1 (x, y)

| 0 < x && x < 5 && 0 < y && y < 5 = Floor

| otherwise = Chasm

main = print $ moves map1 4 (4,2)-}

### Шаг 8:

Следующий код

import Control.Monad.Trans.Maybe

import Data.Char (isNumber, isPunctuation)

askPassword0 :: MaybeT IO ()

askPassword0 = do

liftIO $ putStrLn "Enter your new password:"

value <- msum $ repeat getValidPassword0

liftIO $ putStrLn "Storing in database..."

getValidPassword0 :: MaybeT IO String

getValidPassword0 = do

s <- liftIO getLine

guard (isValid0 s)

return s

isValid0 :: String -> Bool

isValid0 s = length s >= 8

&& any isNumber s

&& any isPunctuation s

используя трансформер MaybeT и свойства функции msum, отвергает ввод пользовательского пароля, до тех пор пока он не станет удовлетворять заданным критериям. Это можно проверить, вызывая его в интерпретаторе

GHCi> runMaybeT askPassword0

Используя пользовательский тип ошибки и трансформер ExceptT вместо MaybeT, модифицируйте приведенный выше код так, чтобы он выдавал пользователю сообщение о причине, по которой пароль отвергнут.

data PwdError = PwdError String

type PwdErrorIOMonad = ExceptT PwdError IO

askPassword :: PwdErrorIOMonad ()

askPassword = do

liftIO $ putStrLn "Enter your new password:"

value <- msum $ repeat getValidPassword

liftIO $ putStrLn "Storing in database..."

getValidPassword :: PwdErrorIOMonad String

getValidPassword = undefined

Ожидаемое поведение:

GHCi> runExceptT askPassword

Enter your new password:

qwerty

Incorrect input: password is too short!

qwertyuiop

Incorrect input: password must contain some digits!

qwertyuiop123

Incorrect input: password must contain some punctuation!

qwertyuiop123!!!

Storing in database...

GHCi>

Ответ:

import Control.Monad.Trans.Except

import Control.Monad.IO.Class (liftIO)

import Data.Foldable (msum)

import Data.Char (isNumber, isPunctuation)

import Data.Monoid((<>))

{- Не снимайте комментарий - эти объявления даны в вызывающем коде

newtype PwdError = PwdError String

type PwdErrorIOMonad = ExceptT PwdError IO

askPassword :: PwdErrorIOMonad ()

askPassword = do

liftIO $ putStrLn "Enter your new password:"

value <- msum $ repeat getValidPassword

liftIO $ putStrLn "Storing in database..."

-}

instance Monoid PwdError where

mempty = PwdError mempty

mappend (PwdError l) (PwdError r) = PwdError $ l <> r

getValidPassword :: PwdErrorIOMonad String

getValidPassword = do

s <- liftIO getLine

isValid s `catchE` (\p@(PwdError err)-> liftIO (putStrLn $ "Incorrect input: " <> err) >> throwE p)

return s

isValid :: String -> PwdErrorIOMonad ()

isValid s | length s < 8 = throwE $ PwdError "password is too short!"

| not (any isNumber s) = throwE $ PwdError "password must contain some digits!"

| not (any isPunctuation s) = throwE $ PwdError "password must contain some punctuation!"

| otherwise = return ()

### Шаг 11:

Попробуйте предположить, каким ещё трансформерам для реализации правильного представителя класса Applicative не достаточно, чтобы внутренний контейнер был лишь аппликативным функтором, а нужна полноценная монада?

Ответ:

![](data:image/png;base64,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)

### Шаг 12:

Вспомним функцию tryRead:

data ReadError = EmptyInput | NoParse String

deriving Show

tryRead :: Read a => String -> Except ReadError a

Измените её так, чтобы она работала в трансформере ExceptT.

Ответ:

--import Control.Monad.Trans.Except

import Text.Read(readMaybe)

{-data ReadError = EmptyInput | NoParse String

deriving Show-}

tryRead :: (Read a, Monad m) => String -> ExceptT ReadError m a

tryRead s | null s = throwE EmptyInput

| otherwise = maybe (throwE $ NoParse s) return $ readMaybe s

### Шаг 13:

С деревом мы недавно встречались:

data Tree a = Leaf a | Fork (Tree a) a (Tree a)

Вам на вход дано дерево, содержащее целые числа, записанные в виде строк. Ваша задача обойти дерево *in-order* (левое поддерево, вершина, правое поддерево) и просуммировать числа до первой строки, которую не удаётся разобрать функцией tryRead из прошлого задания (или до конца дерева, если ошибок нет). Если ошибка произошла, её тоже надо вернуть.

Обходить деревья мы уже умеем, так что от вас требуется только функция go, подходящая для такого вызова:

treeSum t = let (err, s) = runWriter . runExceptT $ traverse\_ go t

in (maybeErr err, getSum s)

where

maybeErr :: Either ReadError () -> Maybe ReadError

maybeErr = either Just (const Nothing)

GHCi> treeSum $ Fork (Fork (Leaf "1") "2" (Leaf "oops")) "15" (Leaf "16")

(Just (NoParse "oops"),3)

GHCi> treeSum $ Fork (Fork (Leaf "1") "2" (Leaf "0")) "15" (Leaf "16")

(Nothing,34)

Ответ:

{-import Control.Monad.Trans.Writer

import Control.Monad.Trans.Class(lift)

import Data.Monoid (Sum(..))

import Text.Read(readMaybe)

import Control.Monad.Trans.Except

import Data.Traversable

import Data.Foldable

data Tree a = Leaf a | Fork (Tree a) a (Tree a) deriving Show

instance Foldable Tree where

foldMap = foldMapDefault

instance Functor Tree where

fmap = fmapDefault

instance Traversable Tree where

traverse f (Fork l v r) = Fork <$> traverse f l <\*> f v <\*> traverse f r

traverse f (Leaf v) = Leaf <$> f v

treeSum t = let (err, s) = runWriter . runExceptT $ traverse\_ go t

in (maybeErr err, getSum s)

where

maybeErr :: Either ReadError () -> Maybe ReadError

maybeErr = either Just (const Nothing)

-}

go :: String -> ExceptT ReadError (Writer (Sum Integer)) ()

go s = do

v<-tryRead s

lift $ tell $ Sum v

{-main = print $ treeSum $ Fork (Fork (Leaf "1") "2" (Leaf "0")) "15" (Leaf "16")

data ReadError = EmptyInput | NoParse String

deriving Show

tryRead :: (Read a, Monad m) => String -> ExceptT ReadError m a

tryRead s | null s = throwE EmptyInput

| otherwise = maybe (throwE $ NoParse s) return $ readMaybe-}

## Неявный лифтинг

### Шаг 5:

Предположим мы хотим реализовать следующую облегченную версию функтора, используя многопараметрические классы типов:

class Functor' c e where

fmap' :: (e -> e) -> c -> c

Добавьте в определение этого класса типов необходимые функциональные зависимости и реализуйте его представителей для списка и Maybe так, чтобы обеспечить работоспособность следующих вызовов

GHCi> fmap' succ "ABC"

"BCD"

GHCi> fmap' (^2) (Just 42)

Just 1764

Ответ:

--{-# LANGUAGE MultiParamTypeClasses #-}

{-# LANGUAGE FunctionalDependencies #-}

{-# LANGUAGE FlexibleInstances #-}

class Functor' c e | c -> e where

fmap' :: (e -> e) -> c -> c

instance Functor' (Maybe e) e where

fmap' = fmap

instance Functor' [e] e where

fmap' = fmap

### Шаг 10:

В этой и следующих задачах мы продолжаем работу с трансформером LoggT [разработанным на первом уроке этой недели](https://stepik.org/lesson/38578/step/12):

data Logged a = Logged String a deriving (Eq,Show)

newtype LoggT m a = LoggT { runLoggT :: m (Logged a) }

write2log :: Monad m => String -> LoggT m ()

type Logg = LoggT Identity

runLogg :: Logg a -> Logged a

Теперь мы хотим сделать этот трансформер mtl-совместимым.

Избавьтесь от необходимости ручного подъема операций вложенной монады State, сделав трансформер LoggT, примененный к монаде с интерфейсом MonadState, представителем этого (MonadState) класса типов:

instance MonadState s m => MonadState s (LoggT m) where

get = undefined

put = undefined

state = undefined

logSt' :: LoggT (State Integer) Integer

logSt' = do

modify (+1) -- no lift!

a <- get -- no lift!

write2log $ show $ a \* 10

put 42 -- no lift!

return $ a \* 100

Проверка:

GHCi> runState (runLoggT logSt') 2

(Logged "30" 300,42)

Ответ:

{-# LANGUAGE MultiParamTypeClasses #-}

{-# LANGUAGE FlexibleInstances #-}

{-# LANGUAGE UndecidableInstances #-}

import Data.Functor.Identity

import Control.Monad.State

instance MonadState s m => MonadState s (LoggT m) where

state = lift . state

### Шаг 11:

Избавьтесь от необходимости ручного подъема операций вложенной монады Reader, сделав трансформер LoggT, примененный к монаде с интерфейсом MonadReader, представителем этого (MonadReader) класса типов:

instance MonadReader r m => MonadReader r (LoggT m) where

ask = undefined

local = undefined

reader = undefined

Для упрощения реализации функции local имеет смысл использовать вспомогательную функцию, поднимающую стрелку между двумя «внутренними представлениями» трансформера LoggT в стрелку между двумя LoggT:

mapLoggT :: (m (Logged a) -> n (Logged b)) -> LoggT m a -> LoggT n b

mapLoggT f = undefined

Тест:

logRdr :: LoggT (Reader [(Int,String)]) ()

logRdr = do

Just x <- asks $ lookup 2 -- no lift!

write2log x

Just y <- local ((3,"Jim"):) $ asks $ lookup 3 -- no lift!

write2log y

Ожидаемый результат:

GHCi> runReader (runLoggT logRdr) [(1,"John"),(2,"Jane")]

Logged "JaneJim" ()

Ответ:

{-# LANGUAGE MultiParamTypeClasses #-}

{-# LANGUAGE FlexibleInstances #-}

{-# LANGUAGE UndecidableInstances #-}

import Data.Functor.Identity

import Control.Monad.Reader

mapLoggT :: (m (Logged a) -> n (Logged b)) -> LoggT m a -> LoggT n b

mapLoggT f v = LoggT $ f $ runLoggT v

instance MonadReader r m => MonadReader r (LoggT m) where

ask = lift ask

{-

local :: (r -> r) -> m a -> m a

(r -> r) -> LoggT m a -> LoggT m a

-}

--local f v = mapLoggT (local f) v

local = mapLoggT . local

### Шаг 12:

Чтобы избавится от необходимости ручного подъема операции write2log, обеспечивающей стандартный интерфейс вложенного трансформера LoggT, можно поступить по аналогии с другими трансформерами библиотеки mtl. А именно, разработать класс типов MonadLogg, выставляющий этот стандартный интерфейс

class Monad m => MonadLogg m where

w2log :: String -> m ()

logg :: Logged a -> m a

(Замечание: Мы переименовываем функцию write2log в w2log, поскольку хотим держать всю реализацию в одном файле исходного кода. При следовании принятой в библиотеках transformers/mtl идеологии они имели бы одно и то же имя, но были бы определены в разных модулях. При работе с transformers мы импортировали бы свободную функцию c квалифицированным именем Control.Monad.Trans.Logg.write2log, а при использовании mtl работали бы с методом класса типов MonadLogg с полным именем Control.Monad.Logg.write2log. )

Этот интерфейс, во-первых, должен выставлять сам трансформер LoggT, обернутый вокруг произвольной монады:

instance Monad m => MonadLogg (LoggT m) where

w2log = undefined

logg = undefined

Реализуйте этого представителя, для проверки используйте:

logSt'' :: LoggT (State Integer) Integer

logSt'' = do

x <- logg $ Logged "BEGIN " 1

modify (+x)

a <- get

w2log $ show $ a \* 10

put 42

w2log " END"

return $ a \* 100

Результат должен быть таким:

GHCi> runState (runLoggT logSt'') 2

(Logged "BEGIN 30 END" 300,42)

Во-вторых, интерфейс MonadLogg должен выставлять любой стандартный трансформер, обернутый вокруг монады, выставляющей этот интерфейс:

instance MonadLogg m => MonadLogg (StateT s m) where

w2log = undefined

logg = undefined

instance MonadLogg m => MonadLogg (ReaderT r m) where

w2log = undefined

logg = undefined

-- etc...

Реализуйте двух этих представителей, для проверки используйте:

rdrStLog :: ReaderT Integer (StateT Integer Logg) Integer

rdrStLog = do

x <- logg $ Logged "BEGIN " 1

y <- ask

modify (+ (x+y))

a <- get

w2log $ show $ a \* 10

put 42

w2log " END"

return $ a \* 100

Результат должен быть таким:

GHCi> runLogg $ runStateT (runReaderT rdrStLog 4) 2

Logged "BEGIN 70 END" (700,42)

Ответ:

{-# LANGUAGE MultiParamTypeClasses #-}

{-# LANGUAGE FlexibleInstances #-}

{-# LANGUAGE UndecidableInstances #-}

import Data.Functor.Identity

import Control.Monad.State

import Control.Monad.Reader

class Monad m => MonadLogg m where

w2log :: String -> m ()

logg :: Logged a -> m a

instance Monad m => MonadLogg (LoggT m) where

w2log = write2log

logg = LoggT . return

instance MonadLogg m => MonadLogg (StateT s m) where

w2log = lift . w2log

logg = lift . logg

instance MonadLogg m => MonadLogg (ReaderT r m) where

w2log = lift . w2log

logg = lift . logg

{-for ghc 8.0.2

{-# LANGUAGE FlexibleInstances #-}

{-# LANGUAGE FunctionalDependencies #-}

{-# LANGUAGE MultiParamTypeClasses #-}

{-# LANGUAGE UndecidableInstances #-}

import Control.Monad.Trans.Class (lift,MonadTrans(..))

import Control.Monad

import Data.Monoid((<>))

import Data.Functor.Identity

import Control.Applicative(liftA2)

import Control.Monad.Trans.State

import Control.Monad.Trans.Reader

write2log :: Monad m => String -> LoggT m ()

write2log s = LoggT $ return $ Logged s ()

type Logg = LoggT Identity

runLogg :: Logg a -> Logged a

runLogg = runIdentity . runLoggT

instance Functor m => Functor (LoggT m) where

fmap f v = LoggT $ fmap updater (runLoggT v)

where updater ~(Logged s v') = Logged s $ f v'

instance Applicative m => Applicative (LoggT m) where

pure v = LoggT $ pure $ Logged mempty v

f <\*> v = LoggT $ liftA2 updater (runLoggT f) (runLoggT v)

where updater ~(Logged s f) ~(Logged s' a) = Logged (s <> s') (f a)

instance Monad m => Monad (LoggT m) where

v >>= f = LoggT $ do

~(Logged s a) <- runLoggT v

~(Logged s' a') <- runLoggT $ f a

return $ Logged (s<>s') a'

fail = LoggT . fail

instance MonadTrans LoggT where

lift = LoggT . (=<<) (return . Logged mempty)

data Logged a = Logged String a deriving (Eq,Show)

newtype LoggT m a = LoggT { runLoggT :: m (Logged a) }

class Monad m => MonadLogg m where

w2log :: String -> m ()

logg :: Logged a -> m a

instance Monad m => MonadLogg (LoggT m) where

w2log = write2log

--logg :: Logged a -> (LoggT m) a

logg = LoggT . return

instance MonadLogg m => MonadLogg (StateT s m) where

w2log = lift . w2log

logg = lift . logg

instance MonadLogg m => MonadLogg (ReaderT r m) where

w2log = lift . w2log

logg = lift . logg

main = print $ ""-}

## Задачи на трансформеры

### Шаг 2:

Функция tryRead обладает единственным эффектом: в случае ошибки она должна прерывать вычисление. Это значит, что её можно использовать в любой монаде, предоставляющей возможность завершать вычисление с ошибкой, но сейчас это не так, поскольку её тип это делать не позволяет:

data ReadError = EmptyInput | NoParse String

deriving Show

tryRead :: (Read a, Monad m) => String -> ExceptT ReadError m a

Измените её так, чтобы она работала в любой монаде, позволяющей сообщать об исключительных ситуациях типа ReadError. Для этого к трансформеру ExceptT в библиотеке mtl прилагается класс типов MonadError (обратите внимание на название класса — это так сделали специально, чтобы всех запутать), находящийся в модуле Control.Monad.Except.

Ответ:

{-# LANGUAGE FlexibleContexts #-}

import Control.Monad.Except

import Text.Read(readMaybe)

--data ReadError = EmptyInput | NoParse String deriving Show

tryRead :: (Read a, MonadError ReadError m) => String -> m a

tryRead "" = throwError EmptyInput

tryRead s = maybe (throwError $ NoParse s) return $ readMaybe s

### Шаг 3:

В очередной раз у вас есть дерево строковых представлений чисел:

data Tree a = Leaf a | Fork (Tree a) a (Tree a)

и функция tryRead:

data ReadError = EmptyInput | NoParse String

deriving Show

tryRead :: (Read a, MonadError ReadError m) => String -> m a

Просуммируйте числа в дереве, а если хотя бы одно прочитать не удалось, верните ошибку:

GHCi> treeSum $ Fork (Fork (Leaf "1") "2" (Leaf "oops")) "15" (Leaf "16")

Left (NoParse "oops")

GHCi> treeSum $ Fork (Fork (Leaf "1") "2" (Leaf "0")) "15" (Leaf "16")

Right 34

﻿*Подумайте, что общего у этой задачи с похожей, которую вы решали ранее? В чем отличия? При чем здесь библиотека mtl?*

Ответ:

import Control.Applicative(liftA2)

treeSum :: Tree String -> Either ReadError Integer

--treeSum tr = foldr (\s ls-> liftA2 (+) (tryRead s) ls) (Right 0) tr

treeSum = foldr (liftA2 (+) . tryRead) (Right 0)

{-

{-# LANGUAGE FlexibleContexts #-}

import Control.Monad.Except

import Text.Read(readMaybe)

import Data.Traversable

import Data.Foldable

import Control.Applicative(liftA2)

data Tree a = Leaf a | Fork (Tree a) a (Tree a) deriving Show

instance Foldable Tree where

foldMap = foldMapDefault

instance Functor Tree where

fmap = fmapDefault

instance Traversable Tree where

traverse f (Fork l v r) = Fork <$> traverse f l <\*> f v <\*> traverse f r

traverse f (Leaf v) = Leaf <$> f v

data ReadError = EmptyInput | NoParse String deriving Show

tryRead :: (Read a, MonadError ReadError m) => String -> m a

tryRead "" = throwError EmptyInput

tryRead s = maybe (throwError $ NoParse s) return $ readMaybe s

treeSum :: Tree String -> Either ReadError Integer

--treeSum tr = foldr (\s ls-> liftA2 (+) (tryRead s) ls) (Right 0) tr

treeSum = foldr (liftA2 (+) . tryRead) (Right 0)

main = print$ treeSum $ Fork (Fork (Leaf "1") "2" (Leaf "9")) "15" (Leaf "16")

-}

### Шаг 4:

Вам дан список вычислений с состоянием (State s a) и начальное состояние. Требуется выполнить все эти вычисления по очереди (очередное вычисление получает на вход состояние, оставшееся от предыдущего) и вернуть список результатов. Но это ещё не всё. Ещё вам дан предикат, определяющий, разрешено некоторое состояние или нет; после выполнения очередного вычисления вы должны с помощью этого предиката проверить текущее состояние, и, если оно не разрешено, завершить вычисление, указав номер вычисления, которое его испортило.

При этом, завершаясь с ошибкой, мы можем как сохранить накопленное до текущего момента состояние, так и выкинуть его. В первом случае наша функция будет иметь такой тип:

runLimited1 :: (s -> Bool) -> [State s a] -> s -> (Either Int [a], s)

Во втором — такой:

runLimited2 :: (s -> Bool) -> [State s a] -> s -> Either Int ([a], s)

Пример:

GHCi> runLimited1 (< 3) [modify (+1), modify (+1), modify (+1), modify (+1)] 0

(Left 2,3)

GHCi> runLimited2 (< 3) [modify (+1), modify (+1), modify (+1), modify (+1)] 0

Left 2

— после выполнения вычисления с индексом 2 (нумерация с нуля) в состоянии оказалась тройка, что плохо.

GHCi> runLimited1 (< 100) [modify (+1), modify (+1), modify (+1), modify (+1)] 0

(Right [(),(),(),()],4)

GHCi> runLimited2 (< 100) [modify (+1), modify (+1), modify (+1), modify (+1)] 0

Right ([(),(),(),()],4)

— всё хорошо, предикат всё время выполнялся. Вычисления ничего не возвращали (имели тип State Int ()), так что списки получились такие неинтересные.

Если, прочитав про список, с каждым элементом которого надо совершить какое-то действие, вы сразу же подумали про traverse, то правильно сделали. Вопрос только в том, какое именно действие надо совершить с каждым элементом списка, но тут тоже всё довольно просто: надо выполнить вычисление с состоянием, описываемое элементом списка, а затем проверить состояние и, в случае проблемы, кинуть исключение:

limited p fs = traverse limit1 (zip [0..] fs)

where

limit1 (i, f) = do

a <- state (runState f)

stateIsBad <- gets (not . p)

when stateIsBad $ throwError i

pure a

(Прежде чем проходить по списку, мы ещё пронумеровали его элементы.)

Собственно, остался сущий пустяк — запустить наше новое вычисление.

runLimited1 :: (s -> Bool) -> [State s a] -> s -> (Either Int [a], s)

runLimited1 p fs s = run1 (limited p fs) s

runLimited2 :: (s -> Bool) -> [State s a] -> s -> Either Int ([a], s)

runLimited2 p fs s = run2 (limited p fs) s

А теперь задание. Реализуйте функции run1 и run2.

Ответ:

{-# LANGUAGE FlexibleContexts #-}

import Control.Monad.Except

import Control.Monad.State

import Data.Functor.Identity(runIdentity)

{-limited ::(MonadError Int m, MonadState s m) =>

(s -> Bool) -> [State s a] -> m [a]

limited p fs = traverse limit1 (zip [0..] fs)

where

limit1 (i, f) = do

a <- state (runState f)

stateIsBad <- gets (not . p)

when stateIsBad $ throwError i

pure a

runLimited1 :: (s -> Bool) -> [State s a] -> s -> (Either Int [a], s)

runLimited1 p fs s = run1 (limited p fs) s

runLimited2 :: (s -> Bool) -> [State s a] -> s -> Either Int ([a], s)

runLimited2 p fs s = run2 (limited p fs) s-}

run1 :: ExceptT Int (State s) [a] -> s -> (Either Int [a], s)

run1 = (runIdentity .) . runStateT . runExceptT

--run1 m s = runIdentity (runStateT (runExceptT m) s)

run2 :: StateT s (Either Int) [a] -> s -> Either Int ([a], s)

run2 = runStateT

{-

Решение поставленной задачи будет состоять из трех этапов:

1) Подготовительный этап

2) Поиск сигнатуры для функции limited

3) Реализация run1 run2

--------ЭТАП 1(Подготовительный)-------

В рассматриваемой задачи приводится несколько связанных листингов исходного кода.

Их совмещение в единую область позволит упростить возможную трудности восприятия.

Выполним это:

limited p fs = traverse limit1 (zip [0..] fs)

where

limit1 (i, f) = do

a <- state (runState f)

stateIsBad <- gets (not . p)

when stateIsBad $ throwError i

pure a

runLimited1 :: (s -> Bool) -> [State s a] -> s -> (Either Int [a], s)

runLimited1 p fs s = run1 (limited p fs) s

runLimited2 :: (s -> Bool) -> [State s a] -> s -> Either Int ([a], s)

runLimited2 p fs s = run2 (limited p fs) s

run1 = undefined

run2 = undefined

Попытка компиляции будет провальной, так как однозначный вывод типов невозможен.

Помимо этого, реализация функций run1 и run2 требует детального

понимания происходящего, в связи с этим,

оптимальное продолжения решения задачи - вывод сигнатуры типов для функции limited.

--------ЭТАП 2(Поиск сигнатуры для функции limited)-------

1. limited вызывается функцией runLimited1 с двумя аргументами - предикат и список

состояний, следовательно, первое приближение искомой сигнатуры имеет вид:

limited :: (s -> Bool) -> [State s a] -> ?

2. Тело рассматриваемой функции позволяет утверждать эквиволентность между

возвращаемым типом функции limited и traverse. Поэтому

дальнейший анализ будет посвящен сигнатуре traverse

3. С точки зрения типов, traverse характеризуется так:

Applicative f => (a -> f b) -> t a -> f (t b)

4. В данном случае, первый аргумент traverse равен функции limit. Второй же базируется на

"почленном смешивании" двух списков (zip [0..] fs), что в конечном итоге порождает тип:

(zip [0..] fs) :: [(Int, State s a)].

Внесём полученную информацию в сигнатуру из шага №3:

a) traverse :: Applicative f => (a -> f b) -> [(Int, State s a)] -> f [b]

b) traverse :: Applicative f => ((Int, State s a) -> f b) -> [(Int, State s a)] -> f [b]

5. Вполне очевидно, что возвращаемый тип traverse находится в прямой зависимости

от функции-аргумента limit1, поэтому, несколько следующих шагов

будут направлены на эту функцию(limit1)

6. Левое определение limit1 гласит о единичном количестве входящих аргументов,

более того, частично рассчитанная сигнатура из шага 4(последняя) форсирует

тип этого аргумента, он выражен парой (Int, State s a). Сформируем

подпись типов для limit:

limit1 :: (Int, State s a) -> ?

7. Данный этап приближается к завершению. Все сигнатуры этого этапа будут

замкнуты(закончены), как только возвращаемый тип limit1 окажется известен.

8. Обозревая реализацию функции limit1 заметим следующие:

1) Её воплощение полностью описано do-нотацией, значит возвращаемый тип является монадой.

2) Важнейшим наблюдением выступает наличие функции throwError.

Что однозначно свидетельствует о библиотеке mtl и классе типов MonadEror.

Обнаруженный факт доказывает об отсуствии конкретный монады,

вместо этого limit1 работает с абстрактной монадой, для

который выставлен интерфейс MonadError

3) Помимо этого, в блоке do используются инструкции монады State (state, gets).

Предыдущий шаг заявляет об абстрактной монаде с интерфейсом MonadError, однако

применение инструкций state и gets вводит интерфейс MonadState

9. Пользуясь извлеченный информацией из шага №8 окончим сигнатуру limit1:

1) limit1 :: (Int, State s a) -> ?

2) limit1 :: (MonadError Int m, MonadState s m) => (Int, State s a) -> m a

10. Все необходимые сведения получены, замкнем сигнатуры traverse и limited:

1) traverse :: (MonadError Int m, MonadState s m) => ((Int, State s a) -> m a) -> [(Int, State s a)] -> m [a]

2) limited :: (MonadError Int m, MonadState s m) => (s -> Bool) -> [State s a] -> m [a]

--------ЭТАП 3(Реализация run1 run2)-------

TODO

-}

### Шаг 5:

Почти у каждого трансформера монад есть соответствующий ему класс типов (StateT — MonadState, ReaderT — MonadReader), хотя иногда имя класса построено иначе, нежели имя трансформера (ExceptT — MonadError).

Как называется класс, соответствующий трансформеру MaybeT? (Вопрос с небольшим подвохом.)

Ответ:

MonadPlus

### Шаг 6:

Чтобы закончить наш курс ярко, предлагаем вам с помощью этой задачи в полной мере почувствовать на себе всю мощь continuation-passing style. Чтобы успешно решить эту задачу, вам нужно хорошо понимать, как работает CPS и монада ContT (а этого, как известно, никто не понимает). *Кстати, это была подсказка*.

[Сопрограмма](https://ru.wikipedia.org/wiki/%D0%A1%D0%BE%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B0) (корутина, [coroutine](https://en.wikipedia.org/wiki/Coroutine)) это обобщение понятия подпрограммы (по-простому говоря, функции). У функции, в отличие от сопрограммы, есть одна точка входа (то, откуда она начинает работать), а точек выхода может быть несколько, но выйти через них функция может только один раз за время работы; у сопрограммы же точек входа и выхода может быть несколько. Проще всего объяснить на примере:

coroutine1 = do

  tell "1"

  yield

  tell "2"

coroutine2 = do

  tell "a"

  yield

  tell "b"

GHCi> execWriter (runCoroutines coroutine1 coroutine2)

"1a2b"

Здесь используется специальное действие yield, которое передает управление другой сопрограмме. Когда другая сопрограмма возвращает управление (с помощью того же yield или завершившись), первая сопрограмма продолжает работу с того места, на котором остановилась в прошлый раз.

В общем случае, одновременно могут исполняться несколько сопрограмм, причем при передаче управления, они могут обмениваться значениями. В этой задаче достаточно реализовать сопрограммы в упрощенном виде: одновременно работают ровно две сопрограммы и значениями обмениваться они не могут.

Реализуйте трансформер CoroutineT, функцию yield для передачи управления и функцию runCoroutines для запуска. Учтите, что одна сопрограмма может завершиться раньше другой; другая должна при этом продолжить работу:

coroutine3, coroutine4 :: CoroutineT (Writer String) ()

coroutine3 = do

tell "1"

yield

yield

tell "2"

coroutine4 = do

tell "a"

yield

tell "b"

yield

tell "c"

yield

tell "d"

yield

GHCi> execWriter (runCoroutines coroutine3 coroutine4)

"1ab2cd"

Ответ:

{-# LANGUAGE FlexibleInstances, UndecidableInstances, MultiParamTypeClasses #-}

{-# LANGUAGE GeneralizedNewtypeDeriving #-}

import Data.Foldable

import Control.Monad.Cont

import Control.Monad.Writer

import Control.Monad.State

newtype CoroutineT m a = CoroutineT {runCoroutineT ::

ContT () (StateT (Maybe (CoroutineT m ())) m) a }

deriving (Functor,Applicative,Monad,MonadCont,MonadIO)

getState :: Monad m => CoroutineT m (Maybe (CoroutineT m ()))

getState = CoroutineT $ lift get

putState :: Monad m => Maybe (CoroutineT m ()) -> CoroutineT m ()

putState = CoroutineT . lift . put

instance (MonadWriter w m) => MonadWriter w (CoroutineT m) where

--tell = CoroutineT . (lift . lift . tell)

tell w = CoroutineT $ lift $ lift $ tell w

listen = undefined

pass = undefined

ending ::Monad m => CoroutineT m () -> CoroutineT m ()

ending x = do

x

state <- getState

case state of

Just next -> putState Nothing >> next

Nothing -> CoroutineT $ ContT $ (\\_->return ())

runCoroutines :: Monad m => CoroutineT m () -> CoroutineT m () -> m ()

runCoroutines c c' = evalStateT (

runContT (runCoroutineT $ ending c) (\\_-> return (){-undefined-})

) (Just $ ending c')

yield :: Monad m => CoroutineT m ()

yield = callCC $ \k -> do

state <- getState

case state of

Just next -> putState (Just $ k ()) >> next

Nothing -> k ()

{-main = print $ tests

check s1 s2= if (s1==s2) then "Passed\n" else "Fail\n"

run c1 c2 s = check (execWriter $ runCoroutines c1 c2) s

tests = run a1 a2 "1a2b" ++

run b1 b2 "1a23bcg" ++

run c1 c2 "1ab2" ++

run d1 d2 "1ab234"++

run te te "12341234"

out = tell

a1 = do

out "1"

yield

out "2"

a2 = do

out "a"

yield

out "b"

b1 = do

out "1"

yield

out "2"

out "3"

b2 = do

out "a"

yield

out "b"

out "c"

yield

out "g"

c1 = do

out "1"

yield

out "2"

c2 = do

out "a"

out "b"

d1 = do

out "1"

yield

out "2"

yield

out "3"

yield

out "4"

d2 = do

out "a"

out "b"

te = do

out "1"

out "2"

out "3"

out "4"-}

# ГРАФИК АКТИВНОСТИ
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Начало прохождение курса: 28.08.2021.

Прохождение курса было завершено: 26.09.2021.

# СЕРТИФИКАТ

[скрыто, сертификат 100%, <https://stepik.org/course/693/syllabus>]