**Spark configurations**

1. To download the spark image and launch a jupyter pyspark notebook in docker, use:

* **docker run --security-opt seccomp=unconfined --name sparklab -it -p 8888:8888 -p 4040:4040 -p 4041:4041 jupyter/pyspark-notebook**
* If there is a few space, download the version that is only 1GB instead of 4GB

**docker run -it apache/spark-py /opt/spark/bin/pyspark**

1. To start the jupyterLab when the container is stopped:

* **docker start sparklab**
* **docker exec -it sparklab jupyter server list**
* Copy the token that is generated and paste it into:

**http://127.0.0.1:8888/lab?token=…**

* Then open it in browser

1. Launch the shell on the spark interpreter:

* **docker exec -it sparklab bash**

1. Put the text file in the container:

* **docker cp D:\Pavlo\Universite\_Paris\_Saclay\T4\LSDDP\docs-tp-spark-en\lai-eliduc.txt sparklab:/**

**If the file does not appear in the main directory of the container, try to add it using GUI.**

1. Check where pyspark executable is and identify the Spark executables that are available in the same directory while being inside the container:

* **printenv | grep spark**

You should receive the following response:

* **SPARK\_HOME=/usr/local/spark**
* **PATH=/opt/conda/bin:/opt/conda/condabin:/opt/conda/bin:/usr/local/sbin:/usr/local/bin:/usr/sbin:/usr/bin:/sbin:/bin:/usr/local/spark/bin**

1. Instruction to use IPython (which is used by Jupyter notebooks as a kernel) interpreter for the pyspark instead of plain python use command:

* **export PYSPARK\_DRIVER\_PYTHON=/opt/conda/bin/ipython**

1. To run pyspark use command:

* **pyspark**

You should receive:
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Use <http://localhost:4040/> to access GUI

**Spark Application (Interpreter)**

1. To create rdd as a Python list:

* **first\_rdd = sc.parallelize([1,1,2,3,5,8,13,21])**

1. Show first two elements:

* **first\_rdd.take(2)**

**Out:**

* **[1,1]**

1. Load the text file and name it “lignes”:

* **lignes = sc.textFile(“lei-eliduc.txt”)**

1. Count the number of lines in this RDD:

* **lignes.count()**

**Out:**

* **1296**

1. Count the number of partitions in the RDD:

* **lignes.getNumPartitions()**

**Out:**

* **2**

**Spark Application (GUI)**

1. from pyspark.sql import SparkSession

# Spark session & context

spark = SparkSession.builder.master('local').getOrCreate()

sc = spark.sparkContext

1. Here we run our application from a notebook in local mode. But in general we would have executed the Python application with spark-submit, which allows to specify cluster options.
2. Write a wordcount program in Spark:

**lines\_split = lines.flatMap(lambda line: re.split(r"\W+", line))**

**words\_in\_line = lines\_split.map(lambda word: (word, 1))**

**words\_counter = words\_in\_line.reduceByKey(lambda a,b: a + b)**

**count = words\_counter.sortBy(lambda x: x[1], ascending=False).collect()**

**result = sc.parallelize(count).saveAsTextFile("nbmots")** *# converts list into scala collection and saves as a text file*

1. To read the content of the result file, open bash, move to the nbmots directory and use command:

* **cat \***

1. Add a transformationto the above “program” . We wish to drop items that do appear less than 8 times. Do not write the result into a file but display the first 10 RDD elements in the REPL.

* **remove\_small\_occ = words\_counter.filter(lambda x: x[1] >= 8)**

**remove\_small\_occ.take(10)**

**Spark Dataframes**

1. Retrieve the datafile:

* **wget -O food.csv** [**https://data.cityofchicago.org/api/views/4ijn-s7e5/rows.csv**](https://data.cityofchicago.org/api/views/4ijn-s7e5/rows.csv)

1. Load all the libraries needed for this lab:

* **from pyspark.ml import Pipeline**

**from pyspark.ml.classification import LogisticRegression**

**from pyspark.ml.feature import HashingTF, Tokenizer**

**from pyspark.sql import Row**

**from pyspark.sql.functions import udf, desc, col**

**from pyspark.sql.types import \***

**from pyspark.sql import SparkSession**

1. Load a Dataframe df1 from file food.csv. Then, display the Dataframe schema using .show() and .printSchema()

* # Spark session & context

**spark = SparkSession.builder.master('local').getOrCreate()**

**sc = spark.sparkContext**

* **df1 = spark.read.csv("food.csv")**

**df1.show()**

* **df1.printSchema()**

1. Create a dataframe inspections by projecting on the columns that we shall use:

'Inspection ID', 'DBA Name','results', 'Violations' and then removing all lines containing a “NULL”.

* **inspections = df1.select("Inspection ID", "DBA Name", "Results", "Violations")**

**inspections.show()**

* **inspections = inspections.dropna()**

**inspections.show()**

Would you save or waste time if you loaded the inspections dataframe from file food.csv instead of df1? Explain.

*It would cost more if I loaded again the data from csv file into newly created dataFrame, since it requires the read from the disk that might take a great amount of time if the file is huge.*

1. Compute from inspections the list nbre of possible inspection results, and the number of inspections yielding such results, ordered by decreasing number of inspections.

* **nbre= inspections.groupBy(“Results”).count().withColumnRenamed(“count”, “nb”).orderBy(col(“nb”).desc())**

**nbre.printSchema()**

1. Display the first 4 lines of the result: what difference between .take(4) and .show(4)?

* **nbre.take(4)**

**Out:**

**[Row(Results='Pass', nb=105212),**

**Row(Results='Fail', nb=49172),**

**Row(Results='Pass w/ Conditions', nb=40204),**

**Row(Results='No Entry', nb=658)]**

* **nbre.show(4)**

**Out:**

**+------------------+------+**

**| Results| nb|**

**+------------------+------+**

**| Pass|105212|**

**| Fail| 49172|**

**|Pass w/ Conditions| 40204|**

**| No Entry| 658|**

**+------------------+------+**

*Take(4) shows the results in a form of list where each element is an instance of Row of the dataFrame.*

*Show(4) displays the results in a shape of DataFrame.*

1. Display the execution plan nbre with explain(true).

* **nbre.explain(True)**

1. Check in the web interface the DAG of tasks.![](data:image/png;base64,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)
2. Display stats about nbre using .describe()

* **nbre.describe()**

Out:

* **DataFrame[summary: string, Results: string, nb: string]**

1. Visualize the number of inspections for each possible result in a pie chart

* **plot\_pd = nbre.toPandas()**

**plot\_pd.set\_index("Results", inplace=True)**

**plt = plot\_pd.plot.pie(y="nb", figsize=(10,10))**

**plt.figure.savefig('pie.pdf')**

**Predictions with spark**

**Labelling data: defining categories**

1. Labels for a logistic regression:

* **def labelForResults(s):**

**if s == 'Fail':**

**return 0.0**

**elif s == 'Pass w/ Conditions' or s == 'Pass':**

**return 1.0**

**else:**

**return -1.0**

1. Register the above function as a udf, and use it to transform the data: we want to obtain a 2-column DataFrame labeledData : the columns are label and violations, where category label takes values 0.0 or 1.0.. Values less than 0 are filtered out.

* **udf\_logistic = udf(labelForResults, DoubleType())**

**labeledData = inspections.select(udf\_logistic("Results"), "Violations").withColumnRenamed("labelForResults(Results)", "label").withColumnRenamed("Violations", "violations")**

**labeledData = labeledData.filter(labeledData["label"] >= 0)**

**labeledData.show(20)**

1. We split our data in 2: (i) a Dataframe training containing 75% of labeledData records will beused to train the model, whereas (ii) Dataframe validationDf containing the remaining records will be used for validation. Partition labeledData records through random sampling. Use the Spark function randomSplit() , taking 105 as a ( seed) to initialize the random generator.

* trainingDf, validationDf = labeledData.randomSplit([0.75, 0.25], 105)

**Defining the model: specifying predictive variables and tuning parameters**

1. We have to extract from the text field violations the variables from which our model will buid predictions. For this, we convert that field to a vector of numbers. The logistic regression will then be applied to those vectors.

We define a 3-steps pipeline:

• the first step splits violations into a sequence of words (Tokenizer)

• the second step converts the sequences to a frequency vector (each word gets assigned an index, then we map each list to its corresponding frequency vector simply by counting the occurrences of each word)

• the last step applies the linear regression (use 10 iterations, with regularisation parameter equal 0.01)

* **tokenizer = Tokenizer(inputCol="violations", outputCol="words")**

**hashingTF = HashingTF(inputCol=tokenizer.getOutputCol(), outputCol="features")**

**lr = LogisticRegression(maxIter=10, regParam=0.01)**

**pipeline = Pipeline(stages=[tokenizer, hashingTF, lr])**

1. Train your pipeline on the training data, then validate the pipeline on test data.

* **model = pipeline.fit(trainingDf)**
* **prediction = model.transform(validationDf)**
* **selected = prediction.select("violations", "probability", "prediction")**

**counter = 0**

**for row in selected.collect():**

**if counter == 20:**

**break**

**violation, prob, prediction = row**

**print(f"{violation} {str(prob)} {prediction}")**

**counter+=1**

**Executing a spark application**

1. Use the wordcount code (wordcount.py) to write an application that takes as parameters the name of input and output files.

* **/usr/local/spark/bin/spark-submit --master local[1] wordcount.py**

1. Read and understand some of the examples. Identify where cache() is used and why:

* **/usr/local/spark/examples/src/main/python/ml/kmeans\_example.py**

from pyspark.ml.clustering import KMeans

from pyspark.ml.evaluation import ClusteringEvaluator

# $example off$

from pyspark.sql import SparkSession

if \_\_name\_\_ == "\_\_main\_\_":

spark = SparkSession\

.builder\

.appName("KMeansExample")\

.getOrCreate()

# $example on$

# Loads data.

dataset = spark.read.format("libsvm").load("data/mllib/sample\_kmeans\_data.txt")

# Trains a k-means model.

kmeans = KMeans().setK(2).setSeed(1)

model = kmeans.fit(dataset)

# Make predictions

predictions = model.transform(dataset)

# Evaluate clustering by computing Silhouette score

evaluator = ClusteringEvaluator()

silhouette = evaluator.evaluate(predictions)

print("Silhouette with squared euclidean distance = " + str(silhouette))

# Shows the result.

centers = model.clusterCenters()

print("Cluster Centers: ")

for center in centers:

print(center)

# $example off$

spark.stop()

*In the provided KMeans example script,* ***cache()*** *is not explicitly used. Typically, for ML algorithms like KMeans, caching can be beneficial when you have a large dataset that fits into memory and you're performing multiple iterations over the dataset, as it happens during the training phase. However, in this simplified example, the dataset is likely small.*

* **/usr/local/spark/examples/src/main/python/transitive\_closure.py**

import sys

from random import Random

from typing import Set, Tuple

from pyspark.sql import SparkSession

numEdges = 200

numVertices = 100

rand = Random(42)

def generateGraph() -> Set[Tuple[int, int]]:

edges: Set[Tuple[int, int]] = set()

while len(edges) < numEdges:

src = rand.randrange(0, numVertices)

dst = rand.randrange(0, numVertices)

if src != dst:

edges.add((src, dst))

return edges

if \_\_name\_\_ == "\_\_main\_\_":

"""

Usage: transitive\_closure [partitions]

"""

spark = SparkSession\

.builder\

.appName("PythonTransitiveClosure")\

.getOrCreate()

partitions = int(sys.argv[1]) if len(sys.argv) > 1 else 2

tc = spark.sparkContext.parallelize(generateGraph(), partitions).cache()

# Linear transitive closure: each round grows paths by one edge,

# by joining the graph's edges with the already-discovered paths.

# e.g. join the path (y, z) from the TC with the edge (x, y) from

# the graph to obtain the path (x, z).

# Because join() joins on keys, the edges are stored in reversed order.

edges = tc.map(lambda x\_y: (x\_y[1], x\_y[0]))

oldCount = 0

nextCount = tc.count()

while True:

oldCount = nextCount

# Perform the join, obtaining an RDD of (y, (z, x)) pairs,

# then project the result to obtain the new (x, z) paths.

new\_edges = tc.join(edges).map(lambda \_\_a\_b: (\_\_a\_b[1][1], \_\_a\_b[1][0]))

tc = tc.union(new\_edges).distinct().cache()

nextCount = tc.count()

if nextCount == oldCount:

break

print("TC has %i edges" % tc.count())

spark.stop()

*In the Transitive Closure example, cache() is used right after the initial RDD (tc) is created:*

**tc = spark.sparkContext.parallelize(generateGraph(), partitions).cache()**

*and again after each iteration when the transitive closure (tc) is expanded:*

**tc = tc.union(new\_edges).distinct().cache()**

*Here, caching is crucial because the algorithm is iterative. Each iteration expands the transitive closure by joining with the original edges, which requires recomputing the RDDs in each iteration. Caching the RDD after each iteration avoids recomputation of the entire lineage of transformations leading up to the current state of the RDD, significantly improving performance.*

* **/usr/local/spark/examples/src/main/python/pagerank.py**

import re

import sys

from operator import add

from typing import Iterable, Tuple

from pyspark.resultiterable import ResultIterable

from pyspark.sql import SparkSession

def computeContribs(urls: ResultIterable[str], rank: float) -> Iterable[Tuple[str, float]]:

"""Calculates URL contributions to the rank of other URLs."""

num\_urls = len(urls)

for url in urls:

yield (url, rank / num\_urls)

def parseNeighbors(urls: str) -> Tuple[str, str]:

"""Parses a urls pair string into urls pair."""

parts = re.split(r'\s+', urls)

return parts[0], parts[1]

if \_\_name\_\_ == "\_\_main\_\_":

if len(sys.argv) != 3:

print("Usage: pagerank <file> <iterations>", file=sys.stderr)

sys.exit(-1)

print("WARN: This is a naive implementation of PageRank and is given as an example!\n" +

"Please refer to PageRank implementation provided by graphx",

file=sys.stderr)

# Initialize the spark context.

spark = SparkSession\

.builder\

.appName("PythonPageRank")\

.getOrCreate()

# Loads in input file. It should be in format of:

# URL neighbor URL

# URL neighbor URL

# URL neighbor URL

# ...

lines = spark.read.text(sys.argv[1]).rdd.map(lambda r: r[0])

# Loads all URLs from input file and initialize their neighbors.

links = lines.map(lambda urls: parseNeighbors(urls)).distinct().groupByKey().cache()

# Loads all URLs with other URL(s) link to from input file and initialize ranks of them to one.

ranks = links.map(lambda url\_neighbors: (url\_neighbors[0], 1.0))

# Calculates and updates URL ranks continuously using PageRank algorithm.

for iteration in range(int(sys.argv[2])):

# Calculates URL contributions to the rank of other URLs.

contribs = links.join(ranks).flatMap(lambda url\_urls\_rank: computeContribs(

url\_urls\_rank[1][0], url\_urls\_rank[1][1] # type: ignore[arg-type]

))

# Re-calculates URL ranks based on neighbor contributions.

ranks = contribs.reduceByKey(add).mapValues(lambda rank: rank \* 0.85 + 0.15)

# Collects all URL ranks and dump them to console.

for (link, rank) in ranks.collect():

print("%s has rank: %s." % (link, rank))

spark.stop()

*In the PageRank example,* ***cache()*** *is used when initializing the links from the input file:*

**links = lines.map(lambda urls: parseNeighbors(urls)).distinct().groupByKey().cache()**

*The PageRank algorithm is inherently iterative, updating the ranks of pages over several iterations based on the links between pages. Since the links RDD represents the structure of the web graph and does not change between iterations, caching it is essential. This prevents Spark from re-reading the input and recalculating the graph structure in each iteration of the algorithm, thereby reducing the overall computation time.*