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1. **ЦЕЛЬ РАБОТЫ**

Цель работы изучить и применить на практике знания об управлении процессами и потоками на *Windows*, научиться создавать, завершать, изменять приоритеты процессов и потоков, а также изучить организацию и контроль исследование эффективности.Для достижения цели будет создано приложение осуществляющее запуск нескольких процессов и демонстрирующий приоритеты потоков с оценкой их производительности.

1. **ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Управление процессами и потоками в операционной системе *Windows* является важной частью организации работы приложений и ресурсов компьютера.

Вычислительные потоки. Вычислительный поток как системный объект, объект *Thread* в *Windows*. Атрибуты потока, в т.ч. приоритеты. Состояния потока. Разделяемые адресное пространство и пространство дескрипторов. Создание (порождение) потоков, главный поток. Диспетчирование потоков. Приостановка и возобновление потоков. Завершение потоков. Код завершения. Нити (*Fiber*), особенности их выполнения. Взаимосвязь нитей и потоков. Создание, завершение, переключение нитей. Программный интерфейс (*API*) для базового управления потоками и нитями.

Процесс в операционной системе *Windows* представляет собой независимую программу, выполняющуюся в собственном адресном пространстве памяти. Процесс обладает собственными системными ресурсами, такими как память и дескрипторы файлов. Поток легковесный исполняемый агент внутри процесса. Потоки внутри одного процесса могут совместно использовать ресурсы этого процесса, включая память и файлы. Один процесс может содержать несколько потоков, которые выполняются параллельно.

Для порождения новых процессов в *Windows* можно использовать функции, такие как *CreateProcess*. Это позволяет запускать новые исполняемые файлы в отдельных процессах. Для порождения новых потоков внутри процесса можно использовать функции, такие как *CreateThread*. Это позволяет создавать параллельные задачи внутри процесса. Завершение процессов и потоков может осуществляться с помощью функций *ExitProcess* и *ExitThread*. Эти функции завершают выполнение соответствующих процессов и потоков.

В *Windows* можно изменять приоритеты процессов и потоков для управления их доступом к ресурсам *CPU*. Высший приоритет обеспечивает больше времени *CPU* для выполнения задачи. Приоритеты процессов можно устанавливать с помощью функции *SetPriorityClass*, а приоритеты потоков - с помощью функции *SetThreadPriority*.

Для оценки эффективности работы процессов и потоков в *Windows* можно использовать различные инструменты мониторинга и профилирования, такие как *Windows* *Performance* *Monitor* и *Visual* *Studio* *Profiler*. Эти инструменты позволяют анализировать использование *CPU*, памяти и других ресурсов, а также выявлять узкие места в процессах и потоках для оптимизации производительности.

1. **РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ**

В результате выполнения лабораторной работы было создано приложение осуществляющее запуск нескольких процессов и демонстрирующий приоритеты потоков с оценкой их производительности включая старт процесса, окончание процесса, и число отведенных ресурсов для каждого из них (Рисунок 1).

![](data:image/png;base64,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)

Рисунок 1 – Окно приложения с отображением производительности потоков

В нашей программе вычисляется произведение матриц с фиксированным вводом потоков, в нашем случае 4 потока и матрица размером 200 для большей нагруженности нашей программы. Сейчас чтобы продемонстрировать работу программы изменим размер матрицы с двухсот до ста и увидим разницу выполнения (Рисунок 2).
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Рисунок 2– Выход за игровое поле

В квадратных скобках мы показываем какой поток приоритетнее: 0 максимальный приоритет, -2 соответственно низший. Также мы отображаем время начала и конец выполнения, а также количество проделанной работы каждым процессом по отдельности.

# ЗАКЛЮЧЕНИЕ

В ходе данной лабораторной работы были изучены и применены важные аспекты управления процессами и потоками в операционной системе *Windows* с использованием *Win32* *API*

Данное приложение представляет собой проект, который наглядно демонстрирует применение указанных аспектов программирования в контексте разработки многозадачных и многопоточных приложений под операционной системой *Windows*. Это позволяет эффективно управлять процессами и потоками, обеспечивая отзывчивость и производительность приложения.

# СПИСОК ИСПОЛЬЗОВАННЫХ ИСТОЧНИКОВ

1. Щупак Ю. *Win32 API*. Разработка приложений для *Windows*. ─ СПБ: Питер, 2008. ─ 592 с.: ип.
2. Создание классических приложений для *Windows* с использованием *API Win32* [Электронный ресурс]. ─ Режим доступа: https://learn.microsoft.com/ru-ru/windows/win32/api

# ПРИЛОЖЕНИЕ А (обязательное) Листинг кода

Листинг 1 – Файл Lab3.cpp

#include <windows.h>

#include <tchar.h>

#include <iostream>

#include <vector>

#include <thread>

#include <ctime>

#include <iomanip>

#include <sstream>

const int numThreads = 4;

const int matrixSize = 200;

struct ThreadInfo {

std::thread thread;

int priority;

clock\_t start\_time;

clock\_t end\_time;

long long work\_done;

HWND hwnd;

};

std::vector<ThreadInfo> threads;

RECT columns[numThreads];

int columnWidth;

void MultiplyMatrices(int threadIndex) {

int matrixA[matrixSize][matrixSize];

int matrixB[matrixSize][matrixSize];

int resultMatrix[matrixSize][matrixSize];

for (int i = 0; i < matrixSize; ++i) {

for (int j = 0; j < matrixSize; ++j) {

matrixA[i][j] = rand() % 100;

matrixB[i][j] = rand() % 100;

}

}

clock\_t start\_time = clock();

for (int i = 0; i < matrixSize; ++i) {

for (int j = 0; j < matrixSize; ++j) {

resultMatrix[i][j] = 0;

for (int k = 0; k < matrixSize; ++k) {

resultMatrix[i][j] += matrixA[i][k] \* matrixB[k][j];

}

}

}

clock\_t end\_time = clock();

long long work\_done = (end\_time - start\_time);

threads[threadIndex].start\_time = start\_time;

threads[threadIndex].end\_time = end\_time;

threads[threadIndex].work\_done = work\_done;

PostMessage(threads[threadIndex].hwnd, WM\_USER, 0, threadIndex);

}

void DisplayInfo(HWND hwnd, int threadIndex) {

std::wstringstream wss;

wss << L"Thread " << threadIndex << L" (" << threads[threadIndex].priority << L")\n";

wss << L"Start time: " << threads[threadIndex].start\_time << L" ms\n";

wss << L"End time: " << threads[threadIndex].end\_time << L" ms\n";

wss << L"Work done: " << threads[threadIndex].work\_done << L" ms";

RECT columnRect = columns[threadIndex];

columnRect.top += 20;

columnRect.left += 10;

columnRect.right -= 10;

HDC hdc = GetDC(hwnd);

SetBkMode(hdc, TRANSPARENT);

DrawText(hdc, wss.str().c\_str(), -1, &columnRect, DT\_LEFT | DT\_TOP);

ReleaseDC(hwnd, hdc);

}

LRESULT CALLBACK WndProc(HWND hwnd, UINT msg, WPARAM wParam, LPARAM lParam) {

if (msg == WM\_CREATE) {

srand(static\_cast<unsigned>(time(nullptr)));

RECT clientRect;

GetClientRect(hwnd, &clientRect);

columnWidth = (clientRect.right - clientRect.left) / numThreads;

for (int i = 0; i < numThreads; ++i) {

columns[i] = { i \* columnWidth, 0, (i + 1) \* columnWidth, clientRect.bottom };

threads.push\_back({ std::thread(MultiplyMatrices, i), THREAD\_PRIORITY\_NORMAL, 0, 0, 0, hwnd });

}

threads[0].priority = THREAD\_PRIORITY\_LOWEST;

threads[1].priority = THREAD\_PRIORITY\_BELOW\_NORMAL;

threads[2].priority = THREAD\_PRIORITY\_NORMAL;

threads[3].priority = THREAD\_PRIORITY\_HIGHEST;

for (int i = 0; i < numThreads; ++i) {

SetThreadPriority(threads[i].thread.native\_handle(), threads[i].priority);

}

return 0;

}

if (msg == WM\_CLOSE) {

for (int i = 0; i < numThreads; ++i) {

threads[i].thread.join();

}

PostQuitMessage(0);

return 0;

}

if (msg == WM\_USER) {

int threadIndex = lParam;

DisplayInfo(hwnd, threadIndex);

return 0;

}

return DefWindowProc(hwnd, msg, wParam, lParam);

}

int WINAPI WinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, LPSTR lpCmdLine, int nCmdShow) {

WNDCLASSEX wc = { 0 };

wc.cbSize = sizeof(WNDCLASSEX);

wc.style = 0;

wc.lpfnWndProc = WndProc;

wc.cbClsExtra = 0;

wc.cbWndExtra = 0;

wc.hInstance = hInstance;

wc.hIcon = LoadIcon(NULL, IDI\_APPLICATION);

wc.hCursor = LoadCursor(NULL, IDC\_ARROW);

wc.hbrBackground = (HBRUSH)(COLOR\_WINDOW + 1);

wc.lpszMenuName = NULL;

wc.lpszClassName = \_T("ThreadPriorityDemo");

wc.hIconSm = LoadIcon(NULL, IDI\_APPLICATION);

if (!RegisterClassEx(&wc)) {

MessageBox(NULL, \_T("Failed to register the window class"), \_T("Error"), MB\_ICONERROR);

return -1;

}

HWND hwnd = CreateWindow(\_T("ThreadPriorityDemo"), \_T("Thread Priority Demo"), WS\_OVERLAPPEDWINDOW, 0, 0, 800, 600, NULL, NULL, hInstance, NULL);

if (!hwnd) {

MessageBox(NULL, \_T("Failed to create the window"), \_T("Error"), MB\_ICONERROR);

return -1;

}

ShowWindow(hwnd, nCmdShow);

UpdateWindow(hwnd);

MSG msg;

while (GetMessage(&msg, NULL, 0, 0)) {

TranslateMessage(&msg);

DispatchMessage(&msg);

}

return (int)msg.wParam;

}