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1. **ЦЕЛЬ РАБОТЫ**

Цель работы изучить и применить на практике подходы, системные объекты и функции для обеспечения синхронизации и передачи управления между взаимодействующими процессами, научиться решать типичные проблемы, возникающие при организации взаимодействия, модели для их описания, пути их решения.Для достижения цели будет создано приложение, отображающее модель ‘обедающие философы’.

1. **ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Задачи взаимного исключения (предотвращения некорректного совместного доступа к критическим ресурсам) и синхронизации – в числе основных задач взаимодействия. Критический ресурс и критическая секция. Проблема атомарности доступа для проверки и модификации глобальных объектов, используемых для синхронизации. Теоретические модели для описания ситуаций синхронизации. Механизм *CriticalSection*; функции ожидания *WaitFor*() и объекты ожидания: *Mutex*, *Semaphore*, *Event*, *WaitableTimer*; барьеры; спин и блокировки и т.д.

Взаимодействие процессов - это ключевой аспект в современных операционных системах и программировании. Процессы могут быть независимыми сущностями, работающими параллельно, и взаимодействие между ними часто необходимо для решения различных задач. Одним из основных методов взаимодействия процессов является обмен данными. Вот некоторые теоретические аспекты этой темы:

Процессы могут требовать обмена данными для передачи информации, синхронизации, координации и выполнения распределенных задач. При обмене данными между процессами важно обеспечивать безопасность и конфиденциальность передаваемой информации, особенно в распределенных системах. Обеспечивают двунаправленную связь между процессами, работающими на одной машине.

Позволяют взаимодействовать между процессами, работающими на разных машинах в сети. Используются для синхронизации доступа к ресурсам между процессами. Позволяют посылать сообщения между процессами. Позволяет нескольким процессам разделять общую область памяти. Процессы в операционных системах имеют свои адресные пространства, и для взаимодействия между ними требуются специальные механизмы. Операционные системы обеспечивают множество средств для межпроцессорного взаимодействия, включая средства синхронизации, обмена сообщениями и разделяемую память.

Возникают, когда два или более процесса пытаются изменить общий ресурс одновременно. Ситуации, когда несколько процессов блокируют друг друга, ожидая освобождения ресурсов. Задача предотвращения одновременного доступа нескольких процессов к общему ресурсу. Увеличение производительности, повышение отказоустойчивости и повышение масштабируемости за счет использования ресурсов нескольких вычислительных узлов. Распределенные базы данных, облачные вычисления, распределенные вычислительные сети.

Взаимодействие между процессами и обмен данными - это обширная и важная тема, и выбор методов зависит от конкретных требований приложения. Он играет ключевую роль в разработке многозадачных, многопоточных и распределенных систем.

1. **РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ**

В результате выполнения лабораторной работы было создано приложение, отображающее модель ‘обедающие философы’ (Рисунок 1).
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Рисунок 1 – Основное окно приложения

Данная программа моделирует проблему обедающих философов с использованием графического интерфейса пользователя (*GUI*) с помощью *Windows API*. Проблема обедающих философов - это классическая задача синхронизации и параллелизма, где группа философов сидит вокруг стола. Каждый философ чередует фазы размышления и приема пищи. Однако они разделяют ограниченное количество вилок, и для приема пищи философ должен взять обе вилки с обеих сторон.

Программа инициализирует графическое окно с использованием *Windows API*. Создается элемент управления текстовым редактором (`*EDIT*`), чтобы отображать информацию о деятельности философов.

Пять философов (`*num\_philosophers*`) представлены потоками. Вилки представлены объектами `*std::mutex*`.

Каждый философ проходит цикл размышления и еды до тех пор, пока не достигнет максимального количества приемов пищи (`*max\_meals*`). Функции `*think*` и `*eat*` моделируют действия философа, включая отображение сообщений в элементе управления текстовым редактором.

Для представления требования, что философ должен взять обе вилки для еды, программа использует `*std::unique\_lock*` для блокировки двух смежных вилок, когда философ решает поесть. Это предотвращает дедлоки, так как каждому философу нужны две вилки, и они не могут быть захвачены одновременно двумя соседними философами.

Программа предоставляет кнопку с надписью "Показать статистику". При нажатии этой кнопки вызывается функция `*printStatistics*`, отображающая информацию о количестве приемов пищи каждым философом и общем количестве приемов пищи.

Функция `*WindowProc*` обрабатывает различные сообщения *Windows*. Она создает компоненты *GUI*, запускает потоки философов и обрабатывает нажатия кнопок.

Основная точка входа (`*WinMain*`) инициализирует программу, создает главное окно и входит в цикл обработки сообщений *Windows*.

Таким образом, программа демонстрирует базовое решение проблемы обедающих философов с графическим интерфейсом, используя *Windows API*. *GUI* позволяет визуализировать действия философов и просматривать статистику их приемов пищи. Эта программа представляет собой простой пример распределенной обработки данных, где процесс-диспетчер выдает задание процессу-рабочему, а тот возвращает результат обратно. В реальных приложениях это может использоваться, например, для распределенных вычислений, обработки данных в разных частях системы, или для организации взаимодействия между компонентами программы, работающими в разных процессах (Рисунок 2).

![](data:image/png;base64,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)

Рисунок 2– Отображение окна со статистикой

Наше приложение демонстрирует то, как можно отобразить модель ‘обедающие философы’.

# ЗАКЛЮЧЕНИЕ

В ходе выполнения настоящей лабораторной работы были исследованы и применены методы взаимодействия между процессами с использованием технологии именованных объектов в среде Windows, а также библиотеки WinAPI, реализованные на языке программирования C++. Этот процесс включал в себя моделирование взаимодействия конкурирующих параллельных процессов, сфокусированных на решении задачи обедающих философов.

Проект охватывает два основных типа процессов: процесс-диспетчер и рабочий процесс. Процесс-диспетчер отвечает за управление объектами IPC (в данном случае, оконным приложением), выдачу задач рабочим процессам и сбор результатов. Рабочий процесс, в свою очередь, принимает задание, выполняет его и возвращает результат.

В качестве средства взаимодействия были использованы именованные каналы для обеспечения двустороннего обмена данными между процессами. Особое внимание было уделено обработке ошибок, и для подробного контроля и обеспечения безопасности использовались диалоговые окна с сообщениями об ошибках и информацией о ходе выполнения программы.

Эта лабораторная работа предоставила практический опыт в реализации взаимодействия между процессами в операционной системе Windows. Она также позволила применить знания WinAPI для создания и управления процессами, обеспечивая эффективный обмен данными и координацию между ними. Полученные навыки являются важными в контексте разработки распределенных систем и приложений, требующих взаимодействия между отдельными компонентами.
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# ПРИЛОЖЕНИЕ А (обязательное) Листинг кода

Листинг 1 – Файл Lab6.cpp

#include <windows.h>

#include <thread>

#include <vector>

#include <mutex>

#include <sstream>

#include <iomanip>

const int num\_philosophers = 5;

std::vector<std::mutex> forks(num\_philosophers);

std::vector<std::thread> philosopher\_threads;

HWND hwndEdit; // Дескриптор текстового окна для вывода информации

int num\_meals = 0;

int max\_meals = 10; // Максимальное количество приемов пищи для каждого философа

std::vector<int> meals\_eaten(num\_philosophers, 0);

void think(int philosopher\_id) {

std::wstringstream ss;

ss << L"Philosopher " << philosopher\_id << L" is thinking.\r\n";

SendMessageW(hwndEdit, EM\_SETSEL, -1, -1);

SendMessageW(hwndEdit, EM\_REPLACESEL, 0, reinterpret\_cast<LPARAM>(ss.str().c\_str()));

std::this\_thread::sleep\_for(std::chrono::milliseconds(rand() % 1000));

}

void eat(int philosopher\_id) {

std::wstringstream ss;

ss << L"Philosopher " << philosopher\_id << L" is eating.\r\n";

SendMessageW(hwndEdit, EM\_SETSEL, -1, -1);

SendMessageW(hwndEdit, EM\_REPLACESEL, 0, reinterpret\_cast<LPARAM>(ss.str().c\_str()));

// Счетчик приемов пищи

meals\_eaten[philosopher\_id]++;

num\_meals++;

std::this\_thread::sleep\_for(std::chrono::milliseconds(rand() % 1000));

}

void philosopher(int philosopher\_id) {

while (meals\_eaten[philosopher\_id] < max\_meals) {

think(philosopher\_id);

std::unique\_lock<std::mutex> left\_fork(forks[philosopher\_id]);

std::unique\_lock<std::mutex> right\_fork(forks[(philosopher\_id + 1) % num\_philosophers]);

eat(philosopher\_id);

}

}

void printStatistics() {

std::wstringstream ss;

ss << L"\r\nStatistics:\r\n";

for (int i = 0; i < num\_philosophers; ++i) {

ss << L"Philosopher " << i << L" ate " << meals\_eaten[i] << L" meals.\r\n";

}

ss << L"Total meals eaten: " << num\_meals << L"\r\n";

SendMessageW(hwndEdit, EM\_SETSEL, -1, -1);

SendMessageW(hwndEdit, EM\_REPLACESEL, 0, reinterpret\_cast<LPARAM>(ss.str().c\_str()));

}

LRESULT CALLBACK WindowProc(HWND hwnd, UINT uMsg, WPARAM wParam, LPARAM lParam) {

switch (uMsg) {

case WM\_CREATE:

hwndEdit = CreateWindowExW(

WS\_EX\_CLIENTEDGE, L"EDIT", L"",

WS\_CHILD | WS\_VISIBLE | WS\_VSCROLL | ES\_MULTILINE | ES\_AUTOVSCROLL,

10, 10, 400, 300,

hwnd, nullptr, GetModuleHandle(nullptr), nullptr);

for (int i = 0; i < num\_philosophers; ++i) {

philosopher\_threads.emplace\_back(philosopher, i);

}

// Добавление кнопки для вывода статистики

CreateWindowW(

L"BUTTON", L"Show Statistics", WS\_VISIBLE | WS\_CHILD,

10, 320, 120, 30,

hwnd, reinterpret\_cast<HMENU>(1), GetModuleHandle(nullptr), nullptr);

break;

case WM\_COMMAND:

if (LOWORD(wParam) == 1) {

// Обработка нажатия кнопки вывода статистики

printStatistics();

}

break;

case WM\_DESTROY:

for (auto& thread : philosopher\_threads) {

thread.join();

}

PostQuitMessage(0);

break;

default:

return DefWindowProc(hwnd, uMsg, wParam, lParam);

}

return 0;

}

int WINAPI WinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, LPSTR lpCmdLine, int nCmdShow) {

srand(static\_cast<unsigned>(time(nullptr)));

WNDCLASSW wc = {};

wc.lpfnWndProc = WindowProc;

wc.hInstance = hInstance;

wc.lpszClassName = L"PhilosopherClass";

RegisterClassW(&wc);

HWND hwnd = CreateWindowExW(

0,

L"PhilosopherClass",

L"Philosopher Dining",

WS\_OVERLAPPEDWINDOW,

CW\_USEDEFAULT,

CW\_USEDEFAULT,

600,

400,

nullptr,

nullptr,

hInstance,

nullptr);

ShowWindow(hwnd, nCmdShow);

MSG msg;

while (GetMessageW(&msg, nullptr, 0, 0)) {

TranslateMessage(&msg);

DispatchMessageW(&msg);

}

return 0;

}