Московский Авиационный Институт

(Национальный Исследовательский Университет)

Факультет информационных технологий и прикладной математики

Кафедра вычислительной математики и программирования

**Лабораторная работа №3 по курсу**

**«Операционные системы»**

**Тема работы**

Студент: Москвин Артём Артурович

Группа: М8О-208Б-20

Вариант: 1

Преподаватель: Миронов Евгений Сергеевич

Оценка: \_\_\_\_\_\_\_\_\_\_\_

Дата: \_\_\_\_\_\_\_\_\_\_\_

Подпись: \_\_\_\_\_\_\_\_\_\_\_

Москва, 2021

**Содержание**

1. Репозиторий
2. Постановка задачи
3. Общие сведения о программе
4. Общий метод и алгоритм решения
5. Исходный код
6. Демонстрация работы программы
7. Выводы

**Репозиторий**

<https://github.com/Pert002/os_lab>3

**Постановка задачи**

Составить программу на языке Си, обрабатывающую данные в многопоточном режиме. При обработки использовать стандартные средства создания потоков операционной системы (Windows/Unix). Ограничение потоков должно быть задано ключом запуска вашей программы. Так же необходимо уметь продемонстрировать количество потоков, используемое вашей программой с помощью стандартных средств операционной системы.

**Вариант 12**: наложить K раз фильтр, использующий матрицу свёртки, на матрицу, состоящую из вещественных чисел. Размер окна 3x3.

**Общие сведения о программе**

Программа представляет из себя один файл main.cpp.

**Общий метод и алгоритм решения**

Исходная матрица разбивается на множество матриц 3x3, которые преобразуются с помощью матрицы свёртки в вещественные числа, составляющие результирующую матрицу. Каждое такое преобразование является отдельным потоком.

**Исходный код**

#include <iostream>

#include <vector>

#include <thread>

#include <string>

using namespace std;

vector<double> res;

void bebra(double (\*buffer)[3], double(\*conv)[3], int current)

{

    for (int i = 0; i < 3; ++i)

    {

        for (int j = 0; j < 3; ++j)

        {

            res[current] += buffer[i][j] \* conv[i][j];

        }

    }

}

int main(int argc, char \*argv[])

{

    int thread\_amount;

    if (argc < 2)

    {

        cout << "Enter thread amount:\n";

        cin >> thread\_amount;

    }

    else

    {

        thread\_amount = stoi(argv[1]);

    }

    cout << "Thread amount is " << thread\_amount << endl;

    res.resize(thread\_amount);

    for (int i = 0; i < thread\_amount; ++i)

    {

        res[i] = 0.0;

    }

    vector<thread> th(thread\_amount);

    int current = 0;

    int k;

    cout << "Enter k:\n";

    cin >> k;

    int lines, columns;

    cout << "Enter amount of lines and columns:\n";

    do

    {

        cin >> lines >> columns;

        if ((lines - 2 \* k <= 0)||(columns - 2 \* k <= 0))

        {

            cout << "Error, try again:\n";

        }

    } while ((lines - 2 \* k <= 0)||(columns - 2 \* k <= 0));

    vector<vector<double>> orig(lines, vector<double> (columns, 0.0));

    cout << "Enter original matrix:\n";

    for (int i = 0; i < lines; ++i)

    {

        for (int j = 0; j < columns; ++j)

        {

            cin >> orig[i][j];

        }

    }

    cout << "Enter conv. 3x3 matrix:\n";

    double conv[3][3];

    for (int i = 0; i < 3; ++i)

    {

        for (int j = 0; j < 3; ++j)

        {

            cin >> conv[i][j];

        }

    }

    vector<vector <double>> result(lines, vector<double> (columns, 0.0));

    for (int t = 1; t <= k; ++t)

    {

        for (int I = 0; I < lines - 2 \* t; ++I)

        {

            for (int J = 0; J < columns - 2 \* t; ++J)

            {

                double buffer[3][3];

                for (int i = 0; i < 3; ++i)

                {

                    for (int j = 0; j < 3; ++j)

                    {

                        buffer[i][j] = orig[i + I][j + J];

                    }

                }

                th[current] = thread(bebra, buffer, conv, current);

                result[I][J] = res[current];

                ++current;

                if (current == thread\_amount)

                {

                    current = 0;

                    for (int i = 0; i < thread\_amount; ++i)

                    {

                        th[i].join();

                        res[i] = 0.0;

                    }

                }

            }

            for (int i = 0; i < current; ++i)

            {

                th[i].join();

                res[i] = 0.0;

            }

            current = 0;

        }

        for (int i = 0; i < lines - 2 \* t; ++i)

        {

            for (int j = 0; j < columns - 2 \* t; ++j)

            {

                orig[i][j] = result[i][j];

            }

        }

    }

    cout << "\nResult:\n";

    for (int i = 0; i < lines - 2 \* k; ++i)

    {

        for (int j = 0; j < columns - 2 \* k; ++j)

        {

            cout << orig[i][j] << " ";

        }

        cout << endl;

    }

    return 0;

}

**Демонстрация работы программы**

Ввод в консоль:

![](data:image/png;base64,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)

Содержимое файла res.txt:

execve("./a.out", ["./a.out"], 0x7fffc7d8ca90 /\* 16 vars \*/) = 0

brk(NULL) = 0x7fffcffa0000

access("/etc/ld.so.nohwcap", F\_OK) = -1 ENOENT (No such file or directory)

access("/etc/ld.so.preload", R\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/etc/ld.so.cache", O\_RDONLY|O\_CLOEXEC) = 3

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=31208, ...}) = 0

mmap(NULL, 31208, PROT\_READ, MAP\_PRIVATE, 3, 0) = 0x7f72e7594000

close(3) = 0

access("/etc/ld.so.nohwcap", F\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/usr/lib/x86\_64-linux-gnu/libstdc++.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\220\304\10\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=1594864, ...}) = 0

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7f72e7590000

mmap(NULL, 3702848, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f72e6e70000

mprotect(0x7f72e6fe9000, 2097152, PROT\_NONE) = 0

mmap(0x7f72e71e9000, 49152, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x179000) = 0x7f72e71e9000

mmap(0x7f72e71f5000, 12352, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7f72e71f5000

close(3) = 0

access("/etc/ld.so.nohwcap", F\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libgcc\_s.so.1", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\0\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\300\*\0\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=96616, ...}) = 0

mmap(NULL, 2192432, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f72e6c50000

mprotect(0x7f72e6c67000, 2093056, PROT\_NONE) = 0

mmap(0x7f72e6e66000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x16000) = 0x7f72e6e66000

close(3) = 0

access("/etc/ld.so.nohwcap", F\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libpthread.so.0", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\0\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0000b\0\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0755, st\_size=144976, ...}) = 0

mmap(NULL, 2221184, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f72e6a30000

mprotect(0x7f72e6a4a000, 2093056, PROT\_NONE) = 0

mmap(0x7f72e6c49000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x19000) = 0x7f72e6c49000

mmap(0x7f72e6c4b000, 13440, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7f72e6c4b000

close(3) = 0

access("/etc/ld.so.nohwcap", F\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libc.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\240\35\2\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0755, st\_size=2030928, ...}) = 0

mmap(NULL, 4131552, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f72e6630000

mprotect(0x7f72e6817000, 2097152, PROT\_NONE) = 0

mmap(0x7f72e6a17000, 24576, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x1e7000) = 0x7f72e6a17000

mmap(0x7f72e6a1d000, 15072, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_ANONYMOUS, -1, 0) = 0x7f72e6a1d000

close(3) = 0

access("/etc/ld.so.nohwcap", F\_OK) = -1 ENOENT (No such file or directory)

openat(AT\_FDCWD, "/lib/x86\_64-linux-gnu/libm.so.6", O\_RDONLY|O\_CLOEXEC) = 3

read(3, "\177ELF\2\1\1\3\0\0\0\0\0\0\0\0\3\0>\0\1\0\0\0\200\272\0\0\0\0\0\0"..., 832) = 832

fstat(3, {st\_mode=S\_IFREG|0644, st\_size=1700792, ...}) = 0

mmap(NULL, 3789144, PROT\_READ|PROT\_EXEC, MAP\_PRIVATE|MAP\_DENYWRITE, 3, 0) = 0x7f72e6290000

mprotect(0x7f72e642d000, 2093056, PROT\_NONE) = 0

mmap(0x7f72e662c000, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_FIXED|MAP\_DENYWRITE, 3, 0x19c000) = 0x7f72e662c000

close(3) = 0

mmap(NULL, 8192, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7f72e7580000

mmap(NULL, 12288, PROT\_READ|PROT\_WRITE, MAP\_PRIVATE|MAP\_ANONYMOUS, -1, 0) = 0x7f72e7570000

arch\_prctl(ARCH\_SET\_FS, 0x7f72e7570740) = 0

mprotect(0x7f72e6a17000, 16384, PROT\_READ) = 0

mprotect(0x7f72e662c000, 4096, PROT\_READ) = 0

mprotect(0x7f72e6c49000, 4096, PROT\_READ) = 0

mprotect(0x7f72e6e66000, 4096, PROT\_READ) = 0

mprotect(0x7f72e71e9000, 40960, PROT\_READ) = 0

mprotect(0x7f72e7808000, 4096, PROT\_READ) = 0

mprotect(0x7f72e7429000, 4096, PROT\_READ) = 0

munmap(0x7f72e7594000, 31208) = 0

set\_tid\_address(0x7f72e7570a10) = 37

set\_robust\_list(0x7f72e7570a20, 24) = 0

rt\_sigaction(SIGRTMIN, {sa\_handler=0x7f72e6a35cb0, sa\_mask=[], sa\_flags=SA\_RESTORER|SA\_SIGINFO, sa\_restorer=0x7f72e6a42980}, NULL, 8) = 0

rt\_sigaction(SIGRT\_1, {sa\_handler=0x7f72e6a35d50, sa\_mask=[], sa\_flags=SA\_RESTORER|SA\_RESTART|SA\_SIGINFO, sa\_restorer=0x7f72e6a42980}, NULL, 8) = 0

rt\_sigprocmask(SIG\_UNBLOCK, [RTMIN RT\_1], NULL, 8) = 0

prlimit64(0, RLIMIT\_STACK, NULL, {rlim\_cur=8192\*1024, rlim\_max=8192\*1024}) = 0

brk(NULL) = 0x7fffcffa0000

brk(0x7fffcffc1000) = 0x7fffcffc1000

futex(0x7f72e71f609c, FUTEX\_WAKE\_PRIVATE, 2147483647) = 0

futex(0x7f72e71f60a8, FUTEX\_WAKE\_PRIVATE, 2147483647) = 0

fstat(1, {st\_mode=S\_IFCHR|0660, st\_rdev=makedev(4, 1), ...}) = 0

ioctl(1, TCGETS, {B38400 opost isig icanon echo ...}) = 0

write(1, "Enter thread amount:\n", 21) = 21

fstat(0, {st\_mode=S\_IFREG|0777, st\_size=47, ...}) = 0

read(0, "3\r\n1\r\n3 3\r\n1 2 3 4 5 6 7 8 9\r\n0 "..., 4096) = 47

write(1, "Thread amount is 3\n", 19) = 19

write(1, "Enter k:\n", 9) = 9

write(1, "Enter amount of lines and column"..., 35) = 35

write(1, "Enter original matrix:\n", 23) = 23

write(1, "Enter conv. 3x3 matrix:\n", 24) = 24

read(0, "", 4096) = 0

mmap(NULL, 8392704, PROT\_NONE, MAP\_PRIVATE|MAP\_ANONYMOUS|MAP\_STACK, -1, 0) = 0x7f72e5a80000

mprotect(0x7f72e5a81000, 8388608, PROT\_READ|PROT\_WRITE) = 0

clone(child\_stack=0x7f72e627ffb0, flags=CLONE\_VM|CLONE\_FS|CLONE\_FILES|CLONE\_SIGHAND|CLONE\_THREAD|CLONE\_SYSVSEM|CLONE\_SETTLS|CLONE\_PARENT\_SETTID|CLONE\_CHILD\_CLEARTID, parent\_tidptr=0x7f72e62809d0, tls=0x7f72e6280700, child\_tidptr=0x7f72e62809d0) = 38

futex(0x7f72e62809d0, FUTEX\_WAIT, 38, NULL) = 0

write(1, "\nResult:\n", 9) = 9

write(1, "5 \n", 3) = 3

exit\_group(0) = ?

+++ exited with 0 +++

Содержимое файла test.txt:

3

1

3 3

1 2 3 4 5 6 7 8 9

0 0 0 0 1 0 0 0 0

**Выводы**

Проделав лабораторную работу, я приобрёл практические навыки в управлении потоками в ОС и обеспечил синхронизацию между ними.