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**Цель работы:** знакомство со стандартом OpenMP.

**Инструментарий и требования к работе:**рекомендуется использовать C, C++. Возможно использовать Python и Java. Стандарт OpenMP 2.0.

**Теоретическая часть**

OpenMP (Open Multi-Processing) — открытый стандарт для распараллеливания программ на языках C, C++ и Fortran. Даёт описание совокупности директив компилятора, библиотечных процедур и переменных окружения, которые предназначены для программирования многопоточных приложений на многопроцессорных системах с общей памятью.

Библиотека OpenMP часто используется в математических вычислениях, т.к. позволяет очень быстро и без особого труда распараллелить вашу программу.

Существует множество разновидностей параллельных вычислительных систем — многоядерные/многопроцессорные компьютеры, кластеры, системы на видеокартах, программируемые интегральные схемы и т.д. Библиотека OpenMP подходит только для программирования систем с общей памятью, при этом используется параллелизм потоков. Потоки создаются в рамках единственного процесса и имеют свою собственную память. Кроме того, все потоки имеют доступ к памяти процесса.

OpenMP реализует параллельные вычисления с помощью многопоточности, в которой ведущий (master) поток создаёт набор ведомых потоков, и задача распределяется между ними.

Задачи, выполняемые потоками параллельно, так же, как и данные, требуемые для выполнения этих задач, описываются с помощью специальных директив препроцессора соответствующего языка.

Директивы можно разделить на 3 категории: определение параллельной секции, разделение работы, синхронизация. Каждая директива может иметь несколько дополнительных атрибутов - клауз. Отдельно специфицируются клаузы для назначения классов переменных, которые могут быть атрибутами различных директив.

Для С/С++ директивы имеют следующий вид:

#pragma omp конструкция [условие [условие]...]

Параллельные регионы (секции) являются основным понятием в OpenMP. Именно там, где задан этот регион программа исполняется параллельно. Как только компилятор встречает #pragma omp parallel, он вставляет инструкции для создания параллельных потоков. Количество порождаемых потоков для параллельных областей контролируется через переменную окружения OMP\_NUM\_THREADS, а также может задаваться через вызов функции внутри программы. Каждый порожденный поток исполняет блок код в структурном блоке. По умолчанию синхронизация между потоками отсутствует и поэтому последовательность выполнения конкретного оператора различными потоками не определена. После выполнения параллельного участка кода все потоки, кроме основного завершаются, и только основной поток продолжает исполняться, но уже один.

Каждый поток имеет свой уникальный номер, который изменяется от 0 (для основного потока) до количества потоков – 1. С помощью функций OMP\_GET\_THREAD\_NUM и OMP\_GET\_NUM\_THREADS поток может узнать свой номер и общее число нитей, а затем выполнять свою часть работы в зависимости от своего номера.

Самый популярный способ распределения задач в OpenMP — параллельный цикл, при этом между итерациями цикла не должно быть зависимостей. Такой цикл называется векторизуемым (его итерации можно поделить между потоками и выполнить независимо друг от друга). Параллельный цикл позволяет задать условие schedule.

Данное условие контролирует то, как работа будет распределяться между потоками.

schedule(тип [, размер блока])

Размер блока задает размер каждого пакета на обработку потоком (количество итераций). Тип расписания может принимать следующие значение:

* static – итерации равномерно распределяются по потокам. Если при этом задан еще и размер блока, то все итерации блоками заданного размера циклически распределяются между потоками.

Статическое распределение работы эффективно, когда время выполнения итераций равно, или приблизительно равно.

* dynamic – работа распределяется пакетами заданного размера (по умолчанию размер равен 1) между потоками. Как только какой-либо из потоков заканчивает обработку своей порции данных, он захватывает следующую.

При этом подходе несколько большие накладные расходы, но можно добиться лучшей балансировки загрузки между потоками.

* guided – данный тип распределения работы аналогичен предыдущему, за тем исключением, что размер блока изменяется динамически в зависимости от того, сколько необработанных итераций осталось. Размер блока постепенно уменьшается вплоть до указанного значения.

При таком подходе можно достичь хорошей балансировки при меньших накладных расходах.

* runtime – тип распределения определяется в момент выполнения программы.

## Классы переменных

В OpenMP переменные в параллельных областях программы разделяются на два основных класса shared и private.

Условие shared указывает на то, что все перечисленные переменные будут разделяться между потоками. Все потоки будут иметь доступ к одной и той же области памяти.

Условие private указывает на то, что каждый поток должен иметь свою копию переменной на всем протяжении своего исполнения.

Отдельные правила определяют поведение переменных при входе и выходе из параллельной области или параллельного цикла: reduction, firstprivate, lastprivate, copyin.

Все переменные, созданные до директивы parallel являются общими (shared) для всех потоков. Переменные, созданные внутри потока, являются локальными (private) и доступны только текущему потоку. При изменении общей переменной одновременно несколькими потоками возникает состояние гонок (мы не можем гарантировать какой-либо конкретный порядок записи и, следовательно, результат).

**Алгоритм**

Я решал hard версию - автоматическая контрастность изображения. Задача состоит в том, что что дано изображение, которое может иметь плохую контрастность: используется не весь диапазон значений, а только его часть. И нужно изменить значения пикселей таким образом, чтобы получить максимальную контрастность: растянуть диапазон значений до [0; 255], но при этом не изменить оттенки (то есть в цветных изображениях нужно одинаково изменять каналы R, G и B).

Так же нам дан коэффициент. И при вычислении растяжения нужно игнорировать некоторую долю (по количеству) самых тёмных и самых светлых точек (для RGB в каждом канале отдельно). Это позволяет игнорировать шум, который незаметен глазу, но мешает автоматической настройке контрастности. Растяжение диапазона следует выполнять с насыщением, чтобы проигнорированные пиксели не вышли за границы [0; 255].

1. Считаем изображение, то есть width, height, type и набор пикселей. Кол-во пикселей будет равно width \* height и умножить на 3, если изображение RGB, то есть type == “P6”.
2. Отсортируем пиксели по каждому каналу отдельно. Я использовал для этого сортировку подсчетом, которую распараллелил с помощью параллельных секций и параллельного цикла.
3. Проигнорируем в зависимости от коэффициента, какое-то кол-во самых темных и светлых, и найдем среди оставшихся минимум (mn) и максимум (mx).
4. Теперь у нас есть диапазон [mn, mx], а мы хотим получить [0, 255]. Тогда значение пикселя будет изменятся по следующей формуле
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Формула следует из геометрических соображений подобия.

Для лучшего понимания см. рисунок 1.

![](data:image/png;base64,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)

Рисунок № 1 – Растяжение диапазона

1. Учтем, что растяжение диапазона следует выполнять с насыщением, чтобы проигнорированные пиксели не вышли за границы [0; 255]. И поменяем значения пикселей в исходном наборе, согласно формуле, приведенной выше. Этот изменение пикселей я сделал с использованием параллельного цикла, так как между итерациями цикла нет никаких зависимостей.

**Практическая часть**

Я реализовал алгоритм, приведенный в теории на языке С++.

1. Я считал данные проверил, что из нужного кол-ва и что они корректны в рамках данной задачи.
2. Проверил, что изображение состоит из одного цвета. Так как в таком случае оно не обрабатывается (не меняется) – функция check().
3. По умолчанию кол-во потоков 4. И если это нужно, то меняется.
4. Первая часть алгоритма сортировка подсчетом. Я разбил массив пикселей image на части, кол-во частей равно кол-ву потоков. И каждый поток обработал свою часть массива, для этого я создал параллельную. секцию. И сложил данные в вектор cur. Это нужно для того чтобы не случилось состояние гонки (англ. race condition).
5. Затем сложил все данные из cur в наш массив sort, в котором уже будут лежать данные в отсортированном виде. Это сделал с помощью параллельного цикла. (cnt[i][j] – кол-во пикселей значение которых i в j канале).
6. Затем подсчитал, какое кол-во самых светлых и темных пикселей нужно проигнорировать по каждому каналу. И среди оставшихся нашел минимальное и максимальное значение. Теперь [mn, mx] это наш диапазон, который нам нужно расширить.
7. С помощью параллельного цикла изменяем значение пикселей в массиве image, по формуле из теории. И не забываем о насыщении.

В алгоритме присутствует #ifdef \_OPENM, это нужно чтобы, когда я компилировал без –fopenmp, то алгоритм тоже корректно работал.

Сравним результаты работы программы, с разными параметрами. Все тесты проводились на картинке, которая будет лежать в архиве вместе с исходным кодом.

1. с разными параметрами schedule и разным числом потоков (см график № 1, 2, 3).

График № 1 - Static 100 vs Dynamic 100

График № 2 - Static 1 vs Dynamic 1

График № 3 - Static 512 vs Dynamic 512

1. С выключенным openmp и с включенным с 1 потоком (см. график № 4).

График № 4 - OpenMP vs without OpenMP

**Листинг**

Компилятор Microsoft Visual C++ 2017. Нужно указывать опцию сборки

-fopenmp или включить флаг в Visual Studio.

hw5.cpp

#include <chrono>

#include <iostream>

#include <fstream>

#include <omp.h>

#include <string>

#include <vector>

#include <cassert>

using namespace std;

int width = -1, height = -1, max\_val = -1;

string type = "";

vector<unsigned char> image;

int cntСhannels() {

int countСhannels = 1;

if (type == "P6") {

countСhannels = 3;

}

return countСhannels;

}

int getSzImage() {

return width \* height \* cntСhannels();

}

void read(string input\_file) {

ifstream reader(input\_file, ios::binary);

if (!reader.is\_open()) {

cerr << "Cannot open input\_file";

exit(1);

}

getline(reader, type);

if (type != "P5" && type != "P6") {

cerr << "Incorrect type " << type << endl;

exit(1);

}

reader >> width >> height >> max\_val;

string skip;

getline(reader, skip);

image = vector<unsigned char>(getSzImage());

for (int i = 0; i < getSzImage(); i++) {

reader.read((char\*)&image[i], sizeof(unsigned char));

}

reader.close();

}

void write(string output\_file) {

ofstream writer(output\_file, ios::binary);

if (!writer.is\_open()) {

cerr << "Cannot open output\_file";

exit(1);

}

writer << type << endl;

writer << width << " " << height << endl;

writer << 255 << endl;

for (int i = 0; i < getSzImage(); i++) {

writer << (char)(image[i]);

}

writer.close();

}

bool check() {

bool ans = true;

for (int i = 0; i < getSzImage(); i++) {

if (i - cntСhannels() >= 0 && image[i] != image[i - cntСhannels()]) {

ans = false;

break;

}

}

return ans;

}

int sort[256][3];

int main(int argc, char\* argv[]) {

// считывание входных данных

if (argc < 5) {

cerr << "Incorrect input";

return 0;

}

string argv1 = argv[1];

int threads = atoi(argv1.c\_str());

string input\_name = argv[2];

string output\_name = argv[3];

string argv4 = argv[4];

double coefficient = atof(argv4.c\_str());

if (!(0 <= coefficient && coefficient <= 0.5)) {

cerr << "Incorrect coefficient";

return 0;

}

int cntThreads = 4; // значение по умолчанию

#ifdef \_OPENMP

if (threads != 0) {

cntThreads = threads;

}

if (!(1 <= cntThreads && cntThreads <= 2048)) {

cerr << "Incorrect cntThreads";

return 0;

}

omp\_set\_num\_threads(cntThreads);

#endif

read(input\_name);

// проверка что изображение состоит из одного цвета

if (check()) {

float tim = 0.0;

#ifdef \_OPENMP

printf("Time (%i thread(s)): %g ms\n", cntThreads, tim);

#endif

write(output\_name);

return 0;

}

chrono::time\_point<chrono::high\_resolution\_clock> start = std::chrono::high\_resolution\_clock::now();

// сортировка подсчетом

#ifdef \_OPENMP

int sz = (getSzImage() + cntThreads - 1) / cntThreads;

vector<vector<vector<int>>> cur(cntThreads, vector<vector<int>>(256, vector<int>(3, 0)));

#pragma omp parallel

{

int idThread = omp\_get\_thread\_num();

for (int i = idThread \* sz; i < min((idThread + 1) \* sz, getSzImage()); i++) {

cur[idThread][image[i]][i % cntСhannels()]++;

}

}

for (int i = 0; i < cntThreads; i++) {

#pragma omp parallel for schedule(static)

for (int j = 0; j < 256; j++) {

sort[j][0] += cur[i][j][0];

sort[j][1] += cur[i][j][1];

sort[j][2] += cur[i][j][2];

}

}

#else

for (int i = 0; i < getSzImage(); i++) {

sort[image[i]][i % cntСhannels()]++;

}

#endif

// проверка data race

int sum = 0;

for (int i = 0; i < 256; i++) {

sum += sort[i][0] + sort[i][1] + sort[i][2];

}

if (sum != getSzImage()) {

cout << "Data race error";

exit(1);

}

// подсчет самых светлых и темных пикселей, которые нужно проигнорировать

// нахождение min и max значений пикселей, не считая игнорированные

int mn = 255, mx = 0;

for (int i = 0; i < cntСhannels(); i++) {

int ignoreL = 0;

int cntL = 0;

while (cntL < getSzImage() / cntСhannels() \* coefficient) {

cntL += sort[ignoreL++][i];

}

int ignoreR = 255;

int cntR = 0;

while (cntR < getSzImage() / cntСhannels() \* coefficient) {

cntR += sort[ignoreR--][i];

}

while (sort[ignoreL][i] == 0) {

ignoreL++;

}

while (sort[ignoreR][i] == 0) {

ignoreR--;

}

mn = min(mn, ignoreL);

mx = max(mx, ignoreR);

}

// изменение исходной картинки

#pragma omp parallel for schedule(static, 100)

for (int i = 0; i < getSzImage(); i++) {

int x = (image[i] - mn) \* (255.0 / (mx - mn));

x = max(x, 0);

x = min(x, 255);

image[i] = x;

}

// вывод

chrono::time\_point<chrono::high\_resolution\_clock> finish = std::chrono::high\_resolution\_clock::now();

float tim = ((float)chrono::duration\_cast<chrono::microseconds>(finish - start).count()) / 1000;

#ifdef \_OPENMP

printf("Time (%i thread(s)): %g ms\n", cntThreads, tim);

#endif

write(output\_name);

return 0;

}