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# **Лабораторная работа №1**

## **Алгоритм LU-разложения матрицы**

‑разложение матрицы представляет собой разложение матрицы A в произведение нижней и верхней треугольных матриц, т. е. , где — нижняя треугольная матрица, — верхняя треугольная матрица.

‑разложение может быть построено с использованием метода Гаусса. Рассмотрим -й шаг метода Гаусса, на котором осуществляется обнуление поддиагональных элементов -го столбца матрицы . С этой целью используется операция:

В терминах матричных операций такая операция эквивалентна умножению , где элементы матрицы определяются следующим образом

В результате прямого хода метода Гаусса получим ,

де — верхняя треугольная матрица, а — нижняя треугольная матрица, имеющая вид

В дальнейшем -разложение может быть эффективно использовано при решении систем линейных алгебраических уравнений вида . Действительно, подставляя -разложение в СЛАУ, получим , или . Т.е. процесс решения СЛАУ сводится к двум простым этапам:

1. На первом этапе решается СЛАУ . Поскольку матрица системы – нижняя треугольная, решение можно записать в явном виде:
2. На втором этапе решается СЛАУ с верхней треугольной матрицей. Здесь, как и на предыдущем этапе, решение представляется в явном виде:

Зная -разложение легко также получить определитель матрицы и обратную ей матрицу. Определитель находится как произведение элементов на главных диагоналях матриц и :

Обратную матрицу можно найти из отношения . Это уравнение также можно решить методом ‑разложения.

**Входные данные:** ![Изображение выглядит как рукописный текст, Шрифт, текст, белый

Контент, сгенерированный ИИ, может содержать ошибки.](data:image/png;base64,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)

**Метод для LU-разложения:**

def lu\_decomposition*(*A*)*:  
 n = len*(*A*)* LU = copy*(*A*)* for k in range*(*n*)*:  
 for i in range*(*k + 1, n*)*:  
 LU*[*i*][*k*]* /= LU*[*k*][*k*]* for j in range*(*k + 1, n*)*:  
 LU*[*i*][*j*]* -= LU*[*i*][*k*]* \* LU*[*k*][*j*]* return LU

**Функция для решения СЛАУ с помощью LU-разложения:**

def solve\_system*(*A, b*)*:  
 n = len*(*A*)* LU = lu\_decomposition*(*A*)* L = *[[*0*]* \* n for \_ in range*(*n*)]* U = *[[*0*]* \* n for \_ in range*(*n*)]* for i in range*(*n*)*:  
 for j in range*(*i + 1*)*:  
 L*[*i*][*j*]* = LU*[*i*][*j*]* for j in range*(*i, n*)*:  
 U*[*i*][*j*]* = LU*[*i*][*j*]* # 1. Ly = b  
 y = forward\_substitution*(*L, b*)* # 2.Ux = y  
 x = backward\_substitution*(*U, y*)* return x

**Результат:**

Решение системы:

[-1.999999999999999, -3.0000000000000053, -6.000000000000004, -6.999999999999996]

Определитель:

-344.99999999999994

Обратная матрица:

-0.07246376811594203 0.07246376811594198 -0.2028985507246377 0.14492753623188406

0.005797101449275383 -0.6057971014492752 -0.2637681159420288 -0.2115942028985507

-0.020289855072463753 -0.3797101449275363 -0.5768115942028987 0.24057971014492757

-0.06666666666666668 0.4666666666666666 0.5333333333333333 -0.0666666666666667

Проверка A\*A^-1:

1.0 0.0 0.0 -0.0

0.0 1.0 0.0 -0.0

0.0 -0.0 1.0 0.0

0.0 -0.0 -0.0 1.0

## Метод прогонки

Метод прогонки является частным случаем метода Гаусса. Он применяется для решения СЛАУ с трехдиагональными матрицами. Рассмотрим СЛАУ:

При этом будем полагать, что и . Решение системы можно искать в виде:

Здесь и – прогоночные коэффициенты, определяемые по формулам:

После того как будут найдены прогоночные коэффициенты (прямой ход), можно вычислить значения неизвестных путем обратной подстановки (обратный ход):

Достаточным условием корректности метода прогонки и устойчивости его к погрешностям вычислений является условие преобладания диагональных коэффициентов:

**Входные данные:** ![Изображение выглядит как текст, Шрифт, рукописный текст, белый

Контент, сгенерированный ИИ, может содержать ошибки.](data:image/png;base64,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)

**Достаточное условие:**

def checking*(*arr*)*:  
 n = len*(*arr*)* for i in range*(*1, n-1*)*:  
 if arr*[*i*][*0*]* == 0 or arr*[*i*][*2*]* == 0:  
 return False  
  
 flag = 0  
 for i in range*(*n*)*:  
 if i == 0:  
 if abs*(*arr*[*i*][*0*])* == abs*(*arr*[*i*][*1*])*:  
 flag = 1  
 if abs*(*arr*[*i*][*0*])* < abs*(*arr*[*i*][*1*])*:  
 return False  
 elif i == n - 1:  
 if abs*(*arr*[*i*][*1*])* == abs*(*arr*[*i*][*0*])*:  
 flag = 1  
 if abs*(*arr*[*i*][*1*])* < abs*(*arr*[*i*][*0*])*:  
 return False  
 else:  
 if abs*(*arr*[*i*][*1*])* == *(*abs*(*arr*[*i*][*0*])* + abs*(*arr*[*i*][*2*]))*:  
 flag = 1  
 if abs*(*arr*[*i*][*1*])* < *(*abs*(*arr*[*i*][*0*])* + abs*(*arr*[*i*][*2*]))*:  
 return False  
  
 if*(*flag*)*:  
 return True  
 else:  
 return False

**Метод решения СЛАУ с трёхдиагональной матрицей:**

def method\_progonki*(*arr*)*:  
 if checking*(*arr*)*:  
 print*(*"Проверка: Достаточное условие выполнено"*)* else:  
 print*(*"Проверка: Достаточное условие НЕ выполнено"*)* n = len*(*arr*)* p = *[*0*]* \* n  
 q = *[*0*]* \* n  
  
 p*[*0*]* = *((*-1*)* \* arr*[*0*][*1*])* / arr*[*0*][*0*]* q*[*0*]* = arr*[*0*][*2*]* / arr*[*0*][*0*]* # прямой ход  
 for i in range*(*1, n*)*:  
 if i != n - 1:  
 p*[*i*]* = *((*-1*)* \* arr*[*i*][*2*])* / *(*arr*[*i*][*1*]* + arr*[*i*][*0*]* \* p*[*i - 1*])* q*[*i*]* = *(*arr*[*i*][*3*]*-arr*[*i*][*0*]*\*q*[*i - 1*])*/*(*arr*[*i*][*1*]* + arr*[*i*][*0*]* \* p*[*i - 1*])* else:  
 p*[*i*]* = 0  
 q*[*i*]* = *(*arr*[*i*][*2*]*-arr*[*i*][*0*]* \* q*[*i - 1*])* / *(*arr*[*i*][*1*]* + arr*[*i*][*0*]* \* p*[*i - 1*])* # обратный ход  
 x = *[*0*]* \* n  
 x*[*n - 1*]* = q*[*n - 1*]* for i in range*(*n - 2, -1, -1*)*:  
 x*[*i*]* = p*[*i*]* \* x*[*i + 1*]* + q*[*i*]* return x

**Результат:**

Решение методом прогонки:

Проверка: Достаточное условие выполнено

[7.0, 3.0, -6.999999999999999, 5.000000000000001, -9.0]

## Итерационные методы решения СЛАУ

Рассмотрим СЛАУ

с невырожденной матрицей.

Приведем СЛАУ к эквивалентному виду

или в векторно-матричной форме .

Такое приведение может быть выполнено различными способами. Одним из наиболее распространенных является следующий. Разрешим систему относительно неизвестных при ненулевых диагональных элементах (если какой-либо коэффициент на главной диагонали равен нулю, достаточно соответствующее уравнение поменять местами с любым другим уравнением). Получим следующие выражения для компонентов вектора и матрицы эквивалентной системы:

В качестве нулевого приближения вектора неизвестных примем вектор правых частей . Тогда **метод простых итераций** примет вид:

Достаточным условием сходимости является диагональное преобладание матрицы по строкам или по столбцам:

Критерием окончания итерационного процесса может служить неравенство .

Метод простых итераций довольно медленно сходится. Для его ускорения существует **метод Зейделя**, заключающийся в том, что при вычислении компонента вектора неизвестных на (k+1)-й итерации используются , уже вычисленные на (k+1)-й итерации. Тогда метод Зейделя для известного вектора на k-ой итерации имеет вид:

**Входные данные:** ![Изображение выглядит как Шрифт, текст, рукописный текст, белый

Контент, сгенерированный ИИ, может содержать ошибки.](data:image/png;base64,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)

**Метод простых итераций**

def simple\_iterations\_solve*(*a, b, eps*)*:  
 if *(*diag\_condition\_1*(*a*)* or diag\_condition\_2*(*a*))*:  
 print*(*"Достаточное условие выполнено"*)* else:  
 print*(*"Достаточное условие НЕ выполнено"*)* eps\_k = 1  
 x = *[*b*[*i*]* / a*[*i*][*i*]* for i in range*(*len*(*a*))]* iter\_count = 0  
 print*(*f"Eps = *{*eps*}*"*)* while *(*eps < eps\_k and iter\_count < 100*)*:  
 x\_k = *[*0.0*]* \* n  
 for i in range*(*n*)*:  
 s = 0.0  
 for j in range*(*n*)*:  
 if j != i:  
 s += *(*-a*[*i*][*j*]* / a*[*i*][*i*])* \* x*[*j*]* x\_k*[*i*]* = *(*b*[*i*]* / a*[*i*][*i*])* + s  
  
 eps\_k = max*(*abs*(*x\_k*[*i*]* - x*[*i*])* for i in range*(*n*))* x = *[*i for i in x\_k*]* iter\_count += 1  
 print*(*f"iter = *{*iter\_count*}*, eps\_k = *{*eps\_k*}*, x = *{*x*}*"*)* return x, iter\_count

**Метод Зейделя**

def zeidel\_solve*(*a, b, eps*)*:  
 n = len*(*a*)* if *(*diag\_condition\_1*(*a*)* or diag\_condition\_2*(*a*))*:  
 print*(*"Достаточное условие выполнено"*)* else:  
 print*(*"Достаточное условие НЕ выполнено"*)* eps\_k = 1  
 x = *[*b*[*i*]* / a*[*i*][*i*]* for i in range*(*len*(*a*))]* iter\_count = 0  
 print*(*f"Eps = *{*eps*}*"*)* while *(*eps < eps\_k and iter\_count < 100*)*:  
  
 x\_k = *[*i for i in x*]* for i in range*(*n*)*:  
 s = 0.0  
 # Обновлённые значения для j < i  
 for j in range*(*i*)*:  
 s += a*[*i*][*j*]* \* x*[*j*]* # Старые значения для j > i  
 for j in range*(*i + 1, n*)*:  
 s += a*[*i*][*j*]* \* x\_k*[*j*]* x*[*i*]* = *(*b*[*i*]* - s*)* / a*[*i*][*i*]* eps\_k = max*(*abs*(*x*[*i*]* - x\_k*[*i*])* for i in range*(*n*))* iter\_count += 1  
 print*(*f"iter = *{*iter\_count*}*, eps\_k = *{*eps\_k*}*, x = *{*x*}*"*)* return x, iter\_count

**Результат:**

Метод простых итераций:

Достаточное условие выполнено

Eps = 1e-08

iter = 1, eps\_k = 1.922222222222222, x = [-6.640277777777778, 2.285185185185185, 6.634027777777778, -0.7888888888888888]

iter = 2, eps\_k = 0.6272762345679013, x = [-6.013001543209877, 2.2478395061728396, 6.917689043209876, -1.1079629629629633]

iter = 3, eps\_k = 0.20122256515774994, x = [-5.923438143004116, 2.0466169410150896, 6.969824781378601, -1.089027777777778]

iter = 4, eps\_k = 0.07950848765432106, x = [-5.976594632344536, 2.0009689357567444, 7.010218576746113, -1.0095192901234569]

iter = 5, eps\_k = 0.019833116914818483, x = [-5.996427749259355, 1.9920428137542552, 7.00036145657698, -1.000189693358482]

iter = 6, eps\_k = 0.006728266394752325, x = [-6.002228987665766, 1.9987710801490075, 7.001945449655192, -0.9966271696625895]

iter = 7, eps\_k = 0.0032892548620901962, x = [-6.00059633173691, 1.9995611558902322, 6.999372247038231, -0.9999164245246797]

iter = 8, eps\_k = 0.0007989498243201609, x = [-6.000246550938197, 2.0003197055759583, 7.000171196862551, -0.999780517410318]

iter = 9, eps\_k = 0.00038662779761855504, x = [-5.999914800161534, 1.9999953659900136, 6.999855265436489, -1.0001671452079366]

iter = 10, eps\_k = 0.00019811562292471052, x = [-5.999997616478842, 2.000040906669722, 7.000053381059414, -0.9999731684649729]

iter = 11, eps\_k = 7.567193719637544e-05, x = [-5.999983643967267, 1.9999813804719604, 6.999977709122217, -1.0000233212410667]

iter = 12, eps\_k = 3.483157150219185e-05, x = [-6.000005258968464, 2.0000046840155, 7.0000121316569865, -0.9999884896695646]

iter = 13, eps\_k = 1.7156831029652153e-05, x = [-5.999998530274388, 1.9999964992145052, 6.999994974825957, -1.0000038417583625]

iter = 14, eps\_k = 7.303180162843148e-06, x = [-6.000001218298383, 2.000001480520886, 7.00000227800612, -0.9999978316808886]

iter = 15, eps\_k = 3.3706570805591696e-06, x = [-5.999999549900241, 1.9999994180271874, 6.999998907349039, -1.0000009771623959]

iter = 16, eps\_k = 1.5725664592736166e-06, x = [-6.000000188990165, 2.000000309925271, 7.0000004799154985, -0.9999995915174296]

iter = 17, eps\_k = 6.998675630143225e-07, x = [-5.999999897699642, 1.9999998655749285, 6.999999780047935, -1.0000002005581856]

iter = 18, eps\_k = 3.2158115192970627e-07, x = [-6.000000042439626, 2.0000000593466023, 7.000000101629087, -0.9999999100830057]

iter = 19, eps\_k = 1.4735243247798735e-07, x = [-5.99999998073856, 1.9999999715807457, 6.999999954276655, -1.0000000401184943]

iter = 20, eps\_k = 6.664904894648771e-08, x = [-6.000000009223092, 2.0000000126554838, 7.000000020925704, -0.9999999812517566]

iter = 21, eps\_k = 3.04945917406485e-08, x = [-5.999999995945908, 1.9999999942579312, 6.999999990431112, -1.0000000084671603]

iter = 22, eps\_k = 1.3912081264777498e-08, x = [-6.000000001858392, 2.0000000026566465, 7.000000004343193, -0.9999999961570478]

iter = 23, eps\_k = 6.32685726031923e-09, x = [-5.999999999141772, 1.99999999880032, 6.999999998016336, -1.000000001765644]

Решение: [-5.999999999141772, 1.99999999880032, 6.999999998016336, -1.000000001765644]

Количество итераций: 23

Метод Зейделя:

Достаточное условие выполнено

Eps = 1e-08

iter = 1, eps\_k = 2.0293672839506174, x = [-6.640277777777778, 1.8597222222222223, 6.320949074074075, -0.8960339506172839]

iter = 2, eps\_k = 0.6075512259945128, x = [-6.171417181069959, 2.184935699588477, 6.928500300068587, -1.0758687985825333]

iter = 3, eps\_k = 0.22608494322511863, x = [-5.94533223784484, 2.014525967840268, 7.017380588578977, -1.004483281469627]

iter = 4, eps\_k = 0.046787043193647904, x = [-5.992119281038488, 1.994507025432974, 7.002298258262971, -0.9975838633441517]

iter = 5, eps\_k = 0.009502482942373547, x = [-6.001621763980862, 1.9994929446783276, 6.999444560387153, -0.9998312368550089]

iter = 6, eps\_k = 0.0013531723857340694, x = [-6.000268591595128, 2.000175458635677, 6.999919112334614, -1.000077304538561]

iter = 7, eps\_k = 0.0003191698427293943, x = [-5.999949421752398, 2.000018294407232, 7.000017331052234, -1.000006256686684]

iter = 8, eps\_k = 4.1311089005624524e-05, x = [-5.999990732841404, 1.9999944499770126, 7.000002806619388, -0.9999975363961501]

iter = 9, eps\_k = 1.0828746044744264e-05, x = [-6.000001561587449, 1.99999934936843, 6.999999461114528, -0.9999997720018058]

iter = 10, eps\_k = 1.2440059631302347e-06, x = [-6.0000003175814856, 2.0000001749465572, 6.9999999031722835, -1.0000000782403597]

iter = 11, eps\_k = 3.6550967230652986e-07, x = [-5.999999952071813, 2.0000000229279546, 7.000000016661791, -1.0000000081975415]

iter = 12, eps\_k = 3.709764406778504e-08, x = [-5.999999989169457, 1.999999994508875, 7.000000003321838, -0.9999999975244255]

iter = 13, eps\_k = 1.2291077489123836e-08, x = [-6.000000001460535, 1.999999999198531, 6.999999999487987, -0.999999999708513]

iter = 14, eps\_k = 1.09285647198476e-09, x = [-6.000000000367678, 2.0000000001715654, 6.9999999998866125, -1.0000000000780196]

Решение: [-6.000000000367678, 2.0000000001715654, 6.9999999998866125, -1.0000000000780196]

Количество итераций: 14

Process finished with exit code 0

## Метод вращений

Метод вращений Якоби применим только для симметрических матриц ) и решает полную проблему собственных значений и собственных векторов таких матриц. Он основан на отыскании с помощью итерационных процедур матрицы в преобразовании подобия , а поскольку для симметрических матриц матрица преобразования подобия является ортогональной (), то , где – диагональная матрица с собственными значениями на главной диагонали.

Пусть дана симметрическая матрица . Требуется для нее вычислить с точностью все собственные значения и соответствующие им собственные векторы. Алгоритм метода вращений:

Пусть известна матрица на k–й итерации, при этом для k=0: .

1. Выбирается максимальный по модулю недиагональный элемент матрицы .
2. Ставится задача найти такую ортогональную матрицу , чтобы в результате преобразования подобия произошло обнуление элемента матрицы . В качестве ортогональной матрицы выбирается матрица вращения, имеющая следующий вид:
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Угол вращения определяется из условия :

причем если , то .

1. Строится матрица

В качестве критерия окончания итерационного процесса используется условие малости суммы квадратов внедиагональных элементов:

Координатными столбцами собственных векторов матрицы в единичном базисе будут столбцы матрицы .

**Входные данные:** ![Изображение выглядит как текст, Шрифт, число, дизайн

Контент, сгенерированный ИИ, может содержать ошибки.](data:image/png;base64,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)

**Метод вращений:**

# Матрица поворота  
def get\_rotation\_matrix*(*n, phi, i, j*)*:  
 u = eye*(*n*)* u*[*i*][*i*]* = math.cos*(*phi*)* u*[*i*][*j*]* = -math.sin*(*phi*)* u*[*j*][*i*]* = math.sin*(*phi*)* u*[*j*][*j*]* = math.cos*(*phi*)* return u

# Координаты максимума  
def get\_coors\_of\_max*(*a*)*:  
 n = len*(*a*)* i\_max = 0  
 j\_max = 1  
 for i in range*(*n*)*:  
 for j in range*(*n*)*:  
 if i == j:  
 continue  
 if abs*(*a*[*i*][*j*])* > abs*(*a*[*i\_max*][*j\_max*])*:  
 i\_max, j\_max = i, j  
 return i\_max, j\_max  
  
# Вычисление угла phi  
def calc\_phi*(*a, i, j*)*:  
 if a*[*i*][*i*]* == a*[*j*][*j*]*:  
 return math.pi / 4  
 return 0.5 \* math.atan2*((*2 \* a*[*i*][*j*])*, *(*a*[*i*][*i*]* - a*[*j*][*j*]))*

def jacobi\_rotations*(*a, eps*)*:  
 if*(*check\_symmetry*(*a*)* == False*)*:  
 raise ValueError*(*"Матрица НЕ симметрична"*)* n = len*(*a*)* a\_k = *[*row*[*:*]* for row in a*]* u = eye*(*n*)* iter\_count = 0  
 while mat\_norm*(*a\_k*)* > eps:  
 iter\_count += 1  
 i, j = get\_coors\_of\_max*(*a\_k*)* phi = calc\_phi*(*a\_k, i, j*)* u\_k = get\_rotation\_matrix*(*n, phi, i, j*)* u = multiply\_matrices*(*u, u\_k*)* tmp = multiply\_matrices*(*transpose*(*u\_k*)*, a\_k*)* a\_k = multiply\_matrices*(*tmp, u\_k*)* print*(*f"iter = *{*iter\_count*}* mat\_norm = *{*mat\_norm*(*a\_k*)}* eps = *{*eps*}*"*)* return a\_k, u, iter\_count

**Результат:**

iter = 1 mat\_norm = 2.0 eps = 1e-05

iter = 2 mat\_norm = 0.6184883437815324 eps = 1e-05

iter = 3 mat\_norm = 0.07516752558102405 eps = 1e-05

iter = 4 mat\_norm = 0.020992777932637183 eps = 1e-05

iter = 5 mat\_norm = 0.00011095096546072031 eps = 1e-05

iter = 6 mat\_norm = 1.4606880838000418e-07 eps = 1e-05

Собственные значения:

l\_1 = -7.5340246082437785

l\_2 = 6.122561006368408

l\_3 = 8.411463601875372

Собственные векторы:

x\_1 = [-0.1217428059111089, 0.3017635107695101, -0.9455778512512599]

x\_2 = [0.27660965262858606, 0.9252374689125051, 0.25965886503848534]

x\_3 = [0.9532396284678806, -0.22994436215841663, -0.19611170548943752]

Количество итераций: 6

Проверка (Ax = lx):

[0.9172132552136486, -2.2734938511574896, 7.124006762407818] = [0.9172132956109407, -2.2734937160075255, 7.124006800337267]

[1.6935594909517178, 5.664822804716467, 1.5897773801619366] = [1.6935594731688917, 5.6648228487947065, 1.5897772420425076]

[8.01814043872192, -1.9341686327498333, -1.6495864726328024] = [8.01814043872278, -1.93416863275197, -1.6495864726261062]

Process finished with exit code 0

## QR-алгоритм нахождения собственных значений матриц

В основе -алгоритма лежит представление матрицы в виде , где Q – ортогональная матрица (), а – верхняя треугольная. Такое разложение существует для любой квадратной матрицы. Одним из возможных подходов к построению -разложения является использование преобразования Хаусхолдера, позволяющего обратить в нуль группу поддиагональных элементов столбца матрицы.

Преобразование Хаусхолдера осуществляется с использованием матрицы Хаусхолдера, имеющей следующий вид:

Рассмотрим случай, когда необходимо обратить в нуль все элементы какого-либо вектора кроме первого, т.е. построить матрицу Хаусхолдера такую, что

Тогда вектор определится следующим образом:

Применяя описанную процедуру с целью обнуления поддиагональных элементов каждого из столбцов исходной матрицы, можно за фиксированное число шагов получить ее QR – разложение.

Процедура -разложения многократно используется в -алгоритме вычисления собственных значений. Строится следующий итерационный процесс:

– производится -разложение,

– производится перемножение матриц,

…………………..

– разложение

– перемножение

Таким образом, каждая итерация реализуется в два этапа. На первом этапе осуществляется разложение матрицы в произведение ортогональной и верхней треугольной матриц, а на втором – полученные матрицы перемножаются в обратном порядке.

При отсутствии у матрицы кратных собственных значений последовательность сходится к верхней треугольной матрице (в случае, когда все собственные значения вещественны) или к верхней квазитреугольной матрице (если имеются комплексносопряженные пары собственных значений).

Таким образом, каждому вещественному собственному значению будет соответствовать столбец со стремящимися к нулю поддиагональными элементами и в качестве критерия сходимости итерационного процесса для таких собственных значений можно использовать следующее неравенство: . При этом соответствующее собственное значение принимается равным диагональному элементу данного столбца.

**Входные данные:** ![Изображение выглядит как часы, число, диаграмма, Шрифт

Контент, сгенерированный ИИ, может содержать ошибки.](data:image/png;base64,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)

**QR-разложение:**

def qr\_decomposition*(*A*)*:  
 n = len*(*A*)* Q = mat\_identity*(*n*)* R = mat\_copy*(*A*)* for k in range*(*n - 1*)*:  
  
 x = *[*R*[*i*][*k*]* for i in range*(*k, n*)]* e1 = *[*1.0*]* + *[*0.0*]* \* *(*n - k - 1*)* sign = 1.0 if x*[*0*]* >= 0 else -1.0  
  
 norm\_x = vector\_norm*(*x*)* v = vector\_add*(*x, vector\_mul\_scalar*(*e1, sign \* norm\_x*))* norm\_v = vector\_norm*(*v*)* v = vector\_mul\_scalar*(*v, 1.0 / norm\_v*)* H = mat\_identity*(*n*)* for i in range*(*k, n*)*:  
 for j in range*(*k, n*)*:  
 H*[*i*][*j*]* -= 2.0 \* v*[*i - k*]* \* v*[*j - k*]* Q = mat\_mul*(*Q, H*)* R = mat\_mul*(*H, R*)* return Q, R

**QR-алгоритм:**

def qr\_algorithm*(*A, max\_iterations=100,eps = -1e9*)*:  
 Ak = mat\_copy*(*A*)* n = len*(*Ak*)* for k in range*(*max\_iterations*)*:  
 Q, R = qr\_decomposition*(*Ak*)* Ak = mat\_mul*(*R, Q*)* for i in R:  
 print*(*\*i*)* print*(*""*)* for i in range*(*n*)*:  
 sm = 0  
 for j in range*(*i,n*)*:  
 sm += A*[*i*][*j*]*\*\*2  
  
 if*(*math.sqrt*(*sm*)* < eps*)*:  
 break  
  
 for i in Ak:  
 print*(*\*i*)* return *[*Ak*[*i*][*i*]* for i in range*(*n*)]*

**Результат:**

Приближённые собственные значения:

[-13.006364910252419, 7.520358216832139, 1.4860066934203386]

# Лабораторная работа №2

## Решение нелинейных уравнений

Метод простых итераций:

Пусть требуется решить трансцендентное уравнение вида . Предположим, что корень уравнения отделен и находится на отрезке . Кроме того, функция удовлетворяет некоторым дополнительным условиям:

* на концах отрезка функция имеет разные знаки;
* ;
* первая и вторая производные имеют постоянные знаки.

Для того чтобы построить итерационный процесс, согласно методу простой итерации уравнение заменяется эквивалентным уравнением: , причем – непрерывная функция. Выберем некоторое нулевое приближение , а затем организуем итерационный процесс по схеме:

Условие является достаточным условием сходимости итераций, если начальное приближение выбрано в некоторой окрестности корня.

Метод Ньютона:

Предположим, что на интервале требуется определить корень уравнения . Для того чтобы построить итерационный процесс согласно методу Ньютона, непрерывная функция на интервалах должна удовлетворять условиям, аналогичным условиям в методе итераций:

Правило построения итерационной последовательности получается путем замены нелинейной функции ее линейной моделью на основе формулы Тейлора. Выберем в окрестности решения уравнения две соседние точки, так что , и запишем разложение функции в ряд Тейлора:

Учитывая, что и оставляя только линейную часть разложения ряда, запишем соотношение метода Ньютона:

Используя условие сходимости метода простых итераций, получим достаточное условие сходимости метода Ньютона в форме

Для выбора начального приближения используется теорема, которая гласит, что в качестве начального приближения нужно выбрать тот конец интервала, где знак функции совпадает со знаком второй производной:

Для завершения итерационного процесса используется правило:

**Уравнение:**

**График вблизи корня:**

|  |
| --- |
|  |
| Рисунок 1 |

**Метод простых итераций:**

def simple\_iterations*(*phi, phi\_d, eps, start\_a, start\_b*)*:  
 if *(*f*(*start\_a*)* \* f*(*start\_b*)* >= 0*)*:  
 raise ValueError*(*"f(a) \* f(b) должен быть < 0"*)* q = -1  
 if *(*abs*(*phi\_d*(*start\_a*))* >= 1*)*:  
 if *(*abs*(*phi\_d*(*start\_b*))* >= 1*)*:  
 raise ValueError*(*"Достаточное условие не выполнено"*)* else:  
 q = phi\_d*(*start\_b*)* else:  
 q = phi\_d*(*start\_a*)* iter\_count = 0  
 coef = q / *(*1 - q*)* x\_k = start\_b  
 dx = 10e9  
 while eps < coef \* dx:  
 x\_k\_next = phi*(*x\_k*)* dx = abs*(*x\_k\_next - x\_k*)* x\_k = x\_k\_next  
 iter\_count += 1  
 return x\_k, iter\_count

**Метод Ньютона:**

def newton\_method*(*f, f\_d, f\_d2, eps, start\_a, start\_b*)*:  
 if *(*f*(*start\_a*)* \* f*(*start\_b*)* >= 0*)*:  
 raise ValueError*(*"f(a) \* f(b) должен быть < 0"*)* if *(*f\_d*(*start\_a*)* \* f\_d*(*start\_b*)* < 0*)*:  
 raise ValueError*(*"f`(x) не знакопостоянна"*)* if *(*f\_d2*(*start\_a*)* \* f\_d2*(*start\_b*)* < 0*)*:  
 raise ValueError*(*"f``(x) не знакопостоянна"*)* x0 = start\_a  
 if abs*(*f*(*start\_a*)* \* f\_d2*(*start\_a*))* > *(*f\_d*(*start\_a*))* \*\* 2:  
 if abs*(*f*(*start\_b*)* \* f\_d2*(*start\_b*)* > *(*f\_d*(*start\_b*))* \*\* 2*)*:  
 raise ValueError*(*"abs(f(a) \* f``(a)) должно быть <= f`(a)\*\*2 или abs(f(b) \* f``(b)) < (f`(b))\*\*2 должен быть <= (f`(b))\*\*2"*)* else:  
 x0 = start\_b  
 else:  
 if abs*(*f*(*start\_b*)* \* f\_d2*(*start\_b*)* <= *(*f\_d*(*start\_b*))* \*\* 2*)*:  
 if *(*abs*(*f*(*start\_a*))* <= abs*(*f*(*start\_b*)))*:  
 x0 = start\_a  
 else:  
 x0 = start\_b  
 else:  
 x0 = start\_a  
 iter\_count = 0  
 x\_k = x0  
 dx = 10e9  
 while eps < dx:  
 x\_k\_next = x\_k - f*(*x\_k*)* / f\_d*(*x\_k*)* dx = abs*(*x\_k\_next - x\_k*)* x\_k = x\_k\_next  
 iter\_count += 1  
 return x\_k, iter\_count

**Результат:**

Eps = 1e-08

Simple iterations | x=0.42821147285357447 | iter\_count=19

--------------------------------------------------------

Newton method: | x=0.42821147091451367 | iter\_count=5

## Решение систем нелинейных уравнений

**Метод простых итераций:**

Решение системы нелинейных уравнений вида

возможно, если все функции в системе непрерывны и дифференцируемы в окрестности решения.

Для использования метода итераций система уравнений записывается в эквивалентной форме:

где – итерирующие непрерывно дифференцируемые функции.

Тогда, если известно начальное приближение , то можно построить алгоритм метода простых итераций:

Предложение формулировки достаточного условия сходимости для многомерного случая выглядит следующим образом. Метод простых итераций сходится к решению системы нелинейных уравнений, если какая-либо норма матрицы Якоби , построенная по правым частям эквивалентной системы в замкнутой области , меньше единицы на каждой итерации:

Для практических расчетов чаще всего используют матричную норму, определенную в области решения , которую обязательно проверяют в начальном приближении:

В практических вычислениях в качестве условия окончания итераций обычно используется критерий

**Метод Ньютона:**

Пусть дана система нелинейных уравнений. Все функции системы непрерывны на некотором интервале и дифференцируемы вплоть до вторых производных.

Итерационный процесс нахождения решения, который носит название метода Ньютона для систем, записывается в виде решения матричного уравнения:

где – матрица Якоби.

В практических вычислениях в качестве условия окончания итераций обычно используют критерий, выполняющийся для всех переменных системы:

**Система:**

**Метод простых итераций**

**Метод Ньютона**

**График вблизи корня:** **![Изображение выглядит как линия, диаграмма, График, круг
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**Метод простых итераций:**

def simple\_iteration*(*x1\_init, x2\_init, phi1, phi2, dphi1\_dx1, dphi1\_dx2, dphi2\_dx1, dphi2\_dx2, epsilon,  
 max\_iter*)*:  
 x1 = x1\_init  
 x2 = x2\_init  
  
 q = max\_jacobian\_norm*(*x1, x2, dphi1\_dx1, dphi1\_dx2, dphi2\_dx1, dphi2\_dx2*)* if q >= 1:  
 print*(*"Метод не сходится, т.к. q >= 1"*)* return *(*None, None*)* for k in range*(*max\_iter*)*:  
 x1\_new = phi1*(*x1, x2*)* x2\_new = phi2*(*x1, x2*)* error = max*(*abs*(*x1\_new - x1*)*, abs*(*x2\_new - x2*))* if *(*q / *(*1 - q*))* \* error < epsilon:  
 return *(*x1\_new, x2\_new*)*, k + 1  
  
 x1, x2 = x1\_new, x2\_new  
 print*(*f"Метод не сошелся за *{*max\_iter*}* итераций"*)* return *(*None, None*)*

**Метод Ньютона:**

def newton\_method*(*x1\_init, x2\_init, f1, f2, df1\_dx1, df1\_dx2, df2\_dx1, df2\_dx2, tol=1e-4, max\_iter=100*)*:  
 x1, x2 = x1\_init, x2\_init  
 for iteration in range*(*max\_iter*)*:  
  
 f\_v = *[*f1*(*x1, x2*)*, f2*(*x1, x2*)]* J = jacobian*(*x1, x2, df1\_dx1, df1\_dx2, df2\_dx1, df2\_dx2*)* d1, d2 = solve\_linear\_system*(*J, *[*-f\_v*[*0*]*, -f\_v*[*1*]])* x1\_new = x1 + d1  
 x2\_new = x2 + d2  
  
 max\_change = max*(*abs*(*x1\_new - x1*)*, abs*(*x2\_new - x2*))* if max\_change < tol:  
 print*(*f"Сходимость достигнута за *{*iteration + 1*}* итераций."*)* return x1\_new, x2\_new  
  
 x1, x2 = x1\_new, x2\_new  
  
 print*(*"Достигнуто максимальное число итераций."*)* return x1, x2

**Результат:**

======= Метод Ньютона =======

Сходимость достигнута за 5 итераций.

Решение Ньютоном: (0.4249023331578266, 0.977171684925049)

======= Метод простых итераций =======

Решение: x1 = 0.4249023339895519, x2 = 0.9771716851719412 достигнуто за 24 итераций

# Лабораторная работа №3

## **Интерполяция**

Пусть на отрезке задано множество несовпадающих точек (интерполяционных узлов), в которых известны значения функции . Приближающая функция такая, что выполняются равенства

называется интерполяционной.

Наиболее часто в качестве приближающей функции используют многочлены степени :

Произвольный многочлен может быть записан в виде

Здесь – многочлены степени , так называемые лагранжевы многочлены влияния, которые удовлетворяют условию и, соответственно,

а интерполяционный многочлен запишется в виде

Интерполяционный многочлен, записанный в этой форме, называется **интерполяционным многочленом Лагранжа**.

Недостатком интерполяционного многочлена Лагранжа является необходимость полного пересчета всех коэффициентов в случае добавления дополнительных интерполяционных узлов. Чтобы избежать указанного недостатка используют интерполяционный многочлен в форме Ньютона.

Введем понятие разделенной разности. Разделенные разности нулевого порядка совпадают со значениями функции в узлах. Разделенные разности первого порядка обозначаются и определяются через разделенные разности нулевого порядка:

разделенные разности второго порядка определяются через разделенные разности первого порядка:

Разделенная разность определяется соостношениями

**Интерполяционный многочлен Ньютона** может быть представлен в виде:

Отметим, что при добавлении новых узлов первые члены многочлена Ньютона остаются неизменными.

Для повышения точности интерполяции в сумму могут быть добавлены новые члены, что требует подключения дополнительных интерполяционных узлов. При этом безразлично, в каком порядке подключаются новые узлы. Этим формула Ньютона выгодно отличается от формулы Лагранжа.

**Входные данные:**

**Метод Лагранжа:**

# Интерполяционный многочлен Лагранжа  
def lagrange\_interpolation*(*X, Y, x*)*:  
 n = len*(*X*)* L = 0  
 for i in range*(*n*)*:  
 li = 1  
 for j in range*(*n*)*:  
 if j != i:  
 li \*= *(*x - X*[*j*])* / *(*X*[*i*]* - X*[*j*])* L += Y*[*i*]* \* li  
 return L

**Метод Ньютона:**  
def divided\_differences*(*X, Y*)*:  
 n = len*(*X*)* diff\_table = *[*Y*[*:*]]* for k in range*(*1, n*)*:  
 diff\_table.append*([])* for i in range*(*n - k*)*:  
 diff = *(*diff\_table*[*k - 1*][*i + 1*]* - diff\_table*[*k - 1*][*i*])* / *(*X*[*i + k*]* - X*[*i*])* diff\_table*[*k*]*.append*(*diff*)* return diff\_table  
  
  
def newton\_interpolation*(*X, Y, x*)*:  
 n = len*(*X*)* diff\_table = divided\_differences*(*X, Y*)* result = diff\_table*[*0*][*0*]* product\_term = 1  
 for i in range*(*1, n*)*:  
 product\_term \*= *(*x - X*[*i - 1*])* result += diff\_table*[*i*][*0*]* \* product\_term  
 return result

**Результат:**

f(x\*) = 1.5403023058681398

---------------------------------------------------------------------------------

a)

Результат интерполяции методом Лагранжа в точке x\* = 1.0: 1.53994923644755

Погрешность интерполяции методом Лагранжа: 0.00035306942058976887

b)

Результат интерполяции методом Лагранжа в точке x\* = 1.0: 1.541999320218936

Погрешность интерполяции методом Лагранжа: 0.0016970143507961666

---------------------------------------------------------------------------------

a)

Результат интерполяции методом Ньютона в точке x\* = 1.0: 1.53994923644755

Погрешность интерполяции методом Ньютона: 0.00035306942058976887

b)

Результат интерполяции методом Ньютона в точке x\* = 1.0: 1.541999320218936

Погрешность интерполяции методом Ньютона: 0.0016970143507961666

## Сплайн

Использование одной интерполяционной формулы на большом числе узлов нецелесообразно. Интерполяционный многочлен может проявить свои колебательные свойства, его значения между узлами могут сильно отличаться от значений интерполируемой функции. Одна из возможностей преодоления этого недостатка заключается в применении сплайн-интерполяции. Суть сплайн-интерполяции заключается в определении интерполирующей функции по формулам одного типа для различных непересекающихся промежутков и в стыковке значений функции и её производных на их границах.

Наиболее широко применяемым является случай, когда между любыми двумя точками разбиения исходного отрезка строится многочлен n-й степени:

который в узлах интерполяции принимает значения аппрокcимируемой функции и непрерывен вместе со своими производными. Такой кусочно-непрерывный интерполяционный многочлен называется сплайном. Его коэффициенты находятся из условий равенства в узлах сетки значений сплайна и приближаемой функции, а также равенства производных соответствующих многочленов. На практике наиболее часто используется интерполяционный многочлен третьей степени, который удобно представить как

Для построения кубического сплайна необходимо построить n многочленов третьей степени, т.е. определить неизвестных . Эти коэффициенты ищутся из условий в узлах сетки.

**Входные данные: Построение сплайна:**

h = *[*0*]*for i in range*(*1, len*(*X\_i*))*:  
 h.append*(*X\_i*[*i*]* - X\_i*[*i - 1*])*A = *[[*2 \* *(*h*[*1*]* + h*[*2*])*, h*[*2*]*, 0*]]*\_d = *[*3 \* *((*f\_i*[*2*]* - f\_i*[*1*])* / h*[*2*]* - *(*f\_i*[*1*]* - f\_i*[*0*])* / h*[*1*])]*for i in range*(*3, n*)*:  
 next\_row\_A = *[*0*]* \* len*(*A*[*0*])* next\_row\_A*[*i - 3*]* = h*[*i - 1*]* next\_row\_A*[*i - 2*]* = 2 \* *(*h*[*i - 1*]* + h*[*i*])* next\_row\_A*[*i - 1*]* = h*[*i*]* A.append*(*next\_row\_A*)* \_d.append*(*3 \* *((*f\_i*[*i*]* - f\_i*[*i - 1*])* / h*[*i*]* - *(*f\_i*[*i - 1*]* - f\_i*[*i - 2*])* / h*[*i - 1*]))*next\_row\_A = *[*0*]* \* len*(*A*[*0*])*next\_row\_A*[*-1*]* = 2 \* *(*h*[*n - 1*]* + h*[*n*])*next\_row\_A*[*-2*]* = h*[*n - 1*]*A.append*(*next\_row\_A*)*\_d.append*(*3 \* *((*f\_i*[*n*]* - f\_i*[*n - 1*])* / h*[*n*]* - *(*f\_i*[*n - 1*]* - f\_i*[*n - 2*])* / h*[*n - 1*]))*def TDMAsolver*(*A, \_d*)*:  
 n = len*(*\_d*)* a = *[]* b = *[]* c = *[]* d = \_d  
 ACopy = A  
  
 a.append*(*0*)* b.append*(*ACopy*[*0*][*0*])* c.append*(*ACopy*[*0*][*1*])* for i in range*(*1, n - 1*)*:  
 a.append*(*ACopy*[*i*][*i - 1*])* b.append*(*ACopy*[*i*][*i*])* c.append*(*ACopy*[*i*][*i + 1*])* a.append*(*ACopy*[*n - 1*][*n - 2*])* b.append*(*ACopy*[*n - 1*][*n - 1*])* c.append*(*0*)* # creating P and Q  
 p = *[*-c*[*0*]* / b*[*0*]]* q = *[*d*[*0*]* / b*[*0*]]* for i in range*(*1, n - 1*)*:  
 p.append*(*- c*[*i*]* / *(*b*[*i*]* + a*[*i*]* \* p*[*i - 1*]))* q.append*((*d*[*i*]* - a*[*i*]* \* q*[*i - 1*])* / *(*b*[*i*]* + a*[*i*]* \* p*[*i - 1*]))* ans = *[[*0 for \_ in range*(*n*)]* for \_ in range*(*n*)]* ans*[*n - 1*]* = *(*d*[*n - 1*]* - a*[*n - 1*]* \* q*[*n - 2*])* / *(*b*[*n - 1*]* + a*[*n - 1*]* \* p*[*n - 2*])* for i in range*(*n - 2, -1, -1*)*:  
 ans*[*i*]* = p*[*i*]* \* ans*[*i + 1*]* + q*[*i*]* return ans  
  
  
c = *[*0*]* + TDMAsolver*(*A, \_d*)*a = f\_i*[*:-1*]*b = *[(*f\_i*[*i*]* - f\_i*[*i - 1*])* / h*[*i*]* - *(*1 / 3*)* \* h*[*i*]* \* *(*c*[*i*]* + 2 \* c*[*i - 1*])* for i in range*(*1, n*)]*b.append*((*f\_i*[*n*]* - f\_i*[*n - 1*])* / h*[*n*]* - *(*2 / 3*)* \* h*[*n*]* \* c*[*n - 1*])*d = *[(*c*[*i*]* - c*[*i - 1*])* / *(*3 \* h*[*i*])* for i in range*(*1, n*)]*d.append*(*-c*[*n - 1*]* / *(*3 \* h*[*n*]))*# print("a:", a)  
# print("b:", b)  
# print("c:", c)  
# print("d:", d)  
  
  
def S*(*x, a, b, c, d, X*)*:  
 for i in range*(*1, len*(*X*))*:  
 if x >= X*[*i - 1*]* and x <= X*[*i*]*:  
 return a*[*i - 1*]* + b*[*i - 1*]* \* *(*x - X*[*i - 1*])* + c*[*i - 1*]* \* *(*x - X*[*i - 1*])* \*\* 2 + d*[*i - 1*]* \* *(*x - X*[*i - 1*])* \*\* 3

**Результат:**

Значение в точке X\*: 1.5862379464285716

|  |
| --- |
|  |
|  |

## Метод наименьших квадратов

Пусть задана таблично в узлах функция . При этом значения функции определены с некоторой погрешностью, также из физических соображений известен вид функции, которой должны приближенно удовлетворять табличные точки, например: многочлен степени , у которого неизвестны коэффициенты , . Неизвестные коэффициенты будем находить из условия минимума квадратичного отклонения многочлена от таблично заданной функции.

Минимума можно добиться только за счет изменения коэффициентов многочлена . Необходимые условия экстремума имеют вид

Эту систему для удобства преобразуют к следующему виду:

Эта система называется нормальной системой метода наименьших квадратов (МНК) и представляет собой систему линейных алгебраических уравнений относительно коэффициентов . Решив систему, построим многочлен , приближающий функцию и минимизирующий квадратичное отклонение.

**Входные данные:**

**![Изображение выглядит как текст, линия, число, Шрифт

Контент, сгенерированный ИИ, может содержать ошибки.](data:image/png;base64,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)**

**Метод наименьших квадратов:**

def mnk\_func*(*x, a*)*:  
 result = 0  
 for i, ai in enumerate*(*a*)*:  
 result += ai \* *(*x \*\* i*)* return result  
  
  
def sum\_sq\_er*(*Xi, Yi, a, f*)*:  
 sum = 0  
 for i, y in enumerate*(*Yi*)*:  
 sum += *(*y - f*(*Xi*[*i*]*, a*))* \*\* 2  
 return sum  
  
  
def get\_a*(*k, Xi, Yi*)*:  
 F = *[]* for j, x in enumerate*(*Xi*)*:  
 ph = *[*x \*\* i for i in range*(*k + 1*)]* F.append*(*ph*)* G = *[[*0*]* \* *(*k + 1*)* for \_ in range*(*k + 1*)]* for i in range*(*k + 1*)*:  
 for j in range*(*k + 1*)*:  
 G*[*i*][*j*]* = sum*(*F*[*m*][*i*]* \* F*[*m*][*j*]* for m in range*(*len*(*Xi*)))* z = *[*sum*(*F*[*m*][*i*]* \* Yi*[*m*]* for m in range*(*len*(*Xi*)))* for i in range*(*k + 1*)]* LU = lu\_decomposition*(*G*)* n = len*(*LU*)* L = *[[*0*]* \* n for \_ in range*(*n*)]* U = *[[*0*]* \* n for \_ in range*(*n*)]* for i in range*(*n*)*:  
 for j in range*(*i + 1*)*:  
 L*[*i*][*j*]* = LU*[*i*][*j*]* for j in range*(*i, n*)*:  
 U*[*i*][*j*]* = LU*[*i*][*j*]* y = forward\_substitution*(*L, z*)* a = backward\_substitution*(*U, y*)* return a

**Результат:**

|  |
| --- |
|  |
|  |

Сумма квадратов ошибок для приближающего многочлена 1-й степени:0.7884327367619048

Сумма квадратов ошибок для приближающего многочлена 2-й степени:0.7747187737857143

## Численное дифференцирование

Формулы численного дифференцирования в основном используются при нахождении производных от функции , заданной таблично. Исходная функция на отрезках, заменяется некоторой приближающей, легко вычисляемой функцией , где – остаточный член приближения, – набор коэффициентов, вообще говоря, различный для каждого из рассматриваемых отрезков, и полагают, что . Наиболее часто в качестве приближающей функции берется интерполяционный многочлен , а производные соответствующих порядков определяются дифференцированием многочлена.

При решении практических задач, как правило, используются аппроксимации первых и вторых производных.

В первом приближении, таблично заданная функция может быть аппроксимирована отрезками прямой. В этом случае:

При использовании для аппроксимации таблично заданной функции интерполяционного многочлена второй степени имеем:

При равностоящих точках разбиения, данная формула обеспечивает второй порядок точности.

Для вычисления второй производной, необходимо использовать интерполяционный многочлен, как минимум второй степени. После дифференцирования многочлена получаем

**Входные данные: ![Изображение выглядит как текст, число, линия, Шрифт
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**Дифференциал первого порядка:**

def P1*(*x,X,Y*)*:  
 p\_left, p\_right, ind = approximation\_left\_right*(*x,X,Y*)* return p\_left + *(*p\_right - p\_left*)* \* *(*x - X*[*ind - 1*]* + x - X*[*ind*])* / *(*X*[*ind + 1*]* - X*[*ind - 1*])*

**Дифференциал второго порядка:**

def P2*(*x,X,Y*)*:  
 p\_left, p\_right, ind = approximation\_left\_right*(*x,X,Y*)* return *(*p\_right - p\_left*)* \* 2 / *(*X*[*ind + 1*]* - X*[*ind - 1*])*

**Результат:**

Левосторонняя производная: -5.498666666666667

Правосторонняя производная: -2.0283333333333324

Первая производная в точке X\* : -3.7634999999999996

Вторая производная в точке X\* : 11.56777777777778

## Численное интегрирование

Формулы численного интегрирования используются в тех случаях, когда вычислить аналитически определенный интеграл не удается. Рассмотрим наиболее простой и часто применяемый способ, когда подынтегральную функцию заменяют на интерполяционный многочлен.

При использовании интерполяционных многочленов различной степени, получают формулы численного интегрирования различного порядка точности.

Заменим подынтегральную функцию, интерполяционным многочленом Лагранжа нулевой степени, проходящим через середину отрезка – точку , получим **формулу прямоугольников**:

В случае таблично заданных функций удобно в качестве узлов интерполяции выбрать начало и конец отрезка интегрирования, т.е. заменить функцию многочленом Лагранжа первой степени.

Эта формула носит название **формулы трапеций**.

Для повышения порядка точности формулы численного интегрирования заменим подынтегральную кривую параболой – интерполяционным многочленом второй степени, выбрав в качестве узлов интерполяции концы и середину отрезка интегрирования: .

Для случая , получим **формулу Симпсона**:

**Метод Рунге‑Ромберга-Ричардсона** позволяет получать более высокий порядок точности вычисления. Если имеются результаты вычисления определенного интеграла порядка точности p на сетке с шагом и на сетке с шагом , то

**Входные данные: ![](data:image/png;base64,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)**

**Метод прямоугольника:**

def rectangle\_method*(*x0, xk, h*)*:  
 intg = 0  
 xi1 = x0  
 xi2 = x0 + h  
 while *(*xi2 <= xk*)*:  
 intg += task\_function\_5*((*xi1 + xi2*)*/2*)* \* h  
 xi1 += h  
 xi2 += h  
 return intg

**Метод трапеции:**

def trapezoida\_method*(*x0, xk, h*)*:  
 intg = 0  
 xi = x0  
 while *(*xi < xk*)*:  
 intg += *(*task\_function\_5*(*xi*)* + task\_function\_5*(*xi + h*))* \* h / 2  
 xi += h  
 return intg

**Метод Симпсона:**

def simpson*(*a, b, h, f*)*:  
 n = int*((*b - a*)* / h*)* if n % 2 != 0:  
 raise ValueError*(*"Количество интервалов должно быть четным. Попробуйте изменить шаг h."*)* result = f*(*a*)* + f*(*b*)* for i in range*(*1, n*)*:  
 x = a + i \* h  
 if i % 2 == 0:  
 result += 2 \* f*(*x*)* else:  
 result += 4 \* f*(*x*)* return result \* h / 3

**Метод Рунге‑Ромберга-Ричардсона:**

def runge\_romberg\_method*(*x0, xk, h, r, num*)*:  
 if num == 1:  
 p = 1  
 return *(*rectangle\_method*(*x0, xk, h*)* - rectangle\_method*(*x0, xk, h \* r*))* / *(*r \*\* p - 1*)* elif num == 2:  
 p = 2  
 return *(*trapezoida\_method*(*x0, xk, h*)* - trapezoida\_method*(*x0, xk, h \* r*))* / *(*r \*\* p - 1*)* elif num == 3:  
 p = 4  
 return *(*simpson*(*x0, xk, h, task\_function\_5*)* - simpson*(*x0, xk, h \* r,task\_function\_5*))* / *(*r \*\* p - 1*)*

**Результат:**

Метод прямоугольника

c шагом 1.0: -0.1878310847553158

c шагом 0.5: -0.19940628065257357

Метод трапеций

c шагом 1.0: -0.23658183921341816

c шагом 0.5: -0.212206461984367

Метод Симпсона

c шагом 1.0: -0.2071717755928282

c шагом 0.5: -0.20408133624134991

===== Погрешность Метод Рунге-Ромберга =====

Метод прямоугольников:

Для шага 1.0: -0.03947943640366744

Для шага 0.5: -0.011575195897257778

Метод трапеций:

Для шага 1.0: 0.029410063620589927

Для шага 0.5: 0.008125125743017056

Метод Симпсона:

Для шага 1.0: 0.0006246385193753608

Для шага 0.5: 0.00020602929009855275

===== Уточнение значений Метод Рунге-Ромберга =====

Метод прямоугольников:

Для шага 1.0: -0.22731052115898323

Для шага 0.5: -0.21098147654983135

Метод трапеций:

Для шага 1.0: -0.20717177559282823

Для шага 0.5: -0.20408133624134994

Метод Симпсона:

Для шага 1.0: -0.20654713707345285

Для шага 0.5: -0.20387530695125136Лабораторная работа №4

## Численные методы решения задачи Коши

**Введение:**

Рассматривается задача Коши для одного дифференциального уравнения первого порядка разрешенного относительно производной

Требуется найти решение на отрезке , где .

Введем разностную сетку на отрезке : .

Точки называются узлами разностной сетки, расстояния между узлами —*шагом разностной сетки*, а совокупность значений какой-либо величины, заданных в узлах сетки называется *сеточной функцией*.

Приближенное решение задачи Коши будем искать численно в виде сеточной функции.

**Метод Эйлера**

Метод Эйлера играет важную роль в теории численных методов решения ОДУ, хотя и не часто используется в практических расчетах из-за невысокой точности. Вывод расчетных соотношений для этого метода может быть произведен несколькими способами: с помощью геометрической интерпретации, с использованием разложения в ряд Тейлора, конечно, разностным методом (с помощью разностной аппроксимации производной), квадратурным способом (использованием эквивалентного интегрального уравнения).

Рассмотрим вывод соотношений метода Эйлера геометрическим способом. Решение в узле известно из начальных условий. Рассмотрим процедуру получения решения в узле .

График функции , которая является решением задачи Коши, представляет собой гладкую кривую, проходящую через точку , согласно условию , и имеет в этой точке касательную. Тангенс угла наклона касательной к оси Ох равен значению производной от решения в точке и равен значению правой части дифференциального уравнения в точке согласно выражению . В случае небольшого шага разностной сетки h график функции и график касательной не успевают сильно разойтись друг от друга и можно в качестве значения решения в узле принять значение касательной , вместо значения неизвестного точного решения . При этом допускается погрешность геометрически представленная отрезком CD. Из прямоугольного треугольника ABC находим СВ=ВА tg(CAB) или . Учитывая, что и заменяя производную на правую часть дифференциального уравнения, получаем соотношение . Считая теперь точку начальной и повторяя все предыдущие рассуждения, получим значение в узле .

Переход к произвольным индексам дает формулу метода Эйлера:

**Методы Рунге-Кутты**

Общая схема методов

Методы Рунге-Кутты представляют собой семейство итерационных методов решения ОДУ. Общая формула для -стадийного метода имеет вид:

где

Коэффициенты , , выбираются так, чтобы обеспечить нужный порядок точности метода.

**Метод Рунге-Кутты 4-го порядка**

Наиболее распространенным является метод 4-го порядка:

где

**Метод Адамса**

При использовании интерполяционного многочлена 3-ей степени построенного по значениям подынтегральной функции в последних четырех узлах получим метод Адамса четвертого порядка точности:

Метод Адамса как и все многошаговые методы не является самостартующим, то есть для того, что бы использовать метод Адамса необходимо иметь решения в первых четырех узлах. В узле решение известно из начальных условий, а в других трех узлах решения можно получить с помощью подходящего одношагового метода, например: метода Рунге-Кутты четвертого порядка.

**Решение задачи Коши для системы обыкновенных дифференциальных уравнений:**

Рассматривается задача Коши для системы дифференциальных уравнений первого порядка разрешенных относительно производной

К системе дифференциальных уравнений можно применить все методы рассмотренные выше.

Уравнения решаются по порядку.

Для задачи Коши 2-го порядка можно применить следующее разложение в систему (используя замену :

**Входные данные:**

|  |  |
| --- | --- |
| ,  ,  , |  |

**Метод Эйлера:**

def euler\_method*(*f, g, l, r, h, y0, z0*)*:  
 n = int*((*r - l*)* / h*)* + 1  
 x = *[*0*]* \* n  
 y = *[*0*]* \* n  
 z = *[*0*]* \* n  
 x*[*0*]* = l  
 y*[*0*]* = y0  
 z*[*0*]* = z0  
 for i in range*(*n - 1*)*:  
 x*[*i + 1*]* = x*[*i*]* + h  
 y*[*i + 1*]* = y*[*i*]* + h \* f*(*x*[*i*]*, y*[*i*]*, z*[*i*])* z*[*i + 1*]* = z*[*i*]* + h \* g*(*x*[*i*]*, y*[*i*]*, z*[*i*])* return x, y, z

**Метод Рунге-Кутты:**

def runge\_kutta\_method*(*f, g, l, r, h, y0, z0*)*:  
 n = int*((*r - l*)* / h*)* + 1  
 x = *[*0*]* \* n  
 y = *[*0*]* \* n  
 z = *[*0*]* \* n  
 x*[*0*]* = l  
 y*[*0*]* = y0  
 z*[*0*]* = z0  
 for i in range*(*n - 1*)*:  
 K1 = h \* f*(*x*[*i*]*, y*[*i*]*, z*[*i*])* L1 = h \* g*(*x*[*i*]*, y*[*i*]*, z*[*i*])* K2 = h \* f*(*x*[*i*]* + h / 2, y*[*i*]* + K1 / 2, z*[*i*]* + L1 / 2*)* L2 = h \* g*(*x*[*i*]* + h / 2, y*[*i*]* + K1 / 2, z*[*i*]* + L1 / 2*)* K3 = h \* f*(*x*[*i*]* + h / 2, y*[*i*]* + K2 / 2, z*[*i*]* + L2 / 2*)* L3 = h \* g*(*x*[*i*]* + h / 2, y*[*i*]* + K2 / 2, z*[*i*]* + L2 / 2*)* K4 = h \* f*(*x*[*i*]* + h, y*[*i*]* + K3, z*[*i*]* + L3*)* L4 = h \* g*(*x*[*i*]* + h, y*[*i*]* + K3, z*[*i*]* + L3*)* dy = *(*K1 + 2 \* K2 + 2 \* K3 + K4*)* / 6  
 dz = *(*L1 + 2 \* L2 + 2 \* L3 + L4*)* / 6  
 x*[*i + 1*]* = x*[*i*]* + h  
 y*[*i + 1*]* = y*[*i*]* + dy  
 z*[*i + 1*]* = z*[*i*]* + dz  
 return x, y, z

**Метод Адамса:**

def adams\_method*(*f, g, l, r, h, y0, z0*)*:  
 n = int*((*r - l*)* / h*)* + 1  
 x\_start, y\_start, z\_start = runge\_kutta\_method*(*f, g, l, l + 4 \* h, h, y0, z0*)* x = *[*0*]* \* n  
 y = *[*0*]* \* n  
 z = *[*0*]* \* n  
 x*[*:4*]* = x\_start  
 y*[*:4*]* = y\_start  
 z*[*:4*]* = z\_start  
 for i in range*(*3, n - 1*)*:  
 x*[*i + 1*]* = x*[*i*]* + h  
  
 y*[*i + 1*]* = y*[*i*]* + h / 24 \* *(*55 \* f*(*x*[*i*]*, y*[*i*]*, z*[*i*])* -  
 59 \* f*(*x*[*i - 1*]*, y*[*i - 1*]*, z*[*i - 1*])* +  
 37 \* f*(*x*[*i - 2*]*, y*[*i - 2*]*, z*[*i - 2*])* -  
 9 \* f*(*x*[*i - 3*]*, y*[*i - 3*]*, z*[*i - 3*]))* z*[*i + 1*]* = z*[*i*]* + h / 24 \* *(*55 \* g*(*x*[*i*]*, y*[*i*]*, z*[*i*])* -  
 59 \* g*(*x*[*i - 1*]*, y*[*i - 1*]*, z*[*i - 1*])* +  
 37 \* g*(*x*[*i - 2*]*, y*[*i - 2*]*, z*[*i - 2*])* -  
 9 \* g*(*x*[*i - 3*]*, y*[*i - 3*]*, z*[*i - 3*]))* return x, y, z

**Результат:**

|  |
| --- |
|  |
|  |

Погрешность численного решения путем сравнения с точным решением:

Шаг = 0.1

Эйлера: 0.07812580875250488

Рунге-Кутта: 0.0002820390057992516

Адамса: 0.023619295334282944

Шаг = 0.05

Эйлера: 0.034802096090414104

Рунге-Кутта: 1.7495836702423923e-05

Адамса: 0.0024006268887099163

Погрешность методом Рунге – Ромберга:

Эйлера: 0.08183690964830491

Рунге-Кутта: 9.582826047560935e-05

Адамса: 0.008086838571025462

## Численные методы решения краевой задачи для ОДУ

Примером краевой задачи является двухточечная краевая задача для обыкновенного дифференциального уравнения второго порядка.

с граничными условиями, заданными на концах отрезка .

Следует найти такое решение на этом отрезке, которое принимает на концах отрезка значения .

Кроме граничных условий первого рода, используются еще условия на производные от решения на концах - граничные условия второго рода:

или линейная комбинация решений и производных – граничные условия третьего рода:

Возможно на разных концах отрезка использовать условия различных типов.

**Метод стрельбы:**

Суть метода заключена в многократном решении задачи Коши для приближенного нахождения решения краевой задачи.

Пусть надо решить краевую задачу краевыми условиями 2-го рода на отрезке . Введем переменные

С граничными условиями:

Поскольку значения функции в точке не заданы, будем рассматривать как параметр. Таким образом, формируется задача Коши:

Обозначим решение этой задачи через , и вычислим значение производной на правом конце:

Следующее значение искомого корня определяется по соотношению

**Конечно-разностный метод:**

Рассмотрим двухточечную краевую задачу для линейного дифференциального уравнения второго порядка на отрезке

С граничными условиями 2-го рода

Введем разностную аппроксимацию производных следующим образом:

Граничные условия второго рода аппроксимируются с помощью односторонних разностей:

В левой границе :

В правой границе :

**Входные данные:**

![Изображение выглядит как текст, снимок экрана, Шрифт, линия
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**Преобразование**

Для метода стрельбы

В качестве , а в качестве

Для **метода конечных разностей** нужно преобразовать выражение. Вот результат преобразования для моего выражения:

**Метод стрельбы:**

def shooting\_method*(*mu1, mu2, h*)*:  
 a, b = 0, 1  
 z\_a = 0.75 # y'(0)  
 z\_b = *(*math.exp*(*2*)* \* *(*math.e + 2*))* / *((*math.e + 1*)* \*\* 2*)* # y'(1)  
 eps = 1e-6  
  
 all\_paths = *[]* def dy*(*x, y, z*)*: return z  
  
 def dz*(*x, y, z*)*: return *(*2 \* z + math.exp*(*x*)* \* y*)* / *(*math.exp*(*x*)* + 1*)* def run*(*mu*)*:  
 return runge\_kutta*(*a, mu, z\_a, b, h, dz, dy*)* X1, Y1, Z1 = run*(*mu1*)* X2, Y2, Z2 = run*(*mu2*)* all\_paths.append*((*X1, Y1*))* all\_paths.append*((*X2, Y2*))* phi1 = Z1*[*-1*]* - z\_b  
 phi2 = Z2*[*-1*]* - z\_b  
  
 while abs*(*phi2*)* > eps:  
 dphi = *(*phi2 - phi1*)* / *(*mu2 - mu1*)* mu1, phi1 = mu2, phi2  
 mu2 = mu2 - phi2 / dphi  
 Xk, Yk, Zk = run*(*mu2*)* phi2 = Zk*[*-1*]* - z\_b  
 all\_paths.append*((*Xk, Yk*))* return mu2, Xk, Yk, all\_paths

**Конечно-разностный метод:**

def finite\_difference*(*N*)*:  
 a, b = 0.0, 1.0  
 h = *(*b - a*)* / N  
 x = *[*a + i\*h for i in range*(*N+1*)]* # Функции коэффициентов  
 def A*(*x*)*: return math.exp*(*x*)* + 1  
 def B*(*x*)*: return -2  
 def C*(*x*)*: return -math.exp*(*x*)* def F*(*x*)*: return 0.0  
  
 # Граничные условия  
 alpha = 3/4  
 beta = *(*math.exp*(*2*)* \* *(*math.exp*(*1*)* + 2*))* / *(*math.exp*(*1*)* + 1*)*\*\*2  
  
 # Построение матрицы и правой части  
 size = N + 1  
 A\_matrix = *[[*0.0 for \_ in range*(*size*)]* for \_ in range*(*size*)]* d = *[*0.0 for \_ in range*(*size*)]* # Левая граница: y'(0) ≈ (-3y0 + 4y1 - y2)/(2h) = alpha  
 A\_matrix*[*0*][*0*]* = -3 / *(*2\*h*)* A\_matrix*[*0*][*1*]* = 4 / *(*2\*h*)* A\_matrix*[*0*][*2*]* = -1 / *(*2\*h*)* d*[*0*]* = alpha  
  
 # Внутренние узлы  
 for i in range*(*1, N*)*:  
 xi = x*[*i*]* Ai = A*(*xi*)* Bi = B*(*xi*)* Ci = C*(*xi*)* Fi = F*(*xi*)* A\_matrix*[*i*][*i-1*]* = Ai / h\*\*2 - Bi / *(*2\*h*)* A\_matrix*[*i*][*i*]* = -2 \* Ai / h\*\*2 + Ci  
 A\_matrix*[*i*][*i+1*]* = Ai / h\*\*2 + Bi / *(*2\*h*)* d*[*i*]* = Fi  
  
 # Правая граница: y'(1) ≈ (3yN - 4y\_{N-1} + y\_{N-2})/(2h) = beta  
 A\_matrix*[*N*][*N*]* = 3 / *(*2\*h*)* A\_matrix*[*N*][*N-1*]* = -4 / *(*2\*h*)* A\_matrix*[*N*][*N-2*]* = 1 / *(*2\*h*)* d*[*N*]* = beta  
  
  
 y = solve\_system*(*A\_matrix,d*)* return x, y

**Результат:**

|  |
| --- |
|  |
|  |

Метод стрельбы:

Ошибка Рунге–Ромберга: 0.421791446983601

Ошибка в сравнении с точным решением: 6.050556073768458e-10

Метод конечных разностей:

Ошибка Рунге–Ромберга: 2.5543775514336176e-05

Ошибка в сравнении с точным решением: 1.530734641632098e-05