Kolejki komunikatów - materiały pomocnicze

Mechanizmy IPC

Podobnie jak łącza, mechanizmy IPC (Inter Process Communication) jest grupą mechanizmów komunikacji i synchronizacji procesów działających w ramach tego samego systemu operacyjnego. Mechanizmy IPC obejmują:

* kolejki komunikatów — umożliwiają przekazywanie określonych porcji danych,
* pamięć współdzieloną — umożliwiają współdzielenie kilku procesom tego samego fragmentu wirtualnej przestrzeni adresowej,
* semafory — umożliwiają synchronizacje procesów w dostępie do współdzielonych zasobów (np. do pamięci współdzielonej)

SYSTEM V

Wprowadzenie

Kolejki komunikatów to specjalne listy (kolejki) w jadrze, zawierające odpowiednio sformatowane dane i umożliwiające ich wymianę poprzez dowolne procesy w systemie. Istnieje możliwość umieszczania komunikatów w określonych kolejkach (z zachowaniem kolejności ich wysyłania przez procesy) oraz odbierania komunikatu na parę różnych sposobów (zależnie od typu, czasu przybycia itp.).

W systemie V kolejki komunikatów reprezentowane są przez strukturę msqid\_ds.

Do utworzenia obiektu potrzebny jest unikalny **klucz** w postaci 32-bitowej liczby całkowitej. Klucz ten stanowi nazwę obiektu, która jednoznacznie go identyfikuje i pozwala procesom uzyskać dostęp do utworzonego obiektu. Każdy obiekt otrzymuje również swój identyfikator, ale jest on unikalny tylko w ramach jednego mechanizmu. Oznacza to, że może istnieć kolejka i zbiór semaforów o tym samym identyfikatorze.

Wartość klucza można ustawić dowolnie. Zalecane jest jednak używanie funkcji **ftok**() do generowania wartości kluczy. Nie gwarantuje ona wprawdzie unikalności klucza, ale znacząco zwiększa takie prawdopodobieństwo.

key\_t ftok(char \*pathname, char proj);

gdzie:

|  |  |  |
| --- | --- | --- |
| **pathname** | - | nazwa ścieżkowa pliku, |
| **proj** | - | jednoliterowy identyfikator projektu. |

Wszystkie tworzone obiekty IPC mają ustalane prawa dostępu na podobnych zasadach jak w przypadku plików. Prawa te ustawiane są w strukturze **ipc\_perm**niezależnie dla każdego obiektu IPC.

Obiekty IPC pozostają w pamięci jądra systemu do momentu, gdy:

* jeden z procesów zleci jądru usunięcie obiektu z pamięci,
* nastąpi zamknięcie systemu.

Polecenia systemowe

Polecenie **ipcs** wyświetla informacje o wszystkich obiektach IPC istniejących w systemie, dokonując przy tym podziału na poszczególne mechanizmy. Wyświetlane informacje obejmują m.in. klucz, identyfikator obiektu, nazwę właściciela, prawa dostępu.

ipcs [ -asmq ] [ -tclup ]

ipcs [ -smq ] -i id

Wybór konkretnego mechanizmu umożliwiają opcje:

|  |  |  |
| --- | --- | --- |
| **-s** | - | semafory, |
| **-m** | - | pamięć dzielona, |
| **-q** | - | kolejki komunikatów, |
| **-a** | - | wszystkie mechanizmy (ustawienie domyślne). |

Dodatkowo można podać identyfikator pojedyńczego obiektu **-i id**, aby otrzymać informacje tylko o nim.

Pozostale opcje specyfikują format wyświetlanych informacji.

Dowolny obiekt IPC można usunąć posługując się poleceniem:

ipcrm [ shm | msg | sem ] id

gdzie:

|  |  |  |
| --- | --- | --- |
| **shm, msg, sem** | - | specyfikacja mechanizmu, kolejno: pamięć dzielona, kolejka komunikatów, semafory, |
| **id** | - | identyfikator obiektu. |

Struktury danych

Za każdą kolejkę komunikatów odpowiada jedna struktura typu msqid\_ds. Komunikaty danej kolejki przechowywane są na liście, której elementami są struktury typu msg - każda z nich posiada informacje o typie komunikatu, wskaźnik do następnej struktury msg oraz wskaźnik do miejsca w pamięci, gdzie przechowywana jest właściwa treść komunikatu. Dodatkowo, każdej kolejce komunikatów przydziela się dwie kolejki typu wait\_queque, na których śpią procesy zawieszone podczas wykonywania operacji czytania bądź pisania do danej kolejki. Poniższy rysunek przedstawia wyżej omówione zależności:

![(rysunek)](data:image/gif;base64,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)

W pliku include/linux/msg.h zdefiniowane są ograniczenia na liczbę i wielkość kolejek oraz komunikatów w nich umieszczanych:

#define MSGMNI 128 /\* <= 1K max # kolejek komunikatow \*/

#define MSGMAX 4056 /\* <= 4056 max rozmiar komunikatu (w bajtach) \*/

#define MSGMNB 16384 /\* ? max wielkosc kolejki (w bajtach) \*/

Struktura msqid\_ds

Dokładna definicja struktury msqid\_ds z pliku include/linux/msg.h:

/\* jedna struktura msg dla kazdej kolejki w systemie \*/

struct msqid\_ds {

struct ipc\_perm msg\_perm;

struct msg \*msg\_first; /\* pierwszy komunikat w kolejce \*/

struct msg \*msg\_last; /\* ostatni komunikat w kolejce \*/

\_\_kernel\_time\_t msg\_stime; /\* czas ostatniego msgsnd \*/

\_\_kernel\_time\_t msg\_rtime; /\* czas ostatniego msgrcv \*/

\_\_kernel\_time\_t msg\_ctime; /\* czas ostatniej zmiany \*/

struct wait\_queue \*wwait;

struct wait\_queue \*rwait;

unsigned short msg\_cbytes; /\* liczba bajtow w kolejce \*/

unsigned short msg\_qnum; /\* liczba komunikatow w kolejce \*/

unsigned short msg\_qbytes; /\* maksymalna liczba bajtow w kolejce \*/

\_\_kernel\_ipc\_pid\_t msg\_lspid; /\* pid ostatniego msgsnd \*/

\_\_kernel\_ipc\_pid\_t msg\_lrpid; /\* pid ostatniego receive\*/

};

Dodatkowe wyjaśnienia:

**msg\_perm**

Jest to instancja struktury ipc\_perm, zdefiniowanej w pliku linux/ipc.h. Zawiera informacje o prawach dostępu do danej kolejki oraz o jej założycielu.

**wwait, rwait**

Przydzielone danej kolejce komunikatów dwie kolejki typu wait\_queue, na których spią procesy zawieszone podczas wykonywania operacji odpowiednio czytania oraz pisania w danej kolejce komunikatów.

Struktura msg

Dokladna definicja struktury msg z pliku include/linux/msg.h:

/\* jedna struktura msg dla kazdego komunikatu \*/

struct msg {

struct msg \*msg\_next; /\* nastepny komunikat w kolejce \*/

long msg\_type;

char \*msg\_spot;

time\_t msg\_stime; /\* czas wyslania tego komunikatu \*/

short msg\_ts; /\* dlugosc wlasciwej tresci komunikatu \*/

};

Dodatkowe wyjaśnienia:

**msg\_type**

Typ przechowywanego komunikatu. Wysyłanemu do kolejki komunikatowi nadawca przypisuje dodatnią liczbę naturalną, stającą się jego typem. Przy odbiorze komunikatu można zażądać komunikatów określonego typu (patrz opis funkcji msgrcv()).

**msg\_spot**

Wskaźnik do miejsca w pamięci, gdzie przechowywana jest właściwa treść komunikatu. Na każdy komunikat przydzielane jest oddzielne miejsce w pamięci.

Funkcje i ich implementacja

Istnieją cztery funkcje systemowe do obsługi komunikatów:

msgget() uzyskanie identyfikatora kolejki komunikatów używanego przez pozostałe funkcje,

msgctl() ustawianie i pobieranie wartości parametrów związanych z kolejkami komunikatów oraz usuwanie kolejek,

msgsnd() wysłanie komunikatu,

msgrcv() odebranie komunikatu.

Funkcja msgget()

Funkcja służy do utworzenia nowej kolejki komunikatów lub uzyskania dostępu do istniejącej kolejki.

DEFINICJA: int msgget(key\_t key, int msgflg)

WYNIK: identyfikator kolejki w przypadku sukcesu

-1, gdy blad: errno = EACCESS (brak praw)

EEXIST (kolejka o podanym kluczu istnieje,

wiec niemozliwe jest jej utworzenie)

EIDRM (kolejka zostala w miedzyczasie skasowana)

ENOENT (kolejka nie istnieje),

EIDRM (kolejka zostala w miedzyczasie skasowana)

ENOMEM (brak pamieci na kolejke)

ENOSPC (liczba kolejek w systemie jest rowna

maksymalnej)

Pierwszym argumentem funkcji jest wartość klucza, porównywana z istniejacymi wartościami kluczy. Zwracana jest kolejka o podanym kluczu, przy czym flaga **IPC\_CREAT** powoduje utworzenie kolejki w przypadku braku kolejki o podanym kluczu, zaś flaga **IPC\_EXCL** użyta z **IPC\_CREAT** powoduje błąd EEXIST, jeśli kolejka o podanym kluczu już istnieje. Wartość klucza równa **IPC\_PRIVATE** zawsze powoduje utworzenie nowej kolejki.

 W przypadku konieczności utworzenia nowej kolejki, alokowana jest nowa struktura typu msqid\_ds.

Funkcja msgsnd()

Wysłanie komunikatu do kolejki.

DEFINICJA: int msgsnd(int msqid, struct msgbuf \*msgp, int msgsz,

int msgflg)

WYNIK: 0 w przypadku sukcesu

-1, gdy blad: errno = EAGAIN (pelna kolejka (IPC\_NOWAIT))

EACCES (brak praw zapisu)

EFAULT (zly adres msgp)

EIDRM (kolejka zostala w miedzyczasie skasowana)

EINTR (otrzymano sygnal podczas czekania)

EINVAL (zly identyfikator kolejki, typ lub rozmiar

komunikatu)

ENOMEM (brak pamieci na komunikat)

Pierwszym argumentem funkcji jest identyfikator kolejki. msgp jest wskaźnikiem do struktury typu msgbuf, zawierającej wysyłany komunikat. Struktura ta jest zdefiniowana w pliku linux/msg.h nastepująco:

/\* message buffer for msgsnd and msgrcv calls \*/

struct msgbuf {

long mtype; /\* typ komunikatu \*/

char mtext[1]; /\* tresc komunikatu \*/

};

Jest to jedynie przykładowa postać tej struktury; programista może zdefiniować sobie a następnie wysyłać dowolną inną strukturę, pod warunkiem, że jej pierwszym polem będzie wartość typu long, zaś rozmiar nie będzie przekraczać wartości MSGMAX (=4096). Wartość msgsz w wywołaniu funkcji msgsnd jest równa rozmiarowi komunikatu (w bajtach), nie licząc typu komunikatu (sizeof(long)). Flaga **IPC\_NOWAIT** zapewnia, że w przypadku braku miejsca w kolejce funkcja natychmiast zwróci błąd EAGAIN.

Funkcja msgrcv()

Odebranie komunikatu z kolejki.

DEFINICJA: int msgrcv(int msgqid, struct msgbuf \*msgp, int msgsz,

long type, int msgflg)

WYNIK: liczba bajtow skopiowanych do bufora w przypadku sukcesu

-1, gdy blad: errno = E2BIG (dlugosc komunikatu wieksza od msgsz)

EACCES (brak praw odczytu)

EFAULT (zly adres msgp)

EIDRM (kolejka zostala w miedzyczasie skasowana)

EINTR (otrzymano sygnal podczas czekania)

EINVAL (zly identyfikator kolejki lub msgsz < 0)

ENOMSG (brak komunikatu (IPC\_NOWAIT))

Pierwszym argumentem funkcji jest identyfikator kolejki. mgsp wskazuje na adres bufora, do którego ma być przekopiowany odbierany komunikat. mgsz to rozmiar owego bufora, z wyłączeniem pola mtype (sizeof(long)). mtype wskazuje na rodzaj komunikatu, który chcemy odebrać. Jądro przydzieli nam najstarszy komunikat zadanego typu, przy czym:

* jeśli mtype = 0, to otrzymamy najstarszy komunikat w kolejce
* jeśli mtype > 0, to otrzymamy komunikat odpowiedniego typu
* jeśli mtype< 0, to otrzymamy komunikat najmniejszego typu mniejszego od wartości absolutnej mtype
* jeśli msgflg jest ustawiona na **MSG\_EXCEPT**, to otrzymamy dowolny komunikat o typie rożnym od podanego

Ponadto, flaga **IPC\_NOWAIT** w przypadku braku odpowiedniego komunikatu powoduje natychmiastowe wyjście z błędem, zaś **MSG\_NOERROR** powoduje brak błędu w przypadku, gdy komunikat nie mieści się w buforze (zostaje przekopiowane tyle, ile się mieści).

Funkcja msgctl()

modyfikowanie oraz odczyt rozmaitych właściwości kolejki.

DEFINICJA: int msgctl(int msgqid, int cmd, struct msqid\_ds \*buf)

WYNIK: 0 w przypadku sukcesu

-1, gdy blad: errno = EACCES (brak praw czytania (IPC\_STAT))

EFAULT (zly adres buf)

EIDRM (kolejka zostala w miedzyczasie skasowana)

EINVAL (zly identyfikator kolejki lub msgsz < 0)

EPERM (brak praw zapisu (IPC\_SET lub IPC\_RMID))

Dopuszczalne komendy to:

* **IPC\_STAT**: uzyskanie struktury msgid\_ds odpowiadającej kolejce (zostaje ona skopiowana pod adres wskazywany przez buf)
* **IPC\_SET**: modyfikacja wartości struktury ipc\_perm odpowiadającej kolejce
* **IPC\_RMID**: skasowanie kolejki

Działanie funkcji sprowadza się do przekopiowania odpowiednich wartości od lub do użytkownika, lub skasowania kolejki. Usuniecie kolejki wygląda następująco:

{

msqid\_ds.ipc\_perm.seq+=1; /\* patrz opis struktury ipc\_perm w rozdziale

o cechach wspolnych mechanizmow IPC \*/

msg\_seq+=1; /\* zwiekszenie wartosci globalnej zmiennej zwiazanej z

ipc\_perm.seq - patrz tenze rozdzial \*/

uaktualnienie statystyk;

msgque[msqid]=IPC\_UNUSED;

obudzenie czekajacych na pisanie lub czytanie do/z usuwanej kolejki;

zwolnienie struktur przydzielonych kolejce;

}

POSIX

**POSIX** (ang. ***P****ortable****O****perating****S****ystem****I****nterface for UNI****X***) - przenośny interfejs dla systemu UNIX. Jest to zestaw standardów opracowany przez stowarzyszenie IEEE (Institute of Electrical and Electronics Engineers) w 1985 roku w celu zapewnienia kompatybilności pomiędzy różnymi wersjami i dystrybucjami systemów operacyjnych. Standard ten definiuje zarówno interfejs programistyczny (API), jak i powłokę systemową oraz interfejs użytkownika.

Kolejki komunikatów

Służą do wymiany komunikatów (ciągu danych o ustalonej długości i priorytecie) pomiędzy procesami. Kolejka to tak naprawdę lista, z której w czasie odczytu pobieramy najstarszy komunikat o najwyższym priorytecie (wg standardu POSIX). Pojedynczy komunikat zawiera priorytet (unsigned int), długość (size\_t) oraz same dane, o ile długość jest większa niż 0 (char\*).

Kolejki komunikatów tworzone są w określonym katalogu na dysku, np /DEV/mqueue.

Funkcje do obsługi kolejek komunikatów

Plik nagłówkowy

#include <mqueue.h>

Struktura struct mq\_attr

struct mq\_attr {

long mq\_flags; /\* sygnalizator kolejki: 0, O\_NONBLOCK \*/

long mq\_maxmsg; /\* maksymalna liczba komunikatów w kolejce \*/

long mq\_msgsize; /\* maksymalny rozmiar komunikatu (w bajtach) \*/

long mq\_curmsgs; /\* liczba komunikatów w kolejce \*/

};

Otwieranie kolejki

mqd\_t mq\_open(const char \*name, int oflag [, mode\_t mode, struct mq\_attr \*attr]);

Funkcja ta próbuje otworzyć kolejkę komunikatów (która tak naprawdę jest plikiem o nazwie name). Zwraca deskryptor kolejki, jeśli się powiedzie lub -1 w przypadku błędu.

**Uwaga! Nazwa musi zaczynać się od znaku /**

Parametr oflag ma analogiczne znaczenie, jak w przypadku otwierania plików (unixowymi metodami obsługi plików). Zatem akceptuje jedną z wartości: O\_RDONLY, O\_WRONLY, O\_RDWR, którą można zsumować logicznie z wartościami: O\_CREAT, O\_EXCL oraz O\_NONBLOCK (aby używać tych stałych należy dołączyć plik nagłówkowy fcntl.h).

Parametr mode specyfikujemy, gdy tworzymy nową kolejkę i określa on prawa dostępu do niej. Możemy podać wartość ósemkowo lub dowolną sumę logiczną stałych: S\_IRUSR, S\_IWUSR, S\_IRGRP, S\_IWGRP, S\_IROTH, S\_IWOTH (aby korzystać z tych stałych należy dołączyć plik nagłówkowy sys/stat.h).

Ostatnim parametrem jest attr. Jest to struktura określająca parametry kolejki. Jeśli nie podamy tego parametru lub podamy NULL, to ustawione zostaną parametry domyślne.

Zamykanie kolejki

int mq\_close(mqd\_t mqdes);

Funkcja ta zamyka kolejkę o deskryptorze mqdes. Zwraca 0 w przypadku sukcesu lub -1 w przypadku błędu.

Warto zauważyć, że funkcja ta **nie niszczy** kolejki, która dalej jest dostępna w systemie operacyjnym, ale jedynie ją zamyka.

Gdy proces się kończy, automatycznie zamykane są wszystkie jego kolejki.

Usuwanie kolejki

int mq\_unlink(const char \*name);

Usuwa z systemu kolejkę o nazwie name. Zwraca 0 w przypadku sukcesu lub -1 w przypadku błędu.

**Kolejka zostanie usunięta dopiero po zamknięciu jej przez wszystkie podłączone procesy.**

Odczytywanie parametrów kolejki

int mq\_getattr(mqd\_t mqdes, struct mq\_attr \*attr);

Odczytuje parametry kolejki o deskryptorze mqdes i zapisuje je w miejscu wskazywanym przez attr. Zwraca 0 w przypadku sukcesu lub -1 w przypadku błędu.

Ustawianie parametrów kolejki

int mq\_setattr(mqd\_t mqdes, const struct mq\_attr \*attr, struct mq\_attr \*oattr);

Ustawia parametry kolejki o deskryptorze mqdes wskazywane przez attr. Jeśli oattr nie wskazuje na NULL, to zapisywane są w tym miejscu stare parametry kolejki. Zwraca 0 w przypadku sukcesu lub -1 w przypadku błędu.

Wysyłanie komunikatów

int mq\_send(mqd\_t mqdes, const char\* ptr, size\_t len, unsigned int prio);

Wysyła komunikat wskazywany przez ptr do kolejki o deskryptorze mqdes o długości len i priorytecie prio. Zwraca 0 w przypadku powodzenia lub -1 w przypadku błędu.

**Priorytet nie może przekraczać MQ\_PRIO\_MAX!**

Odbieranie komunikatów

ssize\_t mq\_receive(mqd\_t mqdes, char \*ptr, size\_t len, unsigned int \*priop);

Odbiera komunikat z kolejki o deskryptorze mqdes o długości len (co najmniej tyle, ile w polu mq\_msgsize w strukturze struct mq\_attr). Dane zapisuje do ptr, a priorytet do priop (o ile priop nie jest NULL). Zwraca liczbę odczytanych bajtów w przypadku powodzenia lub -1 w przypadku błędu.

Mechanizm powiadomień (*ang. notifications*)

Mechanizm powiadomień pozwala na asynchroniczne zawiadamianie procesu, że w pustej kolejce umieszczono komunikat. Może to się odbyć poprzez:

* wysłanie sygnału
* utworzenie wątku w celu wykonania określonej funkcji

Korzystanie z mechanizmu powiadomień

int mq\_notify(mqd\_t mqdes, const struct sigevent \*notification);

Funkcja ta powoduje zarejestrowanie (gdy notification nie jest równe NULL) lub wyrejestrowanie (gdy notifiation jest NULL) mechanizmu powiadomień dla kolejki o deskryptorze mqdes. Zwraca 0 w przypadku powodzenia lub -1 w przypadku błędu. Struktura struct sigevent wygląda następująco:

struct sigevent {

int sigev\_notify; /\* sygnał czy wątek: SIGEV\_NONE, SIGEV\_SIGNAL, SIGEV\_THREAD \*/

int sigev\_signo; /\* numer sygnału (dla SIGEV\_SIGNAL) \*/

union sigval sigev\_value; /\* przekazywane procedurze obsługi sygnału lub wątkowi \*/

/\* dla SIGEV\_THREAD występują jeszcze: \*/

void (\*sigev\_notify\_function)(union sigval);

pthread\_attr\_t \*sigev\_notify\_attributes;

};

union sigval {

int sival\_int; /\* wartość całkowitoliczbowa \*/

void \*sival\_ptr; /\* wskaźnik \*/

};

Korzystając z mechanizmu powiadomień należy pamiętać, że:

* W jednym procesie możemy korzystać z powiadomień tylko z jednej kolejki.
* Rejestracja obowiązuje tylko na jedno powiadomienie. Po powiadomieniu trzeba zarejestrować się ponownie, gdyż rejestracja jest kasowana.
* Jeśli w pustej kolejce pojawi się komunikat, a jednocześnie proces oczekuje na rezultat funkcji mq\_receive, to do procesu **nie zostanie** wysłane powiadomienie. Nie ma to większego sensu, gdyż proces i tak oczekuje na wiadomość.