library(plyr)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(stringr)  
library(ggplot2)  
library(usdm)

## Loading required package: sp

## Loading required package: raster

##   
## Attaching package: 'raster'

## The following object is masked from 'package:dplyr':  
##   
## select

library(corrplot)

## corrplot 0.84 loaded

library(Hmisc)

## Loading required package: lattice

## Loading required package: survival

## Loading required package: Formula

##   
## Attaching package: 'Hmisc'

## The following objects are masked from 'package:raster':  
##   
## mask, zoom

## The following objects are masked from 'package:dplyr':  
##   
## src, summarize

## The following objects are masked from 'package:plyr':  
##   
## is.discrete, summarize

## The following objects are masked from 'package:base':  
##   
## format.pval, units

library(FSelector)  
library(ROSE)

## Loaded ROSE 0.0-3

library(caret)

##   
## Attaching package: 'caret'

## The following object is masked from 'package:survival':  
##   
## cluster

library(pROC)

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

library(class)   
library(descr)

##   
## Attaching package: 'descr'

## The following objects are masked from 'package:raster':  
##   
## crosstab, freq

library(nortest)

setwd("C:/Users/Kevin.Phan/Desktop/Capstone")  
DF1 <- read.csv("DSI\_kickstarterscrape\_dataset.csv")  
DF2 <- read.csv("MasterKickstarter.csv")  
DF3 <- read.csv("ks-projects-201612.csv")  
DF4 <- read.csv("18k\_Projects.csv")

#DATA CLEANSING\*\*\*  
#Merging datasets based on left join.   
DF3 <- DF3[,c(1,8)]  
master\_data <- join(DF1,DF2, by = "ID", type = "left")  
master\_data <- join(master\_data,DF3, by = "ID", type = "left")  
master\_data <- master\_data[complete.cases(master\_data),]  
master\_data <- master\_data[,unique(names(master\_data))]  
duplicated(colnames(master\_data))

## [1] FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE  
## [12] FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE FALSE  
## [23] FALSE FALSE

str(master\_data) #check for variable types. Change where meeded.

## 'data.frame': 10785 obs. of 24 variables:  
## $ ID : int 237090 610918 735377 1122138 1167521 1397716 1615245 1841780 2085232 2140106 ...  
## $ Name : Factor w/ 45754 levels "'2010' The Film",..: 16298 36646 38824 35252 34534 1226 19954 15325 42008 1229 ...  
## $ Main.Category : Factor w/ 14 levels "Art","Comics",..: 6 1 10 12 12 12 12 6 12 12 ...  
## $ Sub.Category : Factor w/ 51 levels "Animation","Art",..: 16 25 26 19 19 3 19 50 19 19 ...  
## $ Status : Factor w/ 5 levels "canceled","failed",..: 4 4 4 3 4 4 2 3 2 3 ...  
## $ Goal : num 6000 7500 20000 5000 1500 8750 2000 45000 12000 10000 ...  
## $ Pledged : int 6535 9836 20138 50 3511 8805 135 2726 50 1425 ...  
## $ Funded.Percentage : num 1.09 1.31 1.01 0.01 2.34 ...  
## $ Backers : int 100 255 115 1 114 139 5 68 2 38 ...  
## $ Funded.Date : Factor w/ 41068 levels "Fri, 01 Apr 2011 00:14:52 -0000",..: 20397 31165 2096 15546 7367 35605 29144 33926 5315 1403 ...  
## $ levels : int 13 10 21 1 8 12 4 9 4 9 ...  
## $ Updates : int 4 6 8 0 31 12 0 8 2 7 ...  
## $ Comments : int 0 5 12 0 7 12 0 5 0 1 ...  
## $ Duration : num 32.2 35.3 45 30 21 ...  
## $ City : Factor w/ 3211 levels "Aachen","Aalborg",..: 1626 506 114 1115 2789 2292 1312 26 2650 303 ...  
## $ Deadline : Factor w/ 2954 levels "1/01/10","1/01/11",..: 1507 500 827 2070 1248 226 2355 2094 1889 2233 ...  
## $ Created\_At : Factor w/ 2963 levels "1/01/10","1/01/11",..: 976 2888 383 1681 1032 721 1931 1517 1581 1648 ...  
## $ Staff\_Pick : logi FALSE TRUE FALSE FALSE FALSE FALSE ...  
## $ spotLight : logi TRUE TRUE TRUE TRUE TRUE TRUE ...  
## $ Pledge\_per\_person : int 65 38 175 50 30 63 27 58 25 36 ...  
## $ Population : int 3877129 2841952 23467 17106 324465 540513 773283 208414 103760 571281 ...  
## $ Backers\_as\_Prct\_of\_Pop : num 34.3517 14.2844 17.6887 0.0175 4.439 ...  
## $ Days\_spent\_making\_campign: int 32 5 7 15 3 0 4 8 14 9 ...  
## $ Launched : Factor w/ 295793 levels "100","1000","10000",..: 43623 29823 9013 52336 41166 34968 4154 48968 50887 50972 ...

master\_data$Deadline <- as.Date(as.character(master\_data$Deadline),"%m/%d/%y")  
master\_data$Launched <- substr(master\_data$Launched,1,10)  
master\_data$Launched <- as.Date(as.character(master\_data$Launched),"%Y-%m-%d")  
master\_data$Created\_At <- as.Date(as.character(master\_data$Created\_At),"%m/%d/%y")  
master\_data <- master\_data[,c(1:16,24,17:23)]  
master\_data$Name <- as.character(master\_data$Name)  
master\_data <- master\_data[master\_data$Status != "live",]  
master\_data <- master\_data[master\_data$Status != "canceled",]  
master\_data$Status <- factor(master\_data$Status)#We will not deal with live and cancelled in this analysis.

numericAtt <- vector("numeric",10L)  
for (i in 1:ncol(master\_data)) {  
 if (class(master\_data[,i]) == "numeric" || class(master\_data[,i]) == "integer" ){numericAtt[i] = i}  
 else {numericAtt[i] = NA}  
}  
numericAtt <- numericAtt[!is.na(numericAtt)][-1]

#We will now visualize imbalanaces in Status and see Category Frequencies  
ggplot(data.frame(master\_data$Status),aes(x=master\_data$Status)) + geom\_bar()
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ggplot(data.frame(master\_data$Main.Category),aes(x=master\_data$Main.Category)) + geom\_bar()
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#We see there is way more successful then failed. and category of music is alot more than others. We will fix this in the next step  
#There are few major outliers that we can afford to remove. We will use mahalanobis distance.Multivariate

MD <- mahalanobis(master\_data[,c(numericAtt)], colMeans(master\_data[,c(numericAtt)]),cov(master\_data[,c(numericAtt)]),tol=1e-20)  
master\_data$MD <- round(MD,3)  
master\_data$Outlier\_Mahalanobis <- "No"  
master\_data$Outlier\_Mahalanobis[master\_data$MD > 12] <- "Yes" #Threshold i did chose was 9.   
master\_data <- master\_data[master\_data$Outlier\_Mahalanobis == "No",]  
attach(master\_data)

## The following object is masked \_by\_ .GlobalEnv:  
##   
## MD

boxplot(master\_data[numericAtt], xlab = "Numeric Attributes", ylab = "Count", main = "Boxplots of All Numeric Attributes")  
grid(20,20, col = "lightgray", lty = "dotted",lwd = par("lwd"), equilogs = TRUE) #population has outliers does it matter
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Correlations <- cor(master\_data[,numericAtt])  
corrplot(Correlations) #We see there are a few highly correlated variables. We will use feature selection.
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#Remove NA  
#Dealing with imbalance   
table(master\_data$Status)

##   
## failed successful   
## 2961 5375

Balanced\_Data <- ovun.sample(Status ~ ., data = master\_data, method = "both",p = 0.5)$data #Utilizes both over and under sampling. \*\* DEBUG ROSE\*\*  
table(Balanced\_Data$Status)

##   
## successful failed   
## 4148 4170

#Removing Collinear variables  
vifselection <- vif(master\_data[,numericAtt])

#Test for nomality  
lapply(Balanced\_Data[,numericAtt], ad.test) #Anderson Darling Test

## $Goal  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 703.07, p-value < 2.2e-16  
##   
##   
## $Pledged  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 1056.9, p-value < 2.2e-16  
##   
##   
## $Funded.Percentage  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 2041.4, p-value < 2.2e-16  
##   
##   
## $Backers  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 844.44, p-value < 2.2e-16  
##   
##   
## $levels  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 60.476, p-value < 2.2e-16  
##   
##   
## $Updates  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 586.92, p-value < 2.2e-16  
##   
##   
## $Comments  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 1507.2, p-value < 2.2e-16  
##   
##   
## $Duration  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 408.11, p-value < 2.2e-16  
##   
##   
## $Pledge\_per\_person  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 294.46, p-value < 2.2e-16  
##   
##   
## $Population  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 1094.3, p-value < 2.2e-16  
##   
##   
## $Backers\_as\_Prct\_of\_Pop  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 438.15, p-value < 2.2e-16  
##   
##   
## $Days\_spent\_making\_campign  
##   
## Anderson-Darling normality test  
##   
## data: X[[i]]  
## A = 836.76, p-value < 2.2e-16

lapply(Balanced\_Data[1:5000,numericAtt], shapiro.test) # Shapiro-Wilk Test

## $Goal  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.68243, p-value < 2.2e-16  
##   
##   
## $Pledged  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.56506, p-value < 2.2e-16  
##   
##   
## $Funded.Percentage  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.050617, p-value < 2.2e-16  
##   
##   
## $Backers  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.65065, p-value < 2.2e-16  
##   
##   
## $levels  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.97288, p-value < 2.2e-16  
##   
##   
## $Updates  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.85079, p-value < 2.2e-16  
##   
##   
## $Comments  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.44298, p-value < 2.2e-16  
##   
##   
## $Duration  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.8889, p-value < 2.2e-16  
##   
##   
## $Pledge\_per\_person  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.85427, p-value < 2.2e-16  
##   
##   
## $Population  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.65143, p-value < 2.2e-16  
##   
##   
## $Backers\_as\_Prct\_of\_Pop  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.85238, p-value < 2.2e-16  
##   
##   
## $Days\_spent\_making\_campign  
##   
## Shapiro-Wilk normality test  
##   
## data: X[[i]]  
## W = 0.68817, p-value < 2.2e-16

#Both tests have p values under 0.05. Therefore, we can reject the null hypothesis of normality.

#further Feature Selection via information gain  
weights <- information.gain(Status~., master\_data[,numericAtt])  
print(weights)

## attr\_importance  
## Goal 0.027141097  
## Pledged 0.330716358  
## Funded.Percentage 0.650610125  
## Backers 0.334269882  
## levels 0.014698774  
## Updates 0.146257237  
## Comments 0.105057166  
## Duration 0.011166285  
## Pledge\_per\_person 0.086821714  
## Population 0.005590419  
## Backers\_as\_Prct\_of\_Pop 0.012903117  
## Days\_spent\_making\_campign 0.002115807

subset <- cutoff.k(weights, 4) #mean is 0.13  
f <- as.simple.formula(subset, "Status")  
print(f)

## Status ~ Funded.Percentage + Backers + Pledged + Updates  
## <environment: 0x17105ca8>

#Feature PCA  
PCA <- prcomp(master\_data[,numericAtt], scale = FALSE, center= FALSE)  
plot(PCA, type = "l", main = 'without data normalization')

![](data:image/png;base64,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)

#Seems only one principal component is all it needs. Better to go with info gain with all the vairables above the average value.

#Logistic Regression using cross fold for partitioning  
#Created a new dataset for the logisitc regression. I created a loop to test the model under different amounts of trianing data folds.   
Balanced\_DataLOG <- Balanced\_Data %>% mutate\_if(is.numeric, scale) #Scaling Balanced Data Set  
Balanced\_DataLOG<-Balanced\_DataLOG[sample(nrow(Balanced\_DataLOG)),]  
folds <- cut(seq(1,nrow(Balanced\_DataLOG)),breaks=100,labels=FALSE)  
AUCValue <- vector("numeric",10L)  
#Perform 10 fold cross validation on our first model: Logistic Regression  
for(i in 1:30){  
 #Segement your data by fold using the which() function   
 testIndexes <- which(folds==i,arr.ind=TRUE)  
 testData <- Balanced\_DataLOG[testIndexes, ]  
 trainData <- Balanced\_DataLOG[-testIndexes, ]  
 Mod <- glm(Status ~ Pledged + Backers + Updates + Comments, family = "binomial", data = trainData)  
 pred <- predict(Mod,testData, type = "response")  
 RocVal <- roc(testData$Status,pred)  
 AUCValue[i] <- auc(RocVal)  
}

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

AUCValue

## [1] 0.9481481 0.9616725 0.8933002 0.8907563 0.9215116 0.9287749 0.9318182  
## [8] 0.9356725 0.9468085 0.9366279 0.9488837 0.9447293 0.9503546 0.9662791  
## [15] 0.9418182 0.9069767 0.9036643 0.9160522 0.8831395 0.9500581 0.9236597  
## [22] 0.9318182 0.9336075 0.9370748 0.9268293 0.9233449 0.9639480 0.8912791  
## [29] 0.9515723 0.9597506

KFolds <- c(1:30)  
scatter.smooth(KFolds,AUCValue, col = c("Blue","red")) #We seethe same pattern. I say about 4 folds is optimal.
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#Logistic Regression using optimal Percentage Split  
set.seed(100)  
smp\_size <- floor(0.75 \* nrow(Balanced\_Data))  
train\_ind <- sample(seq\_len(nrow(Balanced\_DataLOG)), size = smp\_size)  
train <- Balanced\_DataLOG[train\_ind, ]  
test <- Balanced\_DataLOG[-train\_ind, ]  
Mod <- glm(Status ~ Pledged + Backers + Updates + Comments + Pledge\_per\_person, family = "binomial", data = train)

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

predPercSplit <- predict(Mod,test, type = "response")  
auc(roc(test$Status,predPercSplit)) #0.922 roc and auc give different auc vals?

## Area under the curve: 0.9284

#8 fold cv is better and so we will use this.

#KNN  
#\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
#Standardize  
Balanced\_DataKNN <- Balanced\_Data %>% mutate\_if(is.numeric, scale)  
Balanced\_DataKNN <- Balanced\_Data[,c(5,numericAtt)]  
Balanced\_DataKNN$Status <- as.numeric(Balanced\_DataKNN$Status) #converted successful and failed to 1 and 2  
Balanced\_DataKNN <- Balanced\_DataKNN[sample(1:nrow(Balanced\_Data)), ]  
  
for (i in seq(.1,1,.1)) {  
  
 index = createDataPartition(Balanced\_DataKNN$Status, p = i, list = F )  
 train = Balanced\_DataKNN[index,]  
 test = Balanced\_DataKNN[-index,]  
 Balanced\_Train\_labels <- Balanced\_DataKNN[1:nrow(train),1]  
 Balanced\_Test\_labels <- Balanced\_DataKNN[(nrow(train)+1):nrow(Balanced\_DataKNN),1]  
   
 KnnPredictions <- knn(train = train, test = test,cl = Balanced\_Train\_labels, k=10)  
  
}