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在众多棋类游戏里面，围棋是少有的目前为止计算机程序未能打败顶级棋手的一类，正是因为其局面复杂多变难以评估，同时也存在着非常大的上升空间。我们这学期对围棋AI的探索和实现，不仅是对博大精深的围棋文化的探索，更是对人工智能博弈方法的更进一步认识。毫无疑问，这是大学以来最有趣难忘的一次项目，同时辛苦程度也是成正比的，不过这么多天以来，和队友们为着同一个目标努力的感觉特别充实与开心。围棋AI个人报告不仅是对我个人在整个项目中贡献内容的一个总结，对自己来说，这也算是对这么多天与小伙伴们共同日夜研究、实现与优化的这段经历留下一个纪念。

本报告主要从以下几个方面展开：主要负责部分，前期的尝试，后期的改进，个人总结，感想与建议。

1. **主要负责部分**

我们小组的围棋AI主要的方法用的是uct方法，围绕这个主方法，我们还添加了许多方法与技巧，目的有两点：一是为了使一些明显的走法（比如提气、连接等等）能够通过匹配、评估等方式被快速识别出来；二是为了优化uct方法，通过剪枝使uct放弃一些可以判定为一定不好的点，通过排序使uct优先展开较好位置的点，通过加速使uct能模拟更多的盘数等等。uct的主要实现由其她小伙伴们负责，我负责的是添加并测试各种方法与技巧，我的主要工作主要有：前期通过各种尝试，快速评估当前局面下不同落子位置的优劣，后期对uct方法做出各种优化工作，整合代码，得出不同版本的程序并测试比较。

1. **前期的尝试**
2. **棋谱的导入——博大精深的围棋定式**

围棋定式是经过棋手们长久以来的经验累积，形成在某些情况下双方都会依循的稳妥的下法。使用围棋定式的目的在于一开局就能根据定式，仿真棋手们的下棋思维，下出一个棋手们普遍赞同的好的位置。这就需要棋谱文件的支持，通过进入程序的时候读取棋谱文件，我们为自己保存了一个棋谱的数据结构，在每个局面要下子的时候，匹配棋谱树看有没有相同的局面，如果有就读取这个局面节点所连接的合理下法的节点。

一开始想到这个方法，是因为在前期学习围棋的时候在围棋教程网站和定式学习软件上，看到了每当我们在存在于推荐分支中的点位落子的时候，会进入某个分支，然后棋盘上会列举出下一步可以下在哪里的提示。我们也可以用类似的方法，把局面保存起来，给出针对这个局面比较优秀的落子位置。感觉这个方法和助教不久前刚给我们看的神经网络方法有点类似，不过复杂程度还没有那么高，我们还只是很基本的模式识别。

棋谱定式实现上难度主要体现在两个方面，一是如何读取并保存SGF棋谱文件上的信息，即“学习”，二是如何利用现有信息，匹配局面并选择下一步优秀的落子位置，即“实践”。SGF是一个十分规范的棋谱文件类型，以文本文档的形式保存，为了加快读取，我先用了Python处理掉无关的信息，然后在程序中一个一个字符读取即可。保存棋谱文件上的信息我用的是一棵带有索引的棋谱树的数据结构，当匹配时，循环选取棋盘上7\*7大小的位置，旋转翻转后的各种状态去和棋谱树种的格局进行匹配，当匹配成功时，就返回下一步合理落子位置的集合。具体的算法与数据结构会在小组的报告里给出。

我只在开局前期使用了棋谱，棋谱文件是一个定式大全，作为我们的定式，在开局阶段，局部格局基本都能在棋谱树中匹配到。

1. **基本的技巧——围棋入门必备**

这一部分还是相当重要和基本的，对于围棋来说，有许许多多的技巧，人类棋手在入门阶段都需要掌握一些这样的技巧，下出一步步好棋。这一部分的实现也比较简单，大多数技巧只要循环+判断便可以得到，难点在于如何让这种暴力的搜索更加快，这便是代码水平问题了。还有一些技巧比较复杂，这时我们可以利用棋盘的棋串的各种数据对其进行处理。

目前我在项目中实现的技巧主要有：布局，提子，叫吃，紧气，连接，切断，做眼等等。

1. **局面的评估——最优最先搜索**

上面的技巧，不论是棋谱定式还是基本技巧都会得到许多的点，不止一个，所以我们要对选出来的这些点进行选择。首先是评估，要为每一个技巧的匹配给予一定的分数奖励，然后是挑选出这些点中最好的点。这个挑选过程可以直接选分值最大的，但是这便受限于我们的打分规则，很难说应该给出怎样的分值最好，所以我们最后干脆就直接把这些都算是不错的位置按照我们给出的分数排个序，传到uct里去处理，让它从中挑选对我们最好的位置，这也充分利用了剩余的时间。

1. **后期的改进**
2. **置换表优化——局面不再重复**

置换表是棋类AI中非常常见的一种方法，配合zobrist键值，在哈希表中保存每个格局，每当搜到一个新的格局时，在置换表中查找是否已经存在，如不存在才创建新的格局，这样能够避免了重复格局的创建，在局数相同的情况下，能搜得更深。这部分主要的工作可以分为如何构建置换表，以及如何使用置换表。

Zobrist键值是一个64位的无符号整数型数据，初始化就用64位随机数填充U64 zobrist[2][MAX\_BOARDSIZE]，下子和收子就让两个格局做异或运算，基本不会出现两个格局zobrist键值冲突的情况。

但是实现置换表需要更改原uct的数据结构，增加一类边节点，表示从这个格局到另一个格局做出的改动。增加结构体使uct的操作变慢，所带来的损失和置换表带来的提升还得平衡一下。

我尝试在uct创建子节点的时候先去查表，如果查到了就直接返回该格局的指针，如果没有查到就新建一个节点，并更新置换表。显然只要最大最小的层数到达3层或3层以上，就应该会出现重复的格局，层数越多，或者模拟的次数越多，都能使重复的格局变多，命中率变大。我在测试的时候发现置换表的命中率还是相当高的，前期大概有差不多十分之一，后期甚至能达到三分之一，具体的实现过程和测试结果在小组报告中给出。

1. **位运算——更小与更快？**

之前听说了位运算，就想用位数组来更换掉现有棋盘的数据结构，希望能达到更小更快的效果。当前用的是char类型的一维数组来保存棋盘上每个点的状态，char是1byte=8bit，但是棋盘上每个点常用状态只有三个（空，白子，黑子），只需要2bit就可以保存一个点的状态了，一个int数据就可以保存棋盘上一排的状态了，这样大大减小了棋盘的大小，这让我十分心动。

于是我写了几个小代码进行测试对比这两者的速度，结果发现在大部分操作（比如落子）上二者的速度相当，在匹配棋盘整体时位数组的优势相当明显，但是在获取棋盘某个点状态时，使用位数组就会特别慢，这是因为需要抽出一个函数来判断位数组表示的棋盘某个点的状态，但是参数的传递很耗时，这在操作频繁的情况下就看得出来差异了。现有的棋盘上判断某个位置状态的使用非常多，但是并没有匹配棋盘整体的操作，所以在不大规模改动棋盘的基础上，使用位数组显然是不合适的。

1. **有策略的mc模拟——不再是两个傻子**

之前mc模拟的过程完全是双方纯随机地落子，这样并不能很好地还原真实情况，论文里提出双方应该是比较弱但是具有一定智慧的棋手在下棋，这样得到的结果才能更准。于是我们尝试在mc模拟里面加上了带有一点点策略的下法，包括了提子、pattern等，不再是两个“傻子”在随便下棋。

这个修改同时也带来了一定的问题，mc模拟的盘数是比较大的，每盘又有那么多步，每一步都会有策略，这就使得每一步时间加长，最后总的模拟盘数会下降很多，使棋力下降，直观地表现为我们的棋下得不紧凑。所以后来我们把加策略与不加策略的版本都跑出来进行各种测试，最终还是选择了不加策略保证模拟盘数足够大。

1. **打分策略的调整——看输赢还是看分数**

我刚开始看uct代码的时候觉得十分不能理解为什么模拟完一盘之后，统计的是这盘是赢是输，而不是统计分数，因为到了后期会出现必赢或者必输的情况，这样模拟就没有什么意义了。于是我把代码调整了一下，变为统计分数，但是通过大量对局的测试发现棋力明显下降了。查了一下paper确实应该是统计输赢，因为这样收敛性更好。比赛那天听别的组说比较好的方法应该是前期看输赢，后期看分数，觉得这样也不错。

1. **uct模拟过程加速——盘数怎么都不嫌多**

小伙伴们测试结果发现，一般在模拟到一定局数之后就收敛了，其实不必要模拟那么多，尤其是在有明显的比较好的点的时候，但是盘数还是模拟越多越好的。在mc模拟里面加策略使盘数变少也能让人感觉到盘数还是十分重要的。于是我在uct里改代码结构，设法让重复相当频繁的步骤变得更快，比如利用c语言结构体的对齐加速，还有能少用函数传递参数就少用，再优化掉一些无意义的操作，结果还是能明显感觉盘数变多了，从9.5秒12万盘提升了1万盘，效果还是不错的。

1. **代码优化加速**

加速的关键是找到性能的瓶颈，重点检查重复频率最高的部分。小伙伴们在mc里用了random取点，使性能得到了很大的提升。我在mc部分的加速主要是加快了mc内部策略匹配的速度，修改之前的策略代码，越快越好。

1. **代码整合**

以上方法不是都能对棋力产生正面影响的，我们需要对它们进行排列组合，每种策略还需要加上一些步数限制，输出很多个程序比较它们的棋力。

1. **个人总结**

在最后一天紧张激烈的围棋大战中，虽然和几个很强的小组相比我们的程序在棋力上还是有明显的差距，但是我们的战绩还是挺令人满意的。努力做围棋的这段时间，我们从四个围棋小白，到现在已经能熟练地辨死活看局势，我们的程序也从被屠城，提升到稳赢上一届第三第四，最后终于能打败上一届的第一名，总的来说都处于不断的进步当中。

但是和其它几个很厉害的小组比起来，我们的不足还是很明显的。首先是我们起步比较晚，大概从12周才开始着手，我们应该早点开始做，到了后期再把时间留出来不断调整。其次是我们参考的源代码不够多，不能拓宽思维，学习更多有用的方法。我们应该向一些小组学习，把课本上学到的知识应用于实践，更深刻理解人工智能这门科学。

1. **感想与建议**

算起来连续做了差不多一个月的围棋AI了，似乎现在一闭上眼睛，眼前就出现一个个棋串，走这里能活，下那边会死……围棋AI之路充满了许多困难，每一次棋力的提升却都是那么振奋人心。电脑风扇呼啦啦一直转，写AI的热情并不会被偶尔的bug浇灭。刷paper，看博文，写代码，赏比赛，再加上大家聚在一起讨论，基本每天都很开心。

围棋的确是一门博大精深的学问，充满了历史沧桑感，人类的智慧不容小觑。围棋AI的编写虽然不能使我们变成围棋高手，但是和以前比起来算是有很大进步了，之前没有接触过围棋，现在觉得围棋十分有趣，很能训练人的思维能力。

计算机十分强大，在围棋博弈上还存在很大的提升空间。通过这次项目，我们更多的收获在于人工智能的学习上，机器博弈的学习，搜索的基本方法等等，都能在实践中掌握。

我觉得围棋大战作为期末的大作业对于人工智能这门课来说是一种很好的方式，首先项目内容十分有趣，可以激发同学们的热情，其次在实践中学习非常高效，建议以后继续采用这样的形式，也期待围棋AI程序一年更比一年强。

最后非常感谢老师和助教的指导和帮助！