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**1.Цель работы**

В ходе выполнения данной лабораторной работы необходимо ознакомиться с организацией коллекций объектов на языке Java, приобрести практические навыки использования списков, очередей, хеш-таблиц при создании Java программ.

**2.Постановка задачи**

**Вариант №10**

2.1. В соответствии с вариантом задания реализовать класс Смартфон(Модель, Размер экрана, Тип экрана, Объем встроенной флэшпамяти) для представления требуемой информации.

2.2. Реализовать коллекцию типа HashSet объектов разработанного в п. 2.1. класса с возможностью ввода элементов из файла, вывода на консоль, проверки членства по введенному с консоли значению поля 1. Имя файла вводить параметром командной строки –i.

2.3. Реализовать коллекцию типа LinkedList объектов разработанного в п. 2.1. с возможностью: упорядочивания по полю 1 (использовать Collections.sort(list)); с возможностью упорядочивания по полю 2 (см. таблицу 4.1) в направлении возрастания класса (использовать Collections.sort(list, myComp), где myComp – экземпляр разработанного класса, реализующего интерфейс Comparator); с возможностью ввода элементов из файла, вывода на консоль и сохранения в файл. Имена файлов вводить параметрами командной строки –i и –o.

2.4. Реализовать коллекцию типа HashMap объектов разработанного в п. 2.1. класса c ключом по значению поля 1, с возможностью ввода элементов из файла, вывода на консоль в виде «Ключ -> Значения» (значения остальных полей), вывода значения полей по введенному с консоли значению поля 1. Имя файла вводить параметром командной строки –i.

2.5. Реализовать класс Lab3Java, в методе main которого реализовать работу с объектами классов из п. 2.1-2.4:

1. Ввести записи из файла заданного параметром командной строки –i в коллекцию HashSet.

2. Отобразить записи в консоли.

3. Предложить пользователю ввести значение поля 1.

4. Отобразить в консоли результат проверки наличия записи по введенному значению поля 1.

5. Ввести записи из файла заданного параметром командной строки –i в коллекцию LinkedList.

6. Отобразить записи в консоли. Отсортировать по полю 1. Отобразить записи в консоли. Отсортировать по полю 2 в направлении возрастания. Отобразить записи в консоли.

7. Вывести записи в файл, заданный параметром командной строки –o.

8. Ввести записи из файла заданного параметром командной строки –i в коллекцию HashMap.

9. Отобразить записи в консоли.

10. Предложить пользователю ввести значение поля 1.

11. Отобразить в консоли значения остальных полей по введенному значению поля 1.

**3.Текст программы**

Класс Main:

**package** lab3java;

**import** java.io.IOException;

**import** java.util.Collections;

**import** java.util.Scanner;

**public** **class** Main {

**private** **static** Scanner *scn*;

**public** **static** **void** main(String[] args) **throws** IOException {

String pathIn = **null**;

String pathOut = **null**;

pathIn = Smartphone.*find*("-i", args);

pathOut = Smartphone.*find*("-o", args);

*scn* = **new** Scanner(System.***in***);

List1st list1 = **new** List1st();

list1.read("E:\\" + pathIn);

System.***out***.println("\n 1st list: \n");

list1.print();

System.***out***.println("Enter phone model");

**if** (list1.contains(*scn*.next())) {

System.***out***.println("Contain");

} **else** {

System.***out***.println("Doesnt contain");

}

List2nd list2 = **new** List2nd();

list2.read("E:\\" + pathIn);

System.***out***.println("\n 2nd list: \n");

list2.print();

System.***out***.println("\n Sorted by 1st field 2nd list: \n");

Collections.*sort*(list2);

list2.print();

System.***out***.println("\n Sorted by 2nd field 2nd list: \n");

Collections.*sort*(list2, **new** SmartphoneComparator());

list2.print();

list2.write("E:\\" + pathOut);

List3rd list3 = **new** List3rd();

list3.read("E:\\" + pathIn);

System.***out***.println("\n 3rd list: \n");

list3.print();

System.***out***.println("Enter phone model \n");

list3.print(*scn*.next());

*scn*.close();

}

}

Класс Smartphone:

**package** lab3java;

**import** java.util.Scanner;

**public** **class** Smartphone **implements** Comparable<Smartphone>{

String phone\_model;

**int** phone\_screen\_size;

String phone\_screen\_type;

**int** phone\_memory\_capacity;

**public** Smartphone(String phone\_model, **int** phone\_screen\_size, String phone\_screen\_type, **int** phone\_memory\_capacity) {

**this**.phone\_model = phone\_model;

**this**.phone\_screen\_size = phone\_screen\_size;

**this**.phone\_screen\_type = phone\_screen\_type;

**this**.phone\_memory\_capacity = phone\_memory\_capacity;

}

**public** **int** getPhone\_memory\_capacity() {

**return** phone\_memory\_capacity;

}

**public** String getPhone\_model() {

**return** phone\_model;

}

**public** **int** getPhone\_screen\_size() {

**return** phone\_screen\_size;

}

**public** String getPhone\_screen\_type() {

**return** phone\_screen\_type;

}

**public** **static** Smartphone read(Scanner scn) {

**return** **new** Smartphone(scn.next(),scn.nextInt(),scn.next(),scn.nextInt());

}

@Override

**public** String toString() {

**return** "Phone model: " + phone\_model +

"\n Phone screen size: " + phone\_screen\_size +

"\n Phone screen type: " + phone\_screen\_type +

"\n Phone memory capacity: " + phone\_memory\_capacity;

}

**public** **int** compareTo(Smartphone s) {

**return** phone\_model.compareTo(s.getPhone\_model());

}

**public** **static** String find(String target, String[] args) {

**for** (**int** i = 0; i < args.length; i++) {

**if** (args[i].equals(target)) {

**return** args[i + 1];

}

}

**return** **null**;

}

}

Класс SmartphoneComparator:

**package** lab3java;

**import** java.util.Comparator;

**public** **class** SmartphoneComparator **implements** Comparator<Smartphone> {

@Override

**public** **int** compare(Smartphone s1, Smartphone s2) {

**return** s1.getPhone\_screen\_size() - s2.getPhone\_screen\_size();

}

}

Класс List1st:

package lab3java;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.util.HashSet;

import java.util.Scanner;

public class List1st extends HashSet<Smartphone> {

/\*\*

\*

\*/

private static final long serialVersionUID = 1L;

public void read(String filename) {

this.clear();

try (Scanner scn = new Scanner(new FileInputStream(filename))) {

while (scn.hasNext()) {

add(Smartphone.read(scn));

}

} catch (FileNotFoundException e) {

System.out.println("File not found");

}

}

public void print() {

for (Smartphone s : this) {

System.out.println(s.toString());

}

}

public boolean contains(String model) {

for (Smartphone s : this) {

if (s.getPhone\_model().equalsIgnoreCase(model)) {

return true;

}

}

return false;

}

}

Класс List2nd

package lab3java;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.io.FileOutputStream;

import java.io.PrintWriter;

import java.util.LinkedList;

import java.util.Scanner;

public class List2nd extends LinkedList<Smartphone> {

/\*\*

\*

\*/

private static final long serialVersionUID = 1L;

public void read(String filename) {

this.clear();

try (Scanner scn = new Scanner(new FileInputStream(filename))) {

while (scn.hasNext()) {

add(Smartphone.read(scn));

}

} catch (FileNotFoundException e) {

System.out.println("File not found");

}

}

public void print() {

for (Smartphone s : this) {

System.out.println(s.toString());

}

}

public void write(String filename) {

try (PrintWriter wrt = new PrintWriter(new FileOutputStream(filename))) {

for (Smartphone s : this) {

wrt.write(s.toString());

wrt.write('\n');

}

} catch (FileNotFoundException e) {

System.out.println("File not found");

}

}

}

Класс List3rd:

package lab3java;

import java.io.FileInputStream;

import java.io.FileNotFoundException;

import java.util.HashMap;

import java.util.Scanner;

public class List3rd extends HashMap<String, Smartphone>{

/\*\*

\*

\*/

private static final long serialVersionUID = 1L;

public void read(String filename) {

this.clear();

Smartphone s;

try(Scanner scn = new Scanner(new FileInputStream(filename))) {

while(scn.hasNext()) {

s = Smartphone.read(scn);

put(s.getPhone\_model(),s);

}

} catch (FileNotFoundException e) {

System.out.println("File not found");

}

}

public void print() {

for(Smartphone s : this.values()) {

System.out.println(s.toString());

}

}

public void print(String author) {

Smartphone s = get(author);

if(s != null) {

System.out.println(s.toString());

} else {

System.out.println("There's no smartphone with such model");

}

}

}

**4.Результаты**

Пример №1 работы программы:

1st list:

Phone model: Klenguit

Phone screen size: 170

Phone screen type: JKL

Phone memory capacity: 1300

Phone model: Samsung

Phone screen size: 155

Phone screen type: DMK

Phone memory capacity: 1400

Phone model: Jumbolak

Phone screen size: 144

Phone screen type: AKL

Phone memory capacity: 1450

Enter phone model

Samsung

Contain

2nd list:

Phone model: Samsung

Phone screen size: 155

Phone screen type: DMK

Phone memory capacity: 1400

Phone model: Klenguit

Phone screen size: 170

Phone screen type: JKL

Phone memory capacity: 1300

Phone model: Jumbolak

Phone screen size: 144

Phone screen type: AKL

Phone memory capacity: 1450

Sorted by 1st field 2nd list:

Phone model: Jumbolak

Phone screen size: 144

Phone screen type: AKL

Phone memory capacity: 1450

Phone model: Klenguit

Phone screen size: 170

Phone screen type: JKL

Phone memory capacity: 1300

Phone model: Samsung

Phone screen size: 155

Phone screen type: DMK

Phone memory capacity: 1400

Sorted by 2nd field 2nd list:

Phone model: Jumbolak

Phone screen size: 144

Phone screen type: AKL

Phone memory capacity: 1450

Phone model: Samsung

Phone screen size: 155

Phone screen type: DMK

Phone memory capacity: 1400

Phone model: Klenguit

Phone screen size: 170

Phone screen type: JKL

Phone memory capacity: 1300

3rd list:

Phone model: Klenguit

Phone screen size: 170

Phone screen type: JKL

Phone memory capacity: 1300

Phone model: Samsung

Phone screen size: 155

Phone screen type: DMK

Phone memory capacity: 1400

Phone model: Jumbolak

Phone screen size: 144

Phone screen type: AKL

Phone memory capacity: 1450

Enter phone model

Jumbolak

Phone model: Jumbolak

Phone screen size: 144

Phone screen type: AKL

Phone memory capacity: 1450

Файл 1.txt:

![](data:image/png;base64,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)
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**5.Вывод**

Вданной лабораторной работе была изучена организация коллекций объектов на языке Java, также были приобретены практические навыки использования списков, очередей, хеш-таблиц при создании Java программ.