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## Lab No: 4

## Aim:

To implement a Playfair Cipher for secure file encryption and decryption using Java.

## Description:

Write the menu driven program for 6X6 Playfair Cipher.

1. Encryption and Decryption of large input text. (Input: File can contain large text (including numbers, characters, symbols, spaces, etc.)

Input Key: Key may be a statement which can contain spaces, symbols, etc.

Input File Name: plaintext.txt

Encrypted File Name: cipher.txt

Decrypted Filename: recover.txt

Note: Encrypt only alphabets and digits. In the program, write logic to remove all extra characters, symbols etc. (except from alphabets and digits).

## Code:

import javax.swing.\*;

import java.awt.event.\*;

import java.io.\*;

import java.nio.file.\*;

import java.util.\*;

public class PlayfairCipherGUI {

public static void main(String[] args) {

JFrame frame = new JFrame("Playfair Cipher Encryption and Decryption");

frame.setSize(600, 400);

frame.setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

JButton encryptButton = new JButton("Encrypt (Playfair Cipher)");

JButton decryptButton = new JButton("Decrypt (Playfair Cipher)");

encryptButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

performEncryption();

}

});

decryptButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

performDecryption();

}

});

JPanel panel = new JPanel();

panel.add(encryptButton);

panel.add(decryptButton);

frame.add(panel);

frame.setVisible(true);

}

public static void performEncryption() {

try {

String inputFileName = "plaintext.txt";

String outputFileName = "cipher.txt";

String content = new String(Files.readAllBytes(Paths.get(inputFileName)));

String key = JOptionPane.showInputDialog("Enter the Key for Playfair Cipher:");

String cleanedContent = cleanInput(content);

String encrypted = encryptPlayfairCipher(cleanedContent, key);

Files.write(Paths.get(outputFileName), encrypted.getBytes());

JOptionPane.showMessageDialog(null, "Encryption Completed! Encrypted file saved as " + outputFileName);

} catch (Exception ex) {

JOptionPane.showMessageDialog(null, "Error: " + ex.getMessage());

}

}

public static void performDecryption() {

try {

String inputFileName = "cipher.txt";

String outputFileName = "recover.txt";

String content = new String(Files.readAllBytes(Paths.get(inputFileName)));

String key = JOptionPane.showInputDialog("Enter the Key for Decryption (Playfair Cipher):");

String decrypted = decryptPlayfairCipher(content, key);

Files.write(Paths.get(outputFileName), decrypted.getBytes());

JOptionPane.showMessageDialog(null, "Decryption Completed! Decrypted file saved as " + outputFileName);

} catch (Exception ex) {

JOptionPane.showMessageDialog(null, "Error: " + ex.getMessage());

}

}

public static String cleanInput(String text) {

return text.replaceAll("[^A-Za-z0-9]", "").toUpperCase();

}

public static String encryptPlayfairCipher(String text, String key) {

char[][] matrix = generatePlayfairMatrix(key);

StringBuilder result = new StringBuilder();

for (int i = 0; i < text.length(); i += 2) {

char a = text.charAt(i);

char b = (i + 1 < text.length()) ? text.charAt(i + 1) : 'X';

result.append(encryptPair(a, b, matrix));

}

return result.toString();

}

public static String decryptPlayfairCipher(String text, String key) {

char[][] matrix = generatePlayfairMatrix(key);

StringBuilder result = new StringBuilder();

for (int i = 0; i < text.length(); i += 2) {

char a = text.charAt(i);

char b = (i + 1 < text.length()) ? text.charAt(i + 1) : 'X';

result.append(decryptPair(a, b, matrix));

}

return result.toString();

}

public static char[][] generatePlayfairMatrix(String key) {

StringBuilder sb = new StringBuilder(key);

Set<Character> usedChars = new LinkedHashSet<>();

for (char c : sb.toString().toUpperCase().toCharArray()) {

if (Character.isLetterOrDigit(c) && !usedChars.contains(c)) {

usedChars.add(c);

}

}

for (char c = 'A'; c <= 'Z'; c++) {

if (!usedChars.contains(c) ) {

usedChars.add(c);

}

}

for (char c = '0'; c <= '9'; c++) {

if (!usedChars.contains(c)) {

usedChars.add(c);

}

}

char[][] matrix = new char[6][6];

int index = 0;

for (char c : usedChars) {

matrix[index / 6][index % 6] = c;

System.out.print(c);

index++;

}

System.out.println();

return matrix;

}

public static String encryptPair(char a, char b, char[][] matrix) {

int[] pos1 = findPosition(a, matrix);

int[] pos2 = findPosition(b, matrix);

if (pos1[0] == pos2[0]) {

return "" + matrix[pos1[0]][(pos1[1] + 1) % 6] + matrix[pos2[0]][(pos2[1] + 1) % 6];

} else if (pos1[1] == pos2[1]) {

return "" + matrix[(pos1[0] + 1) % 6][pos1[1]] + matrix[(pos2[0] + 1) % 6][pos2[1]];

} else {

return "" + matrix[pos1[0]][pos2[1]] + matrix[pos2[0]][pos1[1]];

}

}

public static String decryptPair(char a, char b, char[][] matrix) {

int[] pos1 = findPosition(a, matrix);

int[] pos2 = findPosition(b, matrix);

if (pos1[0] == pos2[0]) {

return "" + matrix[pos1[0]][(pos1[1] + 5) % 6] + matrix[pos2[0]][(pos2[1] + 5) % 6];

} else if (pos1[1] == pos2[1]) {

return "" + matrix[(pos1[0] + 5) % 6][pos1[1]] + matrix[(pos2[0] + 5) % 6][pos2[1]];

} else {

return "" + matrix[pos1[0]][pos2[1]] + matrix[pos2[0]][pos1[1]];

}

}

public static int[] findPosition(char c, char[][] matrix) {

for (int i = 0; i < 6; i++) {

for (int j = 0; j < 6; j++) {

if (matrix[i][j] == c) {

return new int[] { i, j };

}

}

}

throw new IllegalArgumentException("Character not found in matrix.");

}

}

## Output:

**Plaintext.txt**

In the vast and ancient world, where time flows like a river and the stars paint the sky, there existed a land of great beauty and mystery. This land, rich with rolling hills, deep forests, and winding rivers, was home to a people whose lives were intertwined with the natural rhythms of the earth. They cultivated the land, worshipped the sun and the moon, and passed down stories from one generation to the next. These stories spoke of heroes and gods, of love and betrayal, of battles won and lost. But among all these tales, one legend stood out. It was the tale of a hidden treasure, buried deep within the heart of the land. A treasure so vast and powerful that it could change the course of history. Many had searched for it, but none had found it. Some said it was guarded by a fierce dragon, others believed it was cursed. But despite the dangers, the lure of the treasure was too great. And so, the search continued, driven by hope, greed, and the desire for glory. As the years passed, the legend grew, taking on a life of its own. But in the end, it was not the treasure that mattered, but the journey itself.

**Cipher.txt [Key: ]**

JGP1HWCQQDMFFIAK2IQZLS1BVELQ1QJN2AO1YQEJIOBQGWLQFIMZELTUBQTQIQMUP1OQS7P1LQLLWJTU1ABEFIC13NQLDQALFQSZFIMT7YQ1SXP1KQEBMFQJ3O5QP1SLOOJGP3JEORA1HQC2QLTUQCMF5QMFJGJPGWLQQYCQE1I1S13QL1RHA5E1QOEJWHQYLQAQMULQQZJG1A5QP1P12IDQPSBEPLZS1GYCDUELAISU1PEL7KR2QMW3Q1MZELEBMFYESTEGQQ1AP1OQ0UFIMZELK12KFI3TCQQOFFEYKUS1QJOQBU1K2KHI2ILQDQKEMU1SELI2ZRP1OQOQS1QJOQTQCSL132LQ1LQCMFKHCT2CO1WHFIFC1QQBWCO13CDQR1OQYEIFMFO1TUFRQDK1GIBE1RELQOQDOLYCI2OLIHMFTU11C1PUMQ5ITUELQDOL2C3EMAA1MUQLCQPSLAPSQAFFLLQVMQEGMUELELBQS1DUELEBMFDQQLCQPSOQHYCQQDMFSH5AUBR2P1DQMQKCR2FDE3GI1QELKCPSQO2CEGTULSZKFIVOBFQOBQ3O1AC2QJRDPUK2I2E3F32SMFMQYCI1QCMAMQ5IPKQFTB1ACXB3QASB1AQBKHK2P1LQRCLOQAWHAMQZCQFSST1AFRZMOQQGQ1P11AFIIHSTP1LOPSL1DUELUSAITPQL5ITU11JPAIQDMFYCP1OQAISBO32KQMU01ABTGW2ICXE1QHJPLLFBMFP11AOQJQ2ALSJHLSWCTUELWOBQTQCQQOMZELOLIHMFJPA5QDMJGI2KBENAL1ANUTEYJFPUJGP1LLMFMQ5IUK1SP11QQLCQPS1QE3ZTDQQ1QLFCPUP1LI2SUJOWMQQO2B

**Recover.txt**

INTHEVASTANDANCIENTWORLDWHERETIMEFLOWSLIKEARIVERANDTHESTARSPAINTTHESKYTHEREEXISTEDALANDOFGREATBEAUTYANDMYSTERYTHISLANDRICHWITHROLLINGHILLSDEEPFORESTSANDWINDINGRIVERSWASHOMETOAPEOPLEWHOSELIVESWEREINTERTWINEDWITHTHENATURALRHYTHMSOFTHEEARTHTHEYCULTIVATEDTHELANDWORSHIPPEDTHESUNANDTHEMOONANDPASSEDDOWNSTORIESFROMONEGENERATIONTOTHENEXTTHESESTORIESSPOKEOFHEROESANDGODSOFLOVEANDBETRAYALOFBATTLESWONANDLOSTBUTAMONGALLTHESETALESONELEGENDSTOODOUTITWASTHETALEOFAHIDDENTREASUREBURIEDDEEPWITHINTHEHEARTOFTHELANDATREASURESOVASTANDPOWERFULTHATITCOULDCHANGETHECOURSEOFHISTORYMANYHADSEARCHEDFORITBUTNONEHADFOUNDITSOMESAIDITWASGUARDEDBYAFIERCEDRAGONOTHERSBELIEVEDITWASCURSEDBUTDESPITETHEDANGERSTHELUREOFTHETREASUREWASTOOGREATANDSOTHESEARCHCONTINUEDDRIVENBYHOPEGREEDANDTHEDESIREFORGLORYASTHEYEARSPASSEDTHELEGENDGREWTAKINGONALIFEOFITSOWNBUTINTHEENDITWASNOTTHETREASURETHATMATTEREDBUTTHEJOURNEYITSELF

## Conclusion:

* The Playfair Cipher offers basic security through letter pairing but is vulnerable to frequency analysis.
* It is efficient for manual encryption but impractical for large-scale digital use.
* Modern encryption methods like AES provide superior security and scalability.
* Playfair Cipher can only be used for educational purposes like in this assignment.