**Databases Study plan**
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study following topics in database:  
**Refer to chatGPT chat named: Database**  
To prepare effectively for a database interview, focus on the following key topics:

**Index**

Fundamentals

1. Relational database concepts (tables, rows, columns, keys).
2. Database Management Systems (DBMS vs. RDBMS).
3. ACID properties (Atomicity, Consistency, Isolation, Durability).
4. Normalization and denormalization.
5. Types of databases (relational, NoSQL, hierarchical, etc.).

SQL and Advanced SQL

1. SQL basics (CRUD operations): SELECT, INSERT, UPDATE, DELETE.
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1. Joins (INNER, LEFT, RIGHT, FULL).
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1. Subqueries, correlated subqueries.
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1. Set operations (UNION, INTERSECT, MINUS).
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1. Indexing and performance tuning.
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1. Advanced SQL concepts (CTEs, window functions, partitioning).
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Database Design and Modeling

1. ER diagrams, schema design.
2. Primary and foreign keys, unique constraints.
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1. Relationships (one-to-one, one-to-many, many-to-many).
2. Data normalization forms (1NF, 2NF, 3NF, BCNF).
3. Designing schemas for performance and scalability.

Data Storage and Indexing

1. Types of indexes (B-tree, bitmap, hash).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAA6CAYAAADlTpoVAAAAAXNSR0IArs4c6QAAAHhlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAKgAgAEAAAAAQAAADigAwAEAAAAAQAAADoAAAAAy2XeggAAAAlwSFlzAAALEwAACxMBAJqcGAAAA09JREFUaAXtWItu2zAMXIb9V7kvC/dlyr6suyvM4KLakvVIYxc7gCVF8s6knRhtLz/WYUhfpfQXscv51GHC9O8rxvypYZh+bTHNsee00EUYJ5jBHBY15k4Jx9SxBL3BFKWa9h0ydkxVWyBJjyE+DX5mk/7B+ZbleORbNHCN4Cxen87WzIZCPGX2nw6Oia0ydSxI/y2hC9pZNsy/g6W5b6XiUWstCx51h+JcLQvqm9SKqgcqtix4k7nfJD502LKgLmJ6+E7xKd+kLQ8goTmWZOywyNGfHoYNYsE1z/rp4dhgbblDPsFfE273DRrf6l8a+vR8wg06lAQX0gV7hzMQHUZ/KOhyPjCZ6tiAzlSqQ00H6xW3TCeJEGs8O8xgw+h9yfAv/15YRuTZYVdYwJbgFole3/Kr2lvvRXbwdLkd7c9p4UfnfTEbuERolLwP6D9QLw+n8oEDBVp4wQmvOpHL/Yj+g1bLR/SB2HmwHbyR7/cO+e2WhFJ8rGy7rVoJjTXPa0zFVz9BDq9PSGPWfvPHq8C7G3fdB4cg3xYN1Y3cUmp25FPPYQZrgqE7FqTILOiCPiBKbsxH3zWjChhEZsAgErpdQy1DhIZ6a/0O3hYxuqvEs0LrFPINXrMeCQ93aEO4Na2aW9yEgkuRsfLWYu0XajkkScXK3fuqHD40HXEYwg9o3ZBxWPSXPHu7oBdkPArV04EdwjTNbcXUoGkdxz4YaCrkfTJ3Fvmqtzcu8VgbgoOtg/DcAwNJdRinlVze4+ghSr3+0THwIxdvFTRcOx+cZ0LzvA7hMObjjLC4IHuH4VCgkBpze6AcjW0hO3zES+qTU14e+6fuzgSFVJznGhIalKNnxntgaMo1mJsOg6JeyCtXYF37DWdankOqioQO5VUJPQ16EcY16EAuza06QVWeRXKWdwjpwFYRZl37td2zGgffg6ct6Li6DstzDYYG5dTimh7rDgsdxtMQovTeoJrQq9yteK+miR61p8ChooO1iub80OKANIPthaFR+Xt5m30ughTm+dWIBemHYGCrmA+pzSPrTEOqXCjE0pDSXHLMRH9H61/0d+IS5P8Vy+svP19ePsG8AfTJ3fcafYLzxnuS0v8Fn3Rjnyl7+PfCyPKWk/8BiX7DK7DUoSMAAAAASUVORK5CYII=)

1. Clustered vs. non-clustered indexes.
2. Indexing strategies and their impact on performance.
3. Partitioning tables and indexing partitioned data.
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Transactions and Concurrency Control

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAVCAYAAACkCdXRAAAAAXNSR0IArs4c6QAAAHhlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAKgAgAEAAAAAQAAABOgAwAEAAAAAQAAABUAAAAAE91AtwAAAAlwSFlzAAALEwAACxMBAJqcGAAAAOpJREFUOBGdUIkRwjAMK7AITIJHYRPMJIzSMhlIXMypbkLT6s5nW5aVZxjmGNG+JXw+7usMMjXRmrNNyDdSM8664VDqspVN5Qq1nnhyLLrIlTfh/5ZhxKzYbHaU7UnqXaWa7TLIS/FMPksRPHMXWjezru0k6jF7pJ1mq2YvUV2l3lQ61JY2Nv9X2v+1NN5lps8MN5oFuv+LCzWz1n8Z9CMibu2oVxFiZsIQapLn1HxxiqJkQ76VekK+IJ6IM6KGA8g7groFHIyenOsRc0bm2ZOfwdC1hJwRhqhpHPwCDibEPM0QNTjICEM9fABJEWTblz3zuwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAICAYAAAAvOAWIAAAAAXNSR0IArs4c6QAAAHhlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAKgAgAEAAAAAQAAAAugAwAEAAAAAQAAAAgAAAAAeuzFZwAAAAlwSFlzAAALEwAACxMBAJqcGAAAAGBJREFUGBl1iwEOwCAIA/Fn/Gz8zOxlrlVqWNya4JVSm51yRJzAUH3B7uRGwI0cluRFREsBKPwi71OBVwX6XnbmzKYcr4osRdlfReTHUR9Jft5qcJ4beaWvYOdXXi7V2wNjPCiipGnTzwAAAABJRU5ErkJggg==)

1. Transaction lifecycle and isolation levels.
2. Locking mechanisms (pessimistic vs. optimistic locking).
3. Deadlocks, causes, and handling.
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1. Isolation levels (Read Uncommitted, Read Committed, Repeatable Read, Serializable).
2. MVCC (Multi-Version Concurrency Control).

Database Security and Management

1. Authentication, authorization, and user roles.
2. Backup and recovery strategies.
3. Database auditing and logging.
4. Data encryption and security practices.

Query Optimization and Performance Tuning

1. Analyzing query execution plans.
2. Using indexes efficiently.
3. Query optimization techniques.
4. Common performance issues and how to resolve them.

Stored Procedures, Triggers, and Functions

1. Writing stored procedures and functions.
2. Differences between triggers and stored procedures.
3. Use cases and examples.

ETL and Data Warehousing Concepts

1. ETL (Extract, Transform, Load) process basics.
2. Data warehousing principles and star/snowflake schemas.
3. OLAP vs. OLTP differences.

Backup, Recovery, and Disaster Recovery

1. Backup types and strategies.
2. Recovery models (simple, full, bulk-logged).
3. High availability and disaster recovery strategies (replication, clustering).

Here’s an overview of the main types of databases:  
  
Relational Databases (RDBMS)

1. Description: Organize data into tables (relations) with rows and columns, using SQL for querying.
2. Examples: MySQL, PostgreSQL, Oracle Database, SQL Server.
3. Use Case: Structured data, complex queries, transactions, and strict data integrity.

NoSQL Databases

1. Description: Non-relational databases that provide flexibility for unstructured data. NoSQL databases are further divided into subtypes based on data models:
   1. Document Stores: Store data as documents (usually JSON, BSON).
      1. Examples: MongoDB, Couchbase.
      2. Use Case: Content management, catalogs, user profiles.
   2. Key-Value Stores: Simple storage of key-value pairs.
      1. Examples: Redis, DynamoDB.
      2. Use Case: Caching, session management.
   3. Column-Family Stores: Organize data by columns rather than rows, designed for large volumes of data.
      1. Examples: Cassandra, HBase.
      2. Use Case: Analytics, data warehousing.
   4. Graph Databases: Use nodes, edges, and properties to represent and store data, ideal for complex relationships.
      1. Examples: Neo4j, Amazon Neptune.
      2. Use Case: Social networks, fraud detection, recommendation engines.

Time-Series Databases

1. Description: Optimized for storing and analyzing time-stamped data.
2. Examples: InfluxDB, TimescaleDB.
3. Use Case: IoT data, monitoring data, stock prices, telemetry.

Object-Oriented Databases

1. Description: Store data as objects (similar to object-oriented programming) rather than rows and tables.
2. Examples: db4o, ObjectDB.
3. Use Case: Applications requiring tight integration with object-oriented programming, such as CAD systems.

Graph Databases

1. Description: Special type of NoSQL database optimized for handling and traversing relationships.
2. Examples: Neo4j, ArangoDB, OrientDB.
3. Use Case: Social networks, knowledge graphs, recommendation systems.

NewSQL Databases

1. Description: Modern relational databases designed to provide the scalability of NoSQL with the ACID compliance of traditional SQL databases.
2. Examples: Google Spanner, CockroachDB, NuoDB.
3. Use Case: High-transactional applications that require scalability and strong consistency.

Columnar Databases

1. Description: Store data in columns rather than rows, ideal for read-intensive operations and analytical queries.
2. Examples: Amazon Redshift, Google BigQuery, Apache HBase.
3. Use Case: Data warehousing, analytics, real-time data processing.

Cloud Databases

1. Description: Hosted in the cloud, allowing scalable access and management via the internet.
2. Examples: Amazon RDS, Google Cloud SQL, Azure SQL Database.
3. Use Case: Any application requiring flexibility, scalability, and minimal management of hardware.

Distributed Databases

1. Description: Data is distributed across multiple physical locations or nodes, often in a decentralized fashion.
2. Examples: Apache Cassandra, Amazon DynamoDB, Couchbase.
3. Use Case: Large-scale applications, geographically distributed systems.

Multimodel Databases

1. Description: Support multiple data models (e.g., document, key-value, graph) within a single database.
2. Examples: ArangoDB, OrientDB, Cosmos DB.
3. Use Case: Flexible systems needing varied data models, such as e-commerce or IoT applications.

**1.0 Database Fundamentals**

**1.1 Relational Database Concepts**

1. Tables: A database table is a collection of related data organized in rows and columns. Each table represents an entity, like “Employees” or “Orders.”
2. Rows and Columns:
   1. Rows (Records/Tuples): Each row in a table is a single record, containing data about one specific item.
   2. Columns (Fields/Attributes): Each column represents a specific attribute or property of the entity, like “Employee Name” or “Order Date.”
3. Schemas: The structure or design of a database. A schema defines how data is organized, including the tables, their fields, relationships, and constraints.
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**1.2 Database Management Systems (DBMS) vs. Relational Database Management Systems (RDBMS)**

1. DBMS (Database Management System): Software that allows users to create, read, update, and delete data from a database. It manages how data is stored and retrieved.
2. RDBMS (Relational Database Management System): A type of DBMS based on the relational model where data is organized into related tables. RDBMSs enforce relationships between tables and are ACID-compliant, ensuring data integrity.
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1. Examples: DBMS (Microsoft Access); RDBMS (MySQL, PostgreSQL, Oracle).
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**1.3 Keys in Databases**

1. Primary Key: A unique identifier for each record in a table. No two rows can have the same primary key value, ensuring each record is unique.
2. Foreign Key: A column in one table that refers to the primary key in another table, establishing a relationship between tables.
3. Unique Key: Similar to a primary key, a unique key ensures all values in a column are distinct, but a table can have multiple unique keys.

**1.4 ACID Properties**

1. ACID properties are crucial to maintaining the reliability and consistency of databases, especially in transaction processing:
   1. Atomicity: Ensures that a transaction is either fully completed or not done at all (all-or-nothing).
   2. Consistency: Ensures that data remains consistent before and after the transaction.
   3. Isolation: Transactions occur independently without interference, even if executed concurrently.
   4. Durability: Once a transaction is committed, the changes are permanent, even if the system crashes.

**1.5 Data Integrity**

1. Entity Integrity: Ensures each row in a table is unique, typically enforced by primary keys.
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1. Referential Integrity: Ensures relationships between tables are maintained, typically enforced by foreign keys.
2. Domain Integrity: Ensures data within a column falls within a specified range or domain (e.g., age cannot be negative).
3. User-defined Integrity: Custom rules defined by the user (e.g., an employee’s salary cannot exceed a certain limit).
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**1.6 Relationships in Databases**
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1. Relationships define how tables interact with one another and include:
   1. One-to-One (1:1): Each record in one table corresponds to exactly one record in another table.
   2. One-to-Many (1:N): A record in one table corresponds to multiple records in another table, commonly established using foreign keys.
   3. Many-to-Many (M:N): Multiple records in one table relate to multiple records in another, often requiring a junction table to implement.

**1.7 Normalization and Denormalization**

1. Normalization: The process of organizing data in a database to reduce redundancy and improve data integrity. The stages of normalization (Normal Forms) are:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHoAAAAICAYAAAA2s+suAAAAAXNSR0IArs4c6QAAAHhlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAKgAgAEAAAAAQAAAHqgAwAEAAAAAQAAAAgAAAAAmf7AVwAAAAlwSFlzAAALEwAACxMBAJqcGAAAALtJREFUSA3tVAEKwzAIzGD/mj9bfjb7su5uRSiSFrFsjCQHNo2eJqeQUiZ67MALolZY7VHc1LR1QLBwyGYV/xOddqBClw2aa7nzMyAkofko5xGsdZQfTL9EExs0L0HzUDhoGYhL8vtog1yZ060/45Q8UvAGsRX2DIjWAEcCnEn5XQcURy2wykF/3nCsI0ETYtmwFrTlbPiivEbqdZc93ayksL0Ye1oF/gzUJe1rM+Tjjp7afqNm6iL/lvQGywkaxtUExogAAAAASUVORK5CYII=)

* 1. 1NF (First Normal Form): Ensures each column holds atomic (indivisible) values.
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* 1. 2NF (Second Normal Form): Ensures all non-key attributes are fully dependent on the primary key.
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* 1. 3NF (Third Normal Form): Ensures no transitive dependencies; non-key attributes depend only on the primary key.
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* 1. BCNF (Boyce-Codd Normal Form): A stricter version of 3NF, eliminating redundancy.

1. Denormalization: The process of combining tables to improve read performance, often used in reporting and analysis where redundancy is tolerable.

**1.8 Types of Databases**

1. Transactional Databases (OLTP): Designed for handling day-to-day operations like order processing, banking, and retail transactions.
2. Analytical Databases (OLAP): Optimized for querying and analysis, often using denormalized structures for faster aggregation and reporting.
3. Distributed Databases: Data is distributed across multiple locations or servers to improve accessibility and fault tolerance.
4. Data Warehouses: Centralized repositories optimized for analytical processing and reporting, integrating data from multiple sources.

**1.9 SQL and Querying Basics**

1. CRUD Operations: Basic operations to create, read, update, and delete data.
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1. DDL (Data Definition Language): Commands like CREATE, ALTER, DROP to define or modify database structures.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFoAAAAICAYAAAB57uj+AAAAAXNSR0IArs4c6QAAAHhlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAKgAgAEAAAAAQAAAFqgAwAEAAAAAQAAAAgAAAAAt13yrQAAAAlwSFlzAAALEwAACxMBAJqcGAAAAMBJREFUSA3tUlsKwzAMW2H3qo+2m829WS2Yikjt9mNrl7EKTGzJeVhkuF2wwoKKZ/vIJFlXe4ek6RcpDsYVM2RGqI6e0/Bto21n0kyngZm2c9zpsr9unD5ltDUjoKYhlMD1CC8eNRU86Wof9JWmRls0ILbQq3kuj6ZBylHOOGqHrjT6GbfYoTflh3tOLyxNW4hIXArNhe4vvceTHhEW8S5cDoBBWkNqa3B/A/xoi8CPBjwi+0XQCGcSq+ZCX2nrwAyXMhhLAMcW6wAAAABJRU5ErkJggg==)

1. DML (Data Manipulation Language): Commands like SELECT, INSERT, UPDATE, DELETE to manipulate data within tables.
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1. DCL (Data Control Language): Commands like GRANT and REVOKE to control access permissions.
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**1.10 Constraints in Databases**

1. NOT NULL: Ensures a column cannot have null values.
2. DEFAULT: Sets a default value if none is provided.
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1. CHECK: Enforces specific conditions on data in a column.
2. UNIQUE: Ensures values in a column are unique across the table.
3. FOREIGN KEY: Maintains referential integrity by linking tables.

**1.11 Views**

1. A view is a virtual table created by a SELECT query that combines data from one or more tables.
2. Views provide a way to simplify complex queries, enhance security by limiting data exposure, and offer a layer of abstraction.
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**1.12 Indexes**

1. Indexes are structures that help speed up data retrieval but can slow down data modification (inserts, updates, deletes).
   1. Types of indexes:
      1. Primary Index: Automatically created on primary key columns.
      2. Secondary Index: Manually created on columns to improve query performance.
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* 1. Choosing appropriate indexing strategies is essential for database performance optimization.

**2.0 SQL and Advanced SQL**

**2.1 SQL Basics (CRUD Operations)**

1. **SQL (Structured Query Language):** A language used to communicate with relational databases, allowing users to create, retrieve, update, and delete data.
2. **CRUD Operations:** Basic SQL commands for data manipulation:
   1. SELECT: Retrieves data from one or more tables.
   2. INSERT: Adds new records into a table.
   3. UPDATE: Modifies existing data within a table.
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* 1. DELETE: Removes records from a table.

**2.2 Joins**

Joins combine data from multiple tables based on a related column, enabling more complex queries across tables:

1. **INNER JOIN**: Returns records with matching values in both tables.
2. **LEFT JOIN (LEFT OUTER JOIN)**: Returns all records from the left table and matching records from the right table. If no match, NULL values are returned.
3. **RIGHT JOIN (RIGHT OUTER JOIN)**: Returns all records from the right table and matching records from the left table. If no match, NULL values are returned.
4. **FULL JOIN (FULL OUTER JOIN)**: Returns all records when there is a match in either table. If no match, NULL values are returned.
5. **SELF JOIN**: Joins a table with itself, often useful for hierarchical data.
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**2.3 Subqueries**  
A subquery is a query nested within another query, providing additional filtering or calculations:

1. **Simple Subquery**: A straightforward subquery that returns a single value (e.g., used with WHERE clause).
2. **Correlated Subquery**: A subquery that depends on the outer query for values, executed row-by-row.
3. **EXISTS Subquery**: Checks if a subquery returns any rows, often used for checking the existence of related records.
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**2.4 Set Operations**

Set operations combine results from multiple queries. They include:  
**UNION**: Combines the results of two queries and removes duplicates.

1. **UNION ALL**: Combines results, including duplicates.
2. **INTERSECT**: Returns only records that appear in both queries.
3. **EXCEPT (or MINUS)**: Returns records from the first query that aren’t in the second.

**2.5 Common Table Expressions (CTEs)**

1. **CTEs**: Temporary result sets defined within the execution of a SELECT statement, making complex queries more readable.
2. **Recursive CTEs**: Allow self-referencing and are useful for hierarchical data, such as organizational charts.

**2.6 Window Functions**

Window functions perform calculations across a set of table rows related to the current row, enabling advanced analysis:

1. **PARTITION BY**: Divides the result set into partitions.
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1. **ROW\_NUMBER()**: Assigns a unique sequential integer to rows within a partition.
2. **RANK() and DENSE\_RANK()**: Provides ranking of rows within a partition, with DENSE\_RANK avoiding gaps.
3. **NTILE()**: Distributes rows into a specified number of groups.
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1. **LEAD() and LAG()**: Access data from subsequent or preceding rows in the result set.
2. **SUM(), AVG(), MAX(), MIN()** (aggregate window functions): Calculates aggregates but keeps the context of each row.

**2.7 Indexing and Performance Tuning**

SQL queries can be optimized using indexes and other tuning techniques:

1. **Indexes**: Enhance performance by reducing data retrieval time. Common types include B-tree and bitmap indexes.
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1. **Execution Plans**: Analyzing query execution plans (using EXPLAIN or similar statements) helps identify bottlenecks and improve performance.
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1. **Index Usage**: Selecting appropriate indexes for columns frequently used in WHERE clauses, joins, or sorting improves query speed.

**2.8 Advanced Query Techniques**
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1. **Pivoting and Unpivoting**: Rotates table data from rows to columns (PIVOT) and vice versa (UNPIVOT), often used in reporting.
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1. **Conditional Aggregation**: Using CASE within aggregate functions to conditionally count or sum data, enabling more customized results.
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1. **Self-Joins and Hierarchical Queries**: Self-joins are used to join a table to itself for comparing or hierarchical structures (e.g., employee-supervisor relationships).

**2.9 Data Types and Casting**

1. **Data Types**: SQL supports a variety of data types (e.g., integer, float, varchar, date, etc.), and understanding the appropriate type to use helps ensure data accuracy and optimal storage.
2. **Casting/Conversion**: Converting data from one type to another using functions like CAST() and CONVERT().

**2.10 Constraints and Data Validation**

1. **Constraints**: Ensure data integrity and consistency by limiting the data that can be entered in a table. Common constraints include:
2. **PRIMARY KEY**: Uniquely identifies each record.
3. **FOREIGN KEY**: Enforces referential integrity between tables.
4. **UNIQUE**: Ensures unique values in a column.
5. **CHECK**: Enforces a condition on the data in a column.
6. **DEFAULT**: Specifies a default value if none is provided.

**2.11 Stored Procedures**

1. **Definition**: A stored procedure is a precompiled set of SQL statements that can be executed on demand, enabling reusable and modular database code.
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1. **Benefits**: Improve performance (precompiled), centralize logic, simplify complex operations, and enhance security by reducing direct table access.
2. **Parameters**: Stored procedures can accept input parameters and return values or output parameters.
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**2.12 Functions**
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1. **Scalar Functions**: Return a single value, such as a calculation or transformation. Examples include LEN(), UPPER(), CONCAT().
2. **Aggregate Functions**: Perform calculations on a set of values, returning a single value. Examples include SUM(), COUNT(), AVG().
3. **User-Defined Functions (UDFs)**: Custom functions created to perform specific operations that aren’t covered by built-in functions.
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**2.13 Triggers**

1. **Definition**: A trigger is a set of actions that automatically execute in response to specific events (e.g., INSERT, UPDATE, DELETE) on a table.
2. **Uses**: Maintain audit trails, enforce complex constraints, or automatically update data in response to changes.
3. **Types**:
   1. **BEFORE Triggers**: Execute before the triggering event.
   2. **AFTER Triggers**: Execute after the triggering event.

**2.14 Transactions and Concurrency Control**

1. **Transactions**: A transaction is a series of SQL operations that are treated as a single logical unit. Key commands include BEGIN, COMMIT, and ROLLBACK.
2. **Isolation Levels**: Define how transactions are isolated from one another, affecting concurrency:
   1. **Read Uncommitted**: Lowest level, where dirty reads are possible.
   2. **Read Committed**: Prevents dirty reads, but not non-repeatable reads.
   3. **Repeatable Read**: Prevents dirty and non-repeatable reads but allows phantom reads.
   4. **Serializable**: Highest level, preventing dirty, non-repeatable, and phantom reads.
3. **Locking Mechanisms**: Control data access to maintain data consistency and prevent conflicts. Types include:
   1. **Row-Level Locks**: Lock individual rows.
   2. **Table-Level Locks**: Lock entire tables, generally reducing concurrency.
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**2.15 Error Handling**

1. SQL supports error handling for managing issues that may occur during execution.
2. **TRY…CATCH** blocks (in some RDBMS) allow handling exceptions within transactions, essential for managing transactional errors gracefully.

**2.16 Views**

1. **Definition**: A view is a virtual table based on a SELECT query, storing no actual data but displaying data from underlying tables
2. **Benefits**: Simplifies complex queries, enhances security by limiting data exposure, and provides a way to organize frequently accessed query results
3. **Types**:
   1. **Simple View**: Based on a single table without aggregates or complex joins.
   2. **Complex View**: Involves multiple tables, joins, and aggregates.

**3.0 Database Design and Modeling**

**3.1 Database Design Process**

Database design involves planning how data is stored, organized, and accessed. This process ensures data integrity, reduces redundancy, and optimizes performance. The steps include:

1. Requirement Analysis: Understanding the data needs and relationships for the system.
2. Conceptual Design: Creating an Entity-Relationship (ER) model to visually represent data relationships.
3. Logical Design: Defining the structure without considering the physical layout (tables, columns, data types).
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1. Physical Design: Implementing the database on a specific platform, taking into account performance, indexing, and storage requirements.

**3.2 Entity-Relationship (ER) Modeling**

1. ER Diagram: A visual representation of entities, relationships, and attributes within a system. An ER diagram helps conceptualize database structure.
2. Entities: Objects or concepts that represent data, such as “Employee,” “Order,” or “Product.”
3. Attributes: Characteristics or properties of entities (e.g., Employee ID, Name, Hire Date).
4. Relationships: Define how entities relate to each other, such as “Employee works in Department” or “Customer places Order.”
   1. Types of Relationships:
      1. One-to-One (1:1): Each entity instance in one table corresponds to a single entity instance in another.
      2. One-to-Many (1:N): One entity instance is associated with multiple instances of another entity.
      3. Many-to-Many (M:N): Multiple instances in one entity relate to multiple instances in another, typically resolved using a junction table.

**3.3 Primary and Foreign Keys**

1. Primary Key: A unique identifier for each record in a table, ensuring each entry is unique and retrievable.
2. Foreign Key: A column or set of columns in a table that establishes a link between the data in two tables, enforcing referential integrity.
3. Composite Key: A primary key composed of two or more columns, typically used when a single attribute cannot uniquely identify a record.

**3.4 Database Normalization**

Normalization is the process of organizing data to reduce redundancy and improve data integrity by dividing tables and linking them with relationships. Key normal forms (NF) include:

1. 1NF (First Normal Form): Ensures each column contains atomic (indivisible) values, eliminating repeating groups.
2. 2NF (Second Normal Form): Achieves 1NF and ensures all non-key attributes are fully dependent on the primary key.
3. 3NF (Third Normal Form): Ensures there are no transitive dependencies, where non-key attributes depend only on the primary key.
4. BCNF (Boyce-Codd Normal Form): A stricter version of 3NF, eliminating any remaining redundancy.
   1. 4NF and Higher Forms: Less common; address more complex dependencies and multi-valued attributes.

Benefits of Normalization: Reduces data redundancy, improves data integrity, and enhances maintainability.

**3.5 Denormalization**

Denormalization is the process of combining tables to improve query performance by reducing the number of joins. This may introduce redundancy but can significantly speed up read operations, which is useful for analytical or reporting databases.  
  
When to Use Denormalization:

1. Read-heavy databases (e.g., reporting or data warehousing).
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1. Situations where performance improvements outweigh the cost of additional storage.
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**3.6 Schema Design**

A schema defines the structure and organization of a database, including tables, columns, relationships, views, and indexes. There are two main schema designs:

1. Star Schema: Used primarily in data warehousing, where a central fact table connects to multiple dimension tables. It is simple and optimized for query performance.
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1. Snowflake Schema: An extension of the star schema where dimension tables are normalized, leading to a more complex structure with multiple levels of related tables.

**3.7 Indexing**

Indexing optimizes data retrieval speed by creating data structures (indexes) that allow for quicker lookups. Important considerations for indexing include:

1. Types of Indexes:
   1. Primary Index: Automatically created on the primary key, ensuring unique identification.
   2. Secondary Index: Created on non-key attributes frequently used in queries.
   3. Clustered Index: Determines the physical order of data in the table (a table can only have one clustered index).
   4. Non-Clustered Index: Separate from the physical order, with pointers to data.
2. Indexing Strategies:
   1. Index columns frequently used in WHERE, JOIN, ORDER BY, and GROUP BY clauses.
   2. Avoid over-indexing, as it can slow down INSERT, UPDATE, and DELETE operations.
3. Full-Text Indexing: Optimized for text search within large documents, used for finding keywords and phrases efficiently.

**3.8 Relationships and Referential Integrity**

1. Referential Integrity: Enforces valid relationships between tables by ensuring foreign keys reference existing primary keys. This prevents orphaned records and maintains data accuracy.
2. Cascading Actions:
   1. ON DELETE CASCADE: Automatically deletes records in child tables when a referenced record is deleted.
   2. ON UPDATE CASCADE: Updates related records in child tables when a referenced record is updated.
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1. Self-Referencing Relationships: A table’s foreign key references its primary key, commonly used for hierarchical data (e.g., organizational hierarchies).

**3.9 Designing for Scalability and Performance**

1. Partitioning: Divides a table into smaller, more manageable segments or partitions based on criteria (e.g., range, hash, or list). It helps in managing large datasets and improving performance.
   1. Horizontal Partitioning: Divides rows into smaller tables (e.g., by date).
   2. Vertical Partitioning: Divides columns into separate tables, useful for isolating frequently accessed data.
2. Sharding: A form of horizontal partitioning where data is spread across multiple servers or databases, enhancing scalability and availability for large distributed databases.
3. Caching: Storing frequently accessed data in memory or dedicated caching systems (like Redis) to reduce load and improve performance.

**3.10 Data Integrity Constraints**

1. NOT NULL: Ensures a column cannot contain null values.
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1. UNIQUE: Ensures all values in a column or set of columns are unique.
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1. DEFAULT: Specifies a default value for a column if none is provided.
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1. CHECK: Enforces a specified condition for values in a column.
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1. FOREIGN KEY: Maintains referential integrity between related tables.
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1. PRIMARY KEY: Uniquely identifies each record in a table.
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**3.11 Designing for Security**

Database security design ensures data is protected against unauthorized access or breaches. Key security considerations include:

1. User Roles and Permissions: Assign appropriate access levels based on roles (e.g., read-only, read-write).
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1. Data Encryption: Encrypt sensitive data both at rest (on disk) and in transit (over networks) using SSL/TLS.
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1. Database Auditing: Record and monitor user actions, including access logs and modifications.
2. Access Controls: Limit data exposure by restricting access to certain tables, columns, or rows based on the user’s role.

**3.12 Best Practices for Database Design**

1. Use Meaningful Names: Naming conventions should be descriptive, indicating the table or column purpose.
2. Avoid Over-Normalization: While normalization reduces redundancy, excessive normalization can increase complexity and degrade performance.
3. Design for Scalability: Plan for future growth, including larger datasets, more concurrent users, and potential distributed setups.
4. Optimize for Read or Write: Consider the primary purpose of the database (OLTP vs. OLAP) and optimize design accordingly.
5. Document the Schema: Ensure the schema is well-documented, explaining relationships, constraints, and important indexes.

**4.0 database performance and efficiency:**

**4.1 Data Storage**

Data storage refers to how databases physically and logically store information to ensure accessibility, consistency, and performance.

**4.1.1 Logical vs. Physical Storage**

1. Logical Storage:
   1. Refers to the database’s structure and organization at a conceptual level.
   2. Includes tables, rows, columns, schemas, and relationships.
   3. Logical storage is abstract and independent of the physical hardware.
2. Physical Storage:
   1. Refers to the way data is stored on disk or memory.
   2. Includes file formats, blocks, extents, and pages.
   3. Physical storage impacts performance, as database operations interact directly with hardware.

**4.1.2 Storage Mechanisms**

1. Row-Oriented Storage:
   1. Data is stored row by row.
   2. Best suited for transactional workloads (OLTP).
   3. Example: Most traditional relational databases like MySQL and PostgreSQL.
2. Column-Oriented Storage:
   1. Data is stored column by column.
   2. Optimized for analytical workloads (OLAP) involving aggregates and large-scale queries.
   3. Example: Apache Cassandra, Google BigQuery.

**4.1.3 Data Partitioning**

Partitioning divides large tables or indexes into smaller, manageable parts for improved performance and scalability.

1. Horizontal Partitioning:
   1. Divides data into rows, such as by range (e.g., date ranges) or hash.
   2. Common in distributed databases and sharding.
2. Vertical Partitioning:
   1. Divides data into columns, separating frequently used data into smaller tables for faster access.

**4.1.4 File Storage and Management**

Databases use files to store data, indexes, logs, and metadata:

1. Data Files: Contain actual table data.
2. Log Files: Record transactions for recovery in case of failure.
3. Temp Files: Store temporary data during query execution.

**4.2 Indexing**

Indexing is a mechanism that improves the speed of data retrieval operations at the cost of additional storage and maintenance overhead.

**4.2.1 What is an Index?**

An index is a data structure that provides quick lookup capabilities for specific columns in a table. It works like a book index, allowing rapid access to data without scanning the entire table.

**4.2.2 Types of Indexes**

1. Primary Index:
   1. Automatically created for primary key columns.
   2. Ensures unique identification and faster searches.
2. Secondary Index:
   1. Created explicitly by users for non-primary key columns.
   2. Useful for improving the performance of frequently queried columns.
3. Clustered Index:
   1. Determines the physical order of data in the table.
   2. A table can have only one clustered index.
   3. Example: Primary key often serves as a clustered index.
4. Non-Clustered Index:
   1. Stores pointers to the actual data rather than arranging it.
   2. A table can have multiple non-clustered indexes.
5. Composite Index:
   1. Combines multiple columns into a single index to optimize queries involving those columns.
6. Unique Index:
   1. Ensures all values in the indexed column(s) are unique.
   2. Prevents duplicate entries.
7. Full-Text Index:
   1. Optimized for text search and used for queries involving keywords or phrases.
   2. Example: Searching a product catalog for a specific description.
8. Bitmap Index:
   1. Stores data as bitmaps, suitable for columns with a small number of distinct values.
   2. Example: Gender (Male/Female), Yes/No fields.

**4.2.3 Indexing Strategies**

1. When to Use Indexes:
   1. On columns used frequently in WHERE, JOIN, ORDER BY, or GROUP BY clauses.
   2. For columns used in foreign keys to enforce relationships.
   3. On columns with high cardinality (large number of unique values).
2. When Not to Use Indexes:
   1. On columns with low cardinality (e.g., boolean fields) unless using bitmap indexes.
   2. On columns frequently updated, as indexes slow down INSERT, UPDATE, and DELETE operations.
3. Covering Index:
   1. An index that contains all the fields needed for a query, avoiding table access.
4. Partial Index:
   1. Built on a subset of table data, improving performance for specific use cases.

**4.3 Index Data Structures**

1. B-Tree Index:
   1. Most common indexing structure.
   2. Balanced tree structure for efficient searching, insertion, and deletion.
   3. Works well for range queries and sorting.
2. Hash Index:
   1. Uses hash functions to map data, optimized for equality comparisons.
   2. Not suitable for range queries or sorting.
3. Bitmap Index:
   1. Represents data as bitmaps, useful for low-cardinality columns.
   2. Provides fast query performance for specific conditions.
4. Inverted Index:
   1. Commonly used in full-text search engines.
   2. Maps terms to the list of documents containing them.

**4.4 Query Performance and Index Optimization**

1. Execution Plan Analysis:
   1. Use tools (EXPLAIN, EXPLAIN ANALYZE) to view query execution plans and identify bottlenecks.
   2. Check if indexes are being used and optimize queries accordingly.
2. Index Maintenance:
   1. Regularly rebuild or reorganize fragmented indexes to maintain performance.
   2. Monitor and remove unused indexes to save storage and reduce maintenance overhead.
3. Indexing Trade-offs:
   1. Indexes improve read performance but slow down writes (INSERT, UPDATE, DELETE).
   2. Assess the read/write ratio of the database workload before adding indexes.

**4.5 Index Partitioning**

1. Indexes can also be partitioned to match the underlying table partitions.
2. Improves query performance for specific partitions and large datasets.

**4.6 Caching and Buffering**

1. Databases often cache index and data blocks in memory for faster access.
2. Examples: MySQL’s InnoDB buffer pool, PostgreSQL’s shared buffers.
3. Caching can significantly reduce disk I/O and improve query performance.

**4.7 Best Practices for Data Storage and Indexing**

1. Choose the Right Index:
   1. Use B-tree for range queries, hash for equality, and bitmap for low-cardinality columns.
2. Analyze Query Patterns:
   1. Focus indexing efforts on frequently queried columns.
3. Avoid Over-Indexing:
   1. Too many indexes can degrade write performance and consume extra storage.
4. Optimize Storage for Scalability:
   1. Use partitioning and sharding for very large datasets.
5. Monitor Index Usage:
   1. Regularly review and adjust indexes based on application changes and query performance.

**5.0 Transactions and Concurrency Control**

**5.1 Transactions**

**5.1.1 What is a Transaction?**

1. A transaction is a sequence of one or more SQL operations that are executed as a single logical unit of work.
2. Transactions ensure that database operations maintain data integrity, even in the event of system crashes or concurrent access.

**5.1.2 Properties of Transactions (ACID)**

Transactions adhere to the ACID properties to ensure reliability:

1. Atomicity:
   1. Ensures that a transaction is “all or nothing.”
   2. If any part of a transaction fails, the entire transaction is rolled back, leaving the database unchanged.
2. Consistency:
   1. Ensures that a transaction moves the database from one consistent state to another.
   2. Any constraints, such as foreign keys or checks, are respected.
3. Isolation:
   1. Ensures that transactions executing concurrently do not interfere with each other.
   2. Intermediate states of a transaction are not visible to other transactions.
4. Durability:
   1. Ensures that once a transaction is committed, its changes are permanent, even in the event of a system failure.

**5.1.3 Transaction Lifecycle**

1. Begin:
   1. A transaction starts using BEGIN TRANSACTION or equivalent.
2. Execute:
   1. SQL statements are executed as part of the transaction.
3. Commit:
   1. If all operations succeed, changes are permanently saved using COMMIT.
4. Rollback:
   1. If any operation fails, all changes are undone using ROLLBACK.

**5.1.4 Savepoints**

1. Savepoints allow partial rollback within a transaction.
2. Syntax: SAVEPOINT savepoint\_name and ROLLBACK TO savepoint\_name.

**5.2 Concurrency Control**

Concurrency control ensures that multiple transactions can execute simultaneously without leading to data inconsistencies.

**5.2.1 Why Concurrency Control is Needed**

1. Databases are often accessed by multiple users or applications concurrently.
2. Without control, simultaneous transactions may lead to:
   1. Dirty Reads: Reading uncommitted changes from another transaction.
   2. Non-Repeatable Reads: The same query returns different results within a transaction due to updates by others.
   3. Phantom Reads: New rows added by another transaction affect query results.

**5.2.2 Isolation Levels**

Isolation levels define the extent to which transactions are isolated from each other. They balance consistency and performance:

1. Read Uncommitted:
   1. Transactions can read uncommitted changes.
   2. Fastest but least consistent (allows dirty reads).
2. Read Committed:
   1. Transactions can only read committed changes.
   2. Prevents dirty reads but allows non-repeatable reads.
3. Repeatable Read:
   1. Ensures that if a transaction reads a value, it will see the same value throughout its duration.
   2. Prevents dirty and non-repeatable reads but allows phantom reads.
4. Serializable:
   1. Ensures complete isolation by serializing transactions as if they occurred sequentially.
   2. Prevents all anomalies but is the slowest due to high locking overhead.

**5.2.3 Locking Mechanisms**

Locks prevent conflicts by controlling access to data:

1. Row-Level Locking:
   1. Locks specific rows in a table.
   2. Allows higher concurrency but requires careful management.
2. Table-Level Locking:
   1. Locks entire tables during operations.
   2. Simpler but reduces concurrency.
3. Shared Locks:
   1. Allows multiple transactions to read a resource but prevents writes.
4. Exclusive Locks:
   1. Prevents all other transactions from accessing a resource.
5. Intent Locks:
   1. Signal the intention to acquire a specific lock, useful for hierarchical locking.

**5.2.4 Optimistic vs. Pessimistic Locking**

1. Optimistic Locking:
   1. Assumes minimal conflict and does not lock resources during the transaction.
   2. Verifies data consistency before committing.
   3. Common in scenarios with low contention.
2. Pessimistic Locking:
   1. Locks resources immediately to prevent conflicts.
   2. Ensures consistency in high-contention environments.

**5.3 Deadlocks**

**5.3.1 What is a Deadlock?**

1. A deadlock occurs when two or more transactions block each other indefinitely by holding resources the other transactions need.

**5.3.2 Deadlock Prevention and Resolution**

1. Deadlock Prevention:
   1. Acquire locks in a consistent order.
   2. Use timeout mechanisms to abort transactions holding locks for too long.
2. Deadlock Detection and Resolution:
   1. Database systems can detect deadlocks and abort one of the transactions automatically.
   2. The victim transaction is rolled back, and its locks are released.

**5.4 Multi-Version Concurrency Control (MVCC)**

1. MVCC allows transactions to access snapshots of data, avoiding conflicts by maintaining multiple versions of data.
2. Each transaction works on its version, ensuring isolation without locking.
3. Commonly used in databases like PostgreSQL and MySQL (InnoDB).

**5.5 Transaction Management in SQL**

1. Commands:
   1. BEGIN TRANSACTION: Starts a new transaction.
   2. COMMIT: Saves all changes made during the transaction.
   3. ROLLBACK: Reverts all changes made during the transaction.
2. Error Handling:
   1. Use TRY...CATCH blocks (if supported) to handle errors and ensure proper rollback.

**5.6 Examples**

Example 1: Simple Transaction

BEGIN TRANSACTION;  
INSERT INTO accounts (id, balance) VALUES (1, 1000);  
UPDATE accounts SET balance = balance - 100 WHERE id = 1;  
COMMIT;

Example 2: Rollback on Failure

BEGIN TRANSACTION;  
UPDATE accounts SET balance = balance - 100 WHERE id = 1;  
  
IF @@ERROR <> 0  
 ROLLBACK;  
ELSE  
 COMMIT;

Example 3: Deadlock Detection  
  
Two transactions attempting to update resources in opposite orders may cause a deadlock:

-- Transaction 1  
BEGIN TRANSACTION;  
UPDATE table1 SET col = 'value' WHERE id = 1;  
UPDATE table2 SET col = 'value' WHERE id = 2;  
COMMIT;  
  
-- Transaction 2  
BEGIN TRANSACTION;  
UPDATE table2 SET col = 'value' WHERE id = 2;  
UPDATE table1 SET col = 'value' WHERE id = 1;  
COMMIT;

The database system detects and resolves the deadlock by aborting one transaction.

**5.7 Best Practices for Transactions and Concurrency Control**

1. Keep Transactions Short:
   1. Minimize the time a transaction holds locks to reduce contention.
2. Use Appropriate Isolation Levels:
   1. Choose based on the application’s consistency and performance needs.
3. Avoid Long-Lived Transactions:
   1. Break larger operations into smaller, manageable transactions.
4. Monitor Deadlocks:
   1. Use database tools to identify and resolve deadlock-prone queries.
5. Optimize Locking Strategies:
   1. Use row-level locking and indexes to minimize contention.

**6.0Database Security and Management**

**6.1 Database Security**

**6.1.1 Importance of Database Security**

1. Prevent unauthorized access and data breaches.
2. Ensure compliance with regulations (e.g., GDPR, HIPAA).
3. Protect sensitive data like personally identifiable information (PII), financial records, and intellectual property.

**6.1.2 Authentication**

1. Verifies the identity of users or systems trying to access the database.
2. Common methods:
   1. Username and Password: Basic form of authentication.
   2. Multi-Factor Authentication (MFA): Combines two or more authentication factors (e.g., password + OTP).
   3. Kerberos Authentication: Provides secure ticket-based authentication.
   4. OAuth and SAML: Used for federated authentication in cloud-based systems.

**6.1.3 Authorization**

1. Determines what authenticated users or systems can do in the database.
   1. Methods:
   2. Role-Based Access Control (RBAC):
      1. Assign roles to users with specific permissions.
      2. Example roles: admin, read-only, data-entry.
   3. Discretionary Access Control (DAC):
      1. Permissions granted at the discretion of the owner.
   4. Mandatory Access Control (MAC):
      1. Permissions enforced by predefined policies, not user discretion.

**6.1.4 Encryption**

1. Encryption at Rest:
   1. Protects stored data using encryption algorithms like AES.
   2. Commonly applied to database files, backups, and storage disks.
2. Encryption in Transit:
   1. Protects data during communication using SSL/TLS protocols.
   2. Ensures secure connections between clients and servers.
3. Column-Level Encryption:
   1. Encrypts sensitive fields (e.g., credit card numbers) within the database.

**6.1.5 Database Auditing**

1. Tracks and logs database activity to monitor unauthorized access or suspicious actions.
2. Common activities to audit:
   1. Login attempts (successful and failed).
   2. Changes to user permissions.
   3. Data modifications (INSERT, UPDATE, DELETE).
3. Tools:
   1. Built-in audit logs (e.g., PostgreSQL’s pgAudit, MySQL Enterprise Audit).
   2. Third-party tools (e.g., Splunk, SolarWinds).

**6.1.6 Firewalls and Network Security**

1. Database Firewall:
   1. Blocks unauthorized queries based on predefined rules.
   2. Examples: AWS WAF, Azure SQL Database firewall.
2. Network Security:
   1. Use Virtual Private Networks (VPNs) and Virtual Private Clouds (VPCs) to isolate database traffic.
   2. Implement IP whitelisting to restrict access to trusted sources.

**6.1.7 Backup and Disaster Recovery**

1. Regular backups prevent data loss due to hardware failure, human error, or cyberattacks.
   1. Types of backups:
      1. Full Back up: Entire database backup.
      2. Incremental Backup: Backs up only data changed since the last backup.
      3. Differential Backup: Backs up all changes since the last full backup.
   2. Disaster recovery plans include:
      1. Regular testing of backups.
      2. Setting up replication and failover systems.
      3. Storing backups in geographically diverse locations.

**6.1.8 Compliance and Legal Requirements**

1. Ensure databases meet standards like:
   1. GDPR: Protects EU citizens’ data.
   2. HIPAA: Regulates healthcare data in the U.S.
   3. PCI DSS: Protects payment card information.

**6.2 Database Management**

**6.2.1 Performance Monitoring**

1. Track database performance metrics to ensure optimal functioning.
   1. Key Metrics:
      1. Query execution time.
      2. CPU, memory, and disk usage.
      3. Connection pool utilization.
      4. Lock contention.
   2. Tools:
      1. Database-specific tools (e.g., MySQL Performance Schema, PostgreSQL’s pg\_stat\_activity).
      2. Third-party tools (e.g., New Relic, SolarWinds).

**6.2.2 Index Management**

1. Regularly monitor and maintain indexes to optimize query performance.
2. Key tasks:
   1. Identify unused indexes and remove them.
   2. Rebuild fragmented indexes.
   3. Create composite indexes for queries involving multiple columns.

**6.2.3 Backup and Recovery**

1. Implement automated and manual backup solutions.
2. Use database management systems’ built-in tools (e.g., MySQL’s mysqldump, PostgreSQL’s pg\_dump).
3. Implement point-in-time recovery for restoring databases to specific states.

**6.2.4 Replication and High Availability**

1. Replication:
   1. Keeps copies of the database synchronized across multiple servers.
   2. Types:
      1. Master-Slave: One server (master) handles writes, others (slaves) handle reads.
      2. Master-Master: All servers can handle both reads and writes.
      3. Asynchronous: Updates are delayed, risking some data loss during failure.
      4. Synchronous: Ensures all replicas are up-to-date but may introduce latency.
   3. High Availability:
      1. Clustering or failover setups ensure continuous operation in case of hardware or software failure.

**6.2.5 Data Archiving**

1. Move older, infrequently accessed data to cheaper storage to improve database performance.
2. Common methods:
   1. Partitioning tables to separate current and historical data.
   2. Using external data lakes or object storage.

**6.2.6 Capacity Planning**

1. Monitor storage, CPU, memory, and network usage to predict future needs.
2. Scale resources up (vertical scaling) or out (horizontal scaling) based on demand.

**6.2.7 Query Optimization**

1. Analyze and rewrite poorly performing queries.
2. Use execution plans (EXPLAIN, EXPLAIN ANALYZE) to identify bottlenecks.
3. Apply indexing, caching, and partitioning strategies.

**6.2.8 User and Role Management**

1. Regularly review user roles and permissions to prevent privilege creep.
2. Apply the principle of least privilege:
   1. Grant users only the access necessary for their roles.
3. Periodically audit user accounts and remove unused accounts.

**6.3 Tools for Database Security and Management**

1. Database-Specific Tools:
   1. MySQL Workbench (MySQL).
   2. pgAdmin (PostgreSQL).
   3. Oracle Enterprise Manager (Oracle Database).
2. Third-Party Tools:
   1. SolarWinds Database Performance Monitor.
   2. SQL Diagnostic Manager.
   3. Percona Toolkit.

**6.4 Best Practices for Database Security and Management**

1. Regular Updates:
   1. Keep database software and security patches up to date.
2. Use Strong Password Policies:
   1. Enforce complex passwords and periodic password changes.
3. Enable Encryption:
   1. Always encrypt sensitive data at rest and in transit.
4. Monitor Logs:
   1. Regularly review access and error logs for anomalies.
5. Plan for Growth:
   1. Implement scalable architectures to handle future data and traffic increases.
6. Test Backups:
   1. Periodically restore backups to ensure their reliability.
7. Limit Direct Access:
   1. Use application-layer access instead of allowing direct user connections to the database.
8. Implement Firewalls:
   1. Restrict access to database servers through network-level controls.
9. Monitor and Optimize:
   1. Continuously monitor performance and apply optimizations.

**7.0Query Optimization and Performance Tuning**

**7.1 What is Query Optimization?**

Query optimization is the process of improving the efficiency of SQL queries by minimizing resource usage, such as CPU, memory, and disk I/O, and reducing execution time.

1. Objective: To ensure that queries retrieve the required data quickly and efficiently.
2. Importance: Optimized queries result in faster response times, lower costs, and better scalability.

**7.2 Query Optimization Process**

1. Parsing:
   1. The query is parsed into an internal representation.
   2. Syntax and semantic checks are performed.
2. Query Plan Generation:
   1. The database optimizer generates multiple execution plans for the query.
   2. The cost of each plan is evaluated based on factors like I/O, CPU, and memory usage.
3. Query Plan Selection:
   1. The optimizer selects the plan with the lowest estimated cost.
   2. This plan is used for query execution.

**7.3 Factors Affecting Query Performance**

1. Indexes:
   1. Proper indexing can significantly speed up data retrieval.
   2. Over-indexing can slow down write operations (INSERT, UPDATE, DELETE).
2. Joins:
   1. The order and type of joins affect query performance.
   2. Nested loops, hash joins, and merge joins have different performance characteristics.
3. Query Complexity:
   1. Complex queries with multiple joins, subqueries, or aggregations can be slower.
4. Table Size:
   1. Larger tables take more time to scan unless indexes or partitions are used.
5. Database Configuration:
   1. Server settings, memory allocation, and disk speed can impact performance.

**7.4 Common Query Optimization Techniques**

**7.4.1 Indexing**

1. Create Indexes:
   1. Add indexes to frequently queried columns, especially those in WHERE, JOIN, ORDER BY, or GROUP BY clauses.
2. Avoid Over-Indexing:
   1. Too many indexes can degrade performance for write-heavy operations.
3. Composite Indexes:
   1. Combine multiple columns into a single index to optimize queries involving those columns.
4. Covering Indexes:
   1. Include all columns used in a query in the index to avoid accessing the table directly.

**7.4.2 Query Execution Plans**

1. Analyze Execution Plans:
   1. Use tools like EXPLAIN or EXPLAIN ANALYZE to visualize the query execution plan.
   2. Identify bottlenecks such as full table scans or inefficient join methods.
2. Rewrite Queries:
   1. Modify queries to use indexes effectively or reduce complexity.

**7.4.3 Joins and Subqueries**

1. Use Proper Join Types:
   1. Prefer INNER JOIN when only matching rows are needed.
   2. Use LEFT JOIN or RIGHT JOIN only when required.
2. Reduce Join Complexity:
   1. Avoid unnecessary joins.
   2. Use denormalized tables or pre-aggregated data when appropriate.
3. Replace Subqueries with Joins:
   1. Transform correlated subqueries into joins to improve performance.

**7.4.4 Partitioning**

1. Horizontal Partitioning:
   1. Divide a large table into smaller tables based on row values (e.g., date ranges).
2. Vertical Partitioning:
   1. Split columns into separate tables to isolate frequently accessed data.
3. Partition Pruning:
   1. Ensure queries target only relevant partitions to minimize data scanning.

**7.4.5 Aggregations**

1. Optimize Aggregate Queries:
   1. Use indexes to speed up aggregation functions like SUM, AVG, and COUNT.
2. Precompute Aggregates:
   1. Store commonly used aggregates in summary tables to reduce computation.

**7.4.6 Caching**

1. Database Caching:
   1. Use built-in database caches for frequently accessed data.
   2. Example: MySQL Query Cache, PostgreSQL Shared Buffers.
2. Application-Level Caching:
   1. Cache query results at the application level using tools like Redis or Memcached.

**7.4.7 Denormalization**

1. When to Denormalize:
   1. Denormalize tables to reduce joins for read-heavy workloads.
   2. Example: Combine related tables into a single table for faster access.
2. Trade-Offs:
   1. Denormalization increases redundancy and can complicate updates.

**7.4.8 Query Simplification**

1. \***Avoid SELECT**\*:
   1. Specify only the columns needed to reduce data retrieval overhead.
2. Use LIMIT:
   1. Fetch only the required number of rows to reduce query processing time.
3. Remove Unnecessary Calculations:
   1. Precompute values in the application or store them in the database.

**7.4.9 Temporary Tables**

1. Use Temporary Tables:
   1. Break complex queries into smaller steps by storing intermediate results in temporary tables.
2. Trade-Off:
   1. Temporary tables use additional storage but can simplify query logic and improve performance.

**7.5 Performance Tuning Techniques**

**7.5.1 Server Configuration**

1. Memory Allocation:
   1. Allocate sufficient memory for buffers and caches.
   2. Example: InnoDB buffer pool size in MySQL, shared\_buffers in PostgreSQL.
2. Connection Pooling:
   1. Use connection pooling to reduce the overhead of establishing connections.
3. Disk Optimization:
   1. Use SSDs for faster read/write operations.
   2. Optimize storage layout for better I/O performance.

**7.5.2 Query Parallelism**

1. Enable Parallel Query Execution:
   1. Use parallel processing to divide queries into smaller tasks.
   2. Example: PostgreSQL’s parallel query feature.
2. Monitor Parallel Overhead:
   1. Parallel queries consume additional resources and may not always improve performance.

**7.5.3 Monitoring and Metrics**

1. Monitor Database Performance:
   1. Use database monitoring tools to track slow queries, lock contention, and resource usage.
   2. Tools: MySQL Performance Schema, pg\_stat\_activity in PostgreSQL.
2. Analyze Logs:
   1. Review slow query logs to identify and optimize poorly performing queries.

**7.6 Tools for Query Optimization**

1. Database-Specific Tools:
   1. MySQL: EXPLAIN, OPTIMIZE TABLE, SHOW STATUS.
   2. PostgreSQL: EXPLAIN ANALYZE, pg\_stat\_statements, auto\_explain.
   3. SQL Server: Execution Plan Viewer, Database Engine Tuning Advisor.
2. Third-Party Tools:
   1. SolarWinds Database Performance Analyzer.
   2. New Relic Database Monitoring.
   3. Percona Toolkit.

**7.7 Best Practices for Query Optimization**

1. Regularly Review Query Performance:
   1. Continuously monitor and optimize slow-running queries.
2. Test Changes:
   1. Test query optimizations in a staging environment before applying them to production.
3. Combine Queries:
   1. Reduce the number of round trips by combining related queries.
4. Stay Updated:
   1. Use the latest database version to benefit from performance improvements.

**8.0 Stored Procedures, Triggers, and Functions**

**8.1 Stored Procedures**

**8.1.1 What is a Stored Procedure?**

1. A stored procedure is a precompiled set of SQL statements and logic that can be executed as a single unit.
2. Stored procedures are stored in the database, making them reusable and efficient.

**8.1.2 Benefits of Stored Procedures**

1. Performance:
   1. Precompiled and optimized by the database engine.
   2. Reduces network traffic by executing complex operations on the server side.
2. Reusability:
   1. Encapsulates logic that can be reused across multiple applications.
3. Security:
   1. Limits direct access to the underlying tables, enhancing security.
4. Maintainability:
   1. Centralizes logic, simplifying updates and bug fixes.

**8.1.3 Syntax**

Basic Syntax (Example in MySQL):

DELIMITER //  
CREATE PROCEDURE procedure\_name (IN param1 INT, OUT param2 INT)  
BEGIN  
 — Procedure logic here  
 SELECT column\_name INTO param2 FROM table\_name WHERE id = param1;  
END //  
DELIMITER ;

**8.1.4 Types of Parameters**

1. IN: Input parameter, passed to the procedure.
2. OUT: Output parameter, used to return a value.
3. INOUT: Used for both input and output.

**8.1.5 Example Usage**

1. Simple Stored Procedure:

DELIMITER //  
CREATE PROCEDURE GetCustomerCount()  
BEGIN  
 SELECT COUNT() AS CustomerCount FROM Customers;  
END //  
DELIMITER ;  
CALL GetCustomerCount();

*2. Procedure with Parameters:*

DELIMITER //  
CREATE PROCEDURE UpdateStock(IN productID INT, IN qty INT)  
BEGIN  
 UPDATE Products SET Stock = Stock + qty WHERE ProductID = productID;  
END //  
DELIMITER ;  
CALL UpdateStock(101, 50);

***8.2 Triggers***

***8.2.1 What is a Trigger?***

1. *A trigger is a set of SQL statements automatically executed (or “triggered”) when a specific event occurs in the database*
2. *Common events include INSERT, UPDATE, and DELETE.*

***8.2.2 Benefits of Triggers***

1. *Automation:*
   1. *Automatically enforce rules or perform actions.*
2. *Data Integrity:*
   1. *Validate or transform data before it is inserted or updated.*
3. *Auditing:*
   1. *Log changes to critical tables for security or compliance purposes.*

***8.2.3 Syntax***

*Basic Syntax (Example in MySQL):*

CREATE TRIGGER trigger\_name  
AFTER INSERT ON table\_name  
FOR EACH ROW  
BEGIN  
 — Trigger logic here  
 INSERT INTO audit\_table (change\_type, change\_date) VALUES ('INSERT', NOW());  
END;

***8.2.4 Types of Triggers***

1. *BEFORE Triggers:*
   1. *Execute before the triggering SQL operation.*
   2. *Example: Validate or modify data before an INSERT or UPDATE.*
2. *AFTER Triggers:*
   1. *Execute after the triggering SQL operation.*
   2. *Example: Log changes or update related tables after a DELETE.*

***8.2.5 Example Usage***

1. *Auditing with AFTER Trigger:*

CREATE TRIGGER LogEmployeeUpdate  
AFTER UPDATE ON Employees  
FOR EACH ROW  
BEGIN  
 INSERT INTO Employee\_Audit (EmployeeID, ChangeDate)  
 VALUES (OLD.EmployeeID, NOW());  
END;

1. *BEFORE Trigger for Data Validation:*

CREATE TRIGGER ValidateOrderQuantity  
BEFORE INSERT ON Orders  
FOR EACH ROW  
BEGIN  
 IF NEW.Quantity <= 0 THEN  
 SIGNAL SQLSTATE '45000'  
 SET MESSAGE\_TEXT = 'Quantity must be greater than 0';  
 END IF;  
END;

***8.3 Functions***

***8.3.1 What is a Function?***

1. *A function is a database object that takes input parameters, performs computations, and returns a single value.*
2. *Functions are often used for computations or transformations that are applied within SQL queries.*

***8.3.2 Benefits of Functions***

1. *Reusability:*
   1. *Encapsulates logic that can be reused in multiple queries.*
2. *Consistency:*
   1. *Ensures uniform application of business rules or calculations.*
3. *Performance:*
   1. *Precompiled and optimized by the database engine.*

***8.3.3 Syntax***

*Basic Syntax (Example in MySQL):*

DELIMITER //  
CREATE FUNCTION function\_name (param1 INT)  
RETURNS INT  
BEGIN  
 — Function logic here  
 RETURN param1 2;  
END //  
DELIMITER ;

**8.3.4 Types of Functions**

1. Scalar Functions:
   1. Return a single value.
   2. Example: LEN(), ROUND(), CONCAT().
2. Aggregate Functions:
   1. Perform calculations on a set of values and return a single value.
   2. Example: SUM(), AVG(), COUNT().
3. User-Defined Functions (UDFs):
   1. Custom functions created by users to perform specific operations.

**8.3.5 Example Usage**

1. Simple Scalar Function:

DELIMITER //  
CREATE FUNCTION CalculateDiscount(price DECIMAL(10, 2), discountRate DECIMAL(5, 2))  
RETURNS DECIMAL(10, 2)  
BEGIN  
 RETURN price - (price \* discountRate / 100);  
END //  
DELIMITER ;  
SELECT CalculateDiscount(100, 10);

1. Using Functions in Queries:

SELECT CustomerID, CalculateDiscount(OrderTotal, 5) AS DiscountedTotal  
FROM Orders;

**8.4 Best Practices**

1. Stored Procedures:
   1. Use descriptive names to indicate their purpose (e.g., UpdateEmployeeSalary).
   2. Avoid embedding business logic in procedures unless necessary.
   3. Optimize procedures by using indexes and efficient SQL queries.
2. Triggers:
   1. Keep triggers simple to avoid performance issues.
   2. Avoid using triggers for complex workflows; use procedures instead.
   3. Ensure triggers do not conflict with application logic to prevent unexpected behavior.
3. Functions:
   1. Use functions for calculations that are reused frequently.
   2. Avoid functions with side effects (e.g., modifying data).