Homework 7

R13525009 羅筠笙

1. Yokoi Connectivity Number

Description: This program processes a binarized Lena image to perform iterative thinning. It begins by downsampling the image to a 64x64 grid using the top-left pixel from each 8x8 block. Then, it calculates the Yokoi connectivity number for each pixel to determine its structural importance and marks candidate pixels for removal. The thinning process removes marked pixels iteratively while preserving the overall shape. Once the thinning process stabilizes, the final result is upsampled back to the original 512x512 resolution for clearer visualization.

![](data:image/png;base64,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)

1. from PIL import Image as im
2. import numpy as np
3. # Load the image
4. img = im.open('lena.bmp')
5. img\_arr = np.asarray(img)
6. img\_arr\_binary = (img\_arr >= 128).astype(np.uint8) \* 255
7. # Downsample the image
8. def downsample(arr):
9. m, n = arr.shape
10. result = np.zeros((m // 8, n // 8), dtype=arr.dtype)
11. for i in range(m // 8):
12. for j in range(n // 8):
13. result[i, j] = arr[i \* 8, j \* 8]
14. return result
15. # Upsample the image back to 512x512
16. def upsample(arr):
17. m, n = arr.shape
18. result = np.zeros((m \* 8, n \* 8), dtype=arr.dtype)
19. for i in range(m \* 8):
20. for j in range(n \* 8):
21. result[i, j] = arr[i // 8, j // 8]
22. return result
23. # Expand the image array with a border of zeros for boundary conditions
24. def expand\_with\_zeros(arr):
25. m, n = arr.shape
26. result = np.zeros((m + 2, n + 2), dtype=arr.dtype)
27. for i in range(m):
28. for j in range(n):
29. result[i + 1, j + 1] = arr[i, j] # Put the original pixel to the center
30. return result
31. # Function for computing Yokoi connectivity number
32. def h(b, c, d, e):
33. if b != c:
34. return 's'
35. else:
36. if d == b and e == b:
37. return 'r'
38. else:
39. return 'q'
40. def f(a1, a2, a3, a4):
41. if a1 == 'r' and a2 == 'r' and a3 == 'r' and a4 == 'r':
42. return 5
43. count = sum(1 for a in [a1, a2, a3, a4] if a == 'q')
44. return count
45. def yokoi(arr):
46. m, n = arr.shape
47. result = [[0] \* n for \_ in range(m)]
48. arr = expand\_with\_zeros(arr)
49. for i in range(m):
50. for j in range(n):
51. a1 = h(arr[i+1][j+1], arr[i+1][j+2], arr[i][j+2], arr[i][j+1])
52. a2 = h(arr[i+1][j+1], arr[i][j+1], arr[i][j], arr[i+1][j])
53. a3 = h(arr[i+1][j+1], arr[i+1][j], arr[i+2][j], arr[i+2][j+1])
54. a4 = h(arr[i+1][j+1], arr[i+2][j+1], arr[i+2][j+2], arr[i+1][j+2])
55. tmp = f(a1, a2, a3, a4)
56. if tmp and arr[i+1][j+1]:
57. result[i][j] = tmp
58. return np.array(result)
59. # Mark pairs in the Yokoi array for thinning
60. def mark\_pairs(yokoi\_arr):
61. m, n = len(yokoi\_arr), len(yokoi\_arr[0])
62. result = [[0] \* n for \_ in range(m)]
63. yokoi\_arr = expand\_with\_zeros(yokoi\_arr)
64. for i in range(m):
65. for j in range(n):
66. if yokoi\_arr[i+1][j+1] == 1:
67. count = sum(1 for x, y in [(i, j+1), (i+1, j), (i+2, j+1), (i+1, j+2)] if yokoi\_arr[x][y] == 1)
68. if count >= 1:
69. result[i][j] = 1
70. return np.array(result)
71. # Helper function for thinning
72. def h2(b, c, d, e):
73. return 1 if b == c and (b != d or b != e) else 0
74. def f2(a1, a2, a3, a4, x):
75. return 0 if a1 + a2 + a3 + a4 == 1 else x
76. # Perform the thinning process on the image
77. def thinning\_process(original, marked\_arr):
78. m, n = original.shape
79. original = expand\_with\_zeros(original)
80. modified = 0 # Track if changes occur
81. for i in range(m):
82. for j in range(n):
83. if marked\_arr[i][j]:
84. a1 = h2(original[i+1][j+1], original[i+1][j+2], original[i][j+2], original[i][j+1])
85. a2 = h2(original[i+1][j+1], original[i][j+1], original[i][j], original[i+1][j])
86. a3 = h2(original[i+1][j+1], original[i+1][j], original[i+2][j], original[i+2][j+1])
87. a4 = h2(original[i+1][j+1], original[i+2][j+1], original[i+2][j+2], original[i+1][j+2])
88. temp = f2(a1, a2, a3, a4, original[i+1][j+1])
89. if temp != original[i+1][j+1]:
90. modified = 1
91. original[i+1][j+1] = temp
92. # Remove the zero-padded border
93. thinned\_result = [[original[i+1][j+1] for j in range(n)] for i in range(m)]
94. return np.array(thinned\_result), modified
95. # Downsample, apply thinning, and upsample for visualization
96. downsampled = downsample(img\_arr\_binary)
97. change = 1
98. # Update the image until the last output never changed.
99. while change:
100. yokoi\_arr = yokoi(downsampled)
101. marked\_arr = mark\_pairs(yokoi\_arr)
102. downsampled, change = thinning\_process(downsampled, marked\_arr)
103. # # Upsample for clearer visualization
104. final\_result = upsample(downsampled)