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***Цель работы*** – изучить основные способы реализации стеков, очередей и деков, выполняемые над ними операции; получить практические навыки программирования задач с использованием стеков, очередей, деков.

Подготовка к работе

Реализовать стек и очередь с использованием последовательного (массив) и связанного (динамические списковые структуры) распределений элементов. Для каждого способа представления написать подпрограммы, реализующие операции над стеками и очередями:

*1)Empty*(*S*) – проверка на наличие элементов (проверка пустоты стека):

Массив

**if** t=0

**then** {True}

**else** {False}

Односвязный список

**if** t=NULL

**then**{True}

**else**{False}

2)Push(S, x) – в вершину стека помещает элемент x:

Массив

t := t+1

**if** t > m

**then** {переполнение}

**else** S(t) := x

Односвязный список

new(l)

l.info := x

l.next := t

t := l

*3)Pop*(*S*) – удаляет элемент из вершины стека *S* и возвращает его значение (не определена для пустого стека);

Массив

**if** t = 0

**then** {Стек пуст}

**else** {x = S(t)

t = t-1}

Односвязный список

**if** t = NULL

**then**{стек пуст}

**else**{x := t.info

l := t

t := t.next

dispose(l)}

4) *StackTop*(*S*) – возвращает значение элемента в вершине стека *S* без его удаления (не определена для пустого стека):

Массив

**if** t=0

**then** {Стек пуст}

**else** {x = S(t)}

Односвязный список

**if** t = NULL

**then**{стек пуст}

**else**{x := t.info}

2. Реализовать очередь с использованием последовательного (массив) и связного (динамические списковые структуры) распределений элементов. Для каждого способа представления разработать алгоритмы, реализующие выполнение следующих операций над очередями:

1) *EmptyQueue*(*Q*) – проверка на наличие элементов (проверка пустоты очереди):

Массив

**if** r=f

**then** {True}

**else** {False}

Односвязный список

**if** f=r

**then** {True}

**else** {False}

2) *InsQueue*(*Q*, *x*) – помещает элемент *x* в конец очереди *Q:*

Массив

r = (r+1)**mod** m

**if** r = f

**then** {переполнение}

**else** Q(r)= x

Односвязный список

new(r.next)

r = r.next

r.info = x

r.next = NULL

3) *DelQueue*(*Q*) – удаляет элемент из начала очереди *Q* и возвращает его значение (не определена для пустой очереди):

Массив

**if** r = f

**then**{очередь пуста}

**else** {f := (f+1)**mod m**

x := Q(f)

Односвязный список

**if** f=r

**then**// очередь пуста

**else** x := f.next.info

l := f

f := f.next

dispose(l)

3. Реализовать дек с использованием последовательного (массив) и связного (динамические списковые структуры) распределений элементов. Для каждого способа представления разработать алгоритмы, реализующие выполнение следующих операций над деками:

1) *Empty*(*D*) – проверка на наличие элементов (проверка пустоты дека):

**if** h=0 and t=m

**then**{True}

**else**{False}

2) *PushBack*(*D*, *x*) – помещает элемент *x* в конец дека *D*:

**if** h=t

**then**{Дек переполнен}

**else**{t := t-1

d(t) := x}

3) *PushFront*(*D*, *x*) – помещает элемент *x* в начало дека *D*:

**if** h = t

**then**{Дек переполнен}

**else**{

h := h-1

d(h) := x }

4) *PopBack*(*D*) – удаляет элемент из конца дека *D* и возвращает его значение (не определена для пустого дека):

**if** h = 0

**then** {Дек пуст}

**else** {x := d(t)

t := t-1}

5) *PopFront* (*D*) – удаляет элемент из начала дека *D* и возвращает его значение (не определена для пустого дека):

4. Разработать метод поддержания в одном линейном массиве двух стеков, при котором ни один из стеков не переполняется до тех пор, пока весь массив не будет заполнен. При этом стек никогда не перемещается внутри массива на другие позиции. Написать подпрограммы, реализующие операции *Push*1, *Push*2, *Pop*1, *Pop*2, *Empty*1 и *Empty*2, манипулирующие обоими стеками, учитывая, что стеки растут навстречу друг другу.

Push 1

t1 := t1 + 1

if t1 > m1

then{Переполнение стека 1}

else S(t1) := x

Push 2

t2 := m-1

m2 := m-m1

if t2 > m or t2 = m1

then{Переполнение стека 2}

else S(t2) := x

Pop1

if t1 = 0

then {Стек 1 пуст}

else {x = S(t1)

t1 = t1-1}

Pop2

if t2 = m

then {Стек 2 пуст}

else {x := S(t2)

t2 := t2 + 1}

5. Реализовать очередь на базе двух стеков. Определить время работы (асимптотику) операций с очередью.

Процедура INSERT;

if t2 > m2

then{очередь

переполнена}

else Push(S2,x)

Время ti

t1

t2

t3

Число повторений

1

1

1

Bременная сложность алгоритма есть O(1).

Функция REMOVE;

if t2=0

then {Список пуст}

else{ while t2 > 0{

a := Pop(t2)

Push(S1,a)}

x := Pop(t1)

while t1>0{

a := Pop(t1)

Push(S2,a)} }

Время ti

t1

t2

t3

t4

t5

t6

t7

t8

t9

Число повторений

1

1

n+1

n

n

n

n

n-1

n-1

Примечание:

Размерности стеков S1 и S2 равны

T(n)= t1+t2+(n+1)t3+nt4+nt5+nt6+nt7(n-1)t8+(n-1)t9

T(n)=1+1+n+1+n+n+n+n+n-1=1+7n

Bременная сложность алгоритма есть O(n).

6. Реализовать стек на базе двух очередей. Определить время работы (асимптотику) стековых операций.

Процедура PUSH

INSERT(Q2,x),

Время выполнения

t1

Число повторений

1

Bременная сложность алгоритма есть O(1).

Функция POP

if r2=f2

then{Стек пуст}

else{ while r2≠f2{

a:=Remove(Q2)

Insert(Q1,a)}

x:=Remove(Q1)

while r1≠f2 {

a := Remove(Q1)

Insert(Q2,a)} }

Время ti

t1

t2

t3

t4

t5

t6

t7

t8

t9

Число повторений

1

1

n+1

n

n

n

n

n-1

n-1

T(n)= t1+t2+(n+1)t3+nt4+nt5+nt6+nt7(n-1)t8+(n-1)t9

T(n)=1+1+n+1+n+n+n+n+n-1=1+7n

Bременная сложность алгоритма есть O(n).

7. Разработать алгоритмы и программы решения задач в соответствии с заданными вариантами (***из каждого блока по 1 задаче***), используя одно из представлений стеков, очередей или деков.

Блок 1.

Вычисление значения арифметического выражения (без переменных), записанного в префиксной форме. Например, выражение \*+123 будет равно 9.

Алгоритм:

if (Char == '+' || Char == '-' || Char == '\*' || Char == '/') {

if (Char == '+') {

return operand1+operand2;

}

if (Char == '-') {

return operand1 - operand2;

}

if (Char == '\*') {

return operand1 \* operand2;

}

if (Char == '/') {

return operand1 / operand2;

}

}

return Char - '0';

Результат выполнения:

**![](data:image/png;base64,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)**

**Блок 2.**

В игре в пьяницу карточная колода раздается поровну двум игрокам. Далее они вскрывают по одной верхней карте, и тот, чья карта старше, забирает себе обе вскрытые карты, которые кладутся под низ его колоды. Тот, кто остается без карт – проигрывает. Для простоты будем считать, что все карты различны по номиналу, а также, что самая младшая карта побеждает самую старшую карту. Игрок, который забирает себе карты, сначала кладет под низ своей колоды карту первого игрока, затем карту второго игрока (то есть карта второго игрока оказывается внизу колоды). Смоделировать игру и определить, кто выигрывает. В игре участвует 10 карт, имеющих значения от 0 до 9, большая карта побеждает меньшую, карта со значением 0 побеждает карту 9.

Алгоритм:

while(koloda\_A[0]!=-1 || koloda\_B[0] != -1) {

if ((koloda\_A[0] > koloda\_B[0]) || (koloda\_A[0] == 0 && koloda\_B[0] == 9)) {

koloda\_A.push\_back(koloda\_A[0]);

koloda\_A.push\_back(koloda\_B[0]);

koloda\_A.erase(koloda\_A.begin());

koloda\_B.erase(koloda\_B.begin());

koloda\_B.push\_back(-1);

koloda\_B.push\_back(-1);

auto a = partition(koloda\_B.begin(), koloda\_B.end(), [](int num) {

return num != -1;

});

auto b = partition(koloda\_A.begin(), koloda\_A.end(), [](int num) {

return num != -1;

});

}

else {

koloda\_B.push\_back(koloda\_A[0]);

koloda\_B.push\_back(koloda\_B[0]);

koloda\_A.erase(koloda\_A.begin());

koloda\_B.erase(koloda\_B.begin());

koloda\_A.push\_back(-1);

koloda\_A.push\_back(-1);

auto a = partition(koloda\_A.begin(), koloda\_A.end(), [](int num) {

return num != -1;

});

auto b = partition(koloda\_B.begin(), koloda\_B.end(), [](int num) {

return num != -1;

});

}

if (koloda\_A[0] == -1 || koloda\_B[0] == -1) break;

}\
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Вывод: изучил основные способы реализации стеков, очередей и деков, выполняемые над ними операции; получил практические навыки программирования задач с использованием стеков, очередей, деков.