3. א.

1. סטנדרטיזציה:  
   מודל UML הינו הסטנדרט העדכני לעבודה עם שפות תכנות מונחות עצמים. כאשר אנו ניצור מחלקות ואובייקטים עם יחסים ביניהם, מודל UML הוא מה שישמש אותנו כדי לתאר באופן חזותי את היחסים האלה. מכיוון שהמודל הינו הסטנדרט, הוא מובן וידוע היטב על ידי מתכנתים רבים, דבר המקל על מתכנתים חדשים.

ייצוג ויזואלי:  
מודל UML הינו הדרך לייצג חזותית יחסים בין ישויות ומחלקות במערכות מחשב שונות. באובייקט מחלקה אנו נארגן משתנים ופונקציות במקום אחד, וכדי להבין תוכנית, חיוני להבין מה כל אובייקט עושה, איזה מידע הוא מאחסן וכיצד הוא מתקשר עם אובייקטים אחרים. על ידי ייצוג האובייקטים במודל UML, קל להבין ולייצג את קשרי הגומלין בתוכנית.

תכנון מקדים:  
באמצעות מודל UML ניתן לתכנן מערכות לפני יישומן, דבר המפחית את העומס בפרויקט באופן משמעותי. בנוסף, קיימים כלים רבים במודל UML המנפיקים קוד המתאר מחלקות ואת היחסים ביניהן, מה שמוסיף לעובדה כי שינוי פרט בתרשים יותר פשוט מאשר תכנון של קטע קוד מחדש.

1. מודל UML מספק לנו דיאגרמות שונות המציגות את היתרונות לעיל:  
   דיאגרמת ה-Activity מספקת לנו תיאור של השתלשלות האירועים בתוכנית (Flow Of Events), מציגה תנאים, אירועים ותהליכים סינכרוניים ואסינכרוניים, מה שמספק לנו את התכנון המקדים לפני מימוש המערכת בשפת תכנות.  
   דיאגרמת ה-Class מאפשרת לנו לייצג את כל הישויות והמחלקות במערכת ולתאר את המבנה הפנימי של כל מחלקה.  
   מכיוון שמודל UML מוכר ומובן על ידי מתכנתים רבים, נוצרה מוסכמות לגבי תכנון מקדים של מערכות. כתוצאה מכך, ידע והבנת המודל הינה דרישה בעולם התכנות. דבר זה גרם לסטנדרטיזציה של מודל UML כשפה משותפת.
2. השתמשנו בדיאגרמת Class על מנת לתאר את המחלקות והישויות השונות במערכת EKrut ובפרט את תהליך הזמנת המוצר על ידי הלקוח. לאחר ניתוח ארוך של התהליך, תיארנו את המחלקות השונות, את קשרי הגומלין ביניהן ,את המשתנים והפונקציות בכל מחלקה ואת הקשר של התהליך לשאר המערכת. ללא הניתוח והתיאור בעצמאות דיאגרמת Class, לא היינו מצליחים להרחיב ולתאר מחלקות נוספות, כגון – ReviewOrderController, המשתתפות בתהליך ההזמנה. כתוצאה מכך המון פונקציות משמעותיות היו מתפספסות.
3. קשיים אשר נתקלנו בהם

* בדיאגרמת

3. ב.