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1 ФОРМУЛИРОВКА ЗАДАЧИ

Целью данной лабораторной работы является освоение работы с существующими синтаксическими анализаторами. Разработка синтаксического анализатора подмножества языка программирования *PHP*

В качестве задачи необходимо разработать свой собственный синтаксический анализатор выбранного подмножества языка программирования. Построить синтаксическое дерево. Определить минимум 4 возможных синтаксических ошибки и показать их корректное выявление. Основной целью работы является написание сценариев, которые задают синтаксические правила для выбранного подмножества языка.

2 КРАТКИЕ ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ

Синтаксический анализ – это один из ключевых этапов компиляции, который позволяет компилятору понять структуру исходного кода. Этот процесс включает в себя проверку правильности синтаксиса и построение синтаксического дерева, которое отражает иерархическую структуру программы [1].

Грамматика – это набор правил, которые определяют правильные комбинации токенов в языке программирования. Грамматики используются для проверки правильности синтаксиса и построения синтаксического дерева. Грамматики могут быть контекстно-свободными (CFG) или контекстно-зависимыми. В большинстве случаев используются контекстно-свободные грамматики, так как они проще для анализа.

Контекстно-свободные грамматики (CFG) позволяют описывать синтаксис языка программирования с помощью правил, которые не зависят от контекста, в котором они применяются. Это делает их удобными для автоматического анализа и генерации парсеров. Контекстно-зависимые грамматики, с другой стороны, могут учитывать контекст, что позволяет описывать более сложные синтаксические конструкции, но усложняет процесс анализа.

Синтаксическое дерево (или дерево разбора) – это иерархическая структура, которая отображает синтаксические отношения между токенами. Вершины дерева представляют синтаксические конструкции, а листья – токены.

Синтаксическое дерево позволяет компилятору понять структуру программы и выявить синтаксические ошибки. Оно также служит основой для дальнейших этапов компиляции, таких как семантический анализ и генерация кода. Синтаксическое дерево может быть использовано для оптимизации кода, так как оно позволяет выявить избыточные или неэффективные конструкции [1].

Синтаксический анализатор – это часть компилятора, которая отвечает за выявление и проверку синтаксических конструкций входного языка. Синтаксический анализатор получает строку токенов от лексического анализатора и проверяет, может ли эта строка токенов порождаться грамматикой входного языка. Ещё одной функцией синтаксического анализатора является генерация сообщений обо всех выявленных ошибках, причём достаточно внятных и полных, а кроме того, синтаксический анализатор должен уметь обрабатывать обычные, часто встречающиеся ошибки и продолжать работу с оставшейся частью программы. В случае корректной программы синтаксический анализатор строит дерево разбора и передаёт его следующей части компилятора для дальнейшей обработки [2]

3 РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ РАБОТЫ

В результате выполнения лабораторной работы был написан синтаксический анализатор подмножества языка программирования *PHP*.

На рисунке 3.1 представлен код с заведомо написанными синтаксическими ошибками.
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Рисунок 3.1 – Код с заведомо написанными синтаксическими ошибками

На рисунке 3.2 изображен результат работы анализатора для программного кода.
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Рисунок 3.2 – Результат работы синтаксического анализатора в виде вывода абстрактного синтаксического дерева

На рисунке 3.3 изображены синтаксические ошибки, найденные при синтаксическом анализе.
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Контент, сгенерированный ИИ, может содержать ошибки.](data:image/png;base64,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)

Рисунок 3.3 – Синтаксические ошибки, найденные при синтаксическом анализ

ЗАКЛЮЧЕНИЕ

В результате выполнения лабораторной работы был разработан собственный лексический анализатор языка программирования *PHP* на языке программирования *VB .NET*.

В ходе работы были изучены существующие синтаксические анализаторы, определены синтаксические правила для выбранного подмножества языка *PHP* и реализован синтаксический анализатор. В процессе реализации были определены синтаксические правила, создано синтаксическое дерево, позволяющее наглядно представить структуру кода, а также реализован механизм выявления ошибок. Было определено и продемонстрировано корректное обнаружение не менее четырех различных типов синтаксических ошибок, что подтверждает работоспособность анализатора.

Разработанный анализатор позволяет обрабатывать входные программы, проверять их соответствие заданным синтаксическим правилам и формировать структурированное представление кода. Полученные результаты демонстрируют возможность дальнейшего расширения функциональности анализатора, включая поддержку более сложных конструкций языка, оптимизацию обработки ошибок и интеграцию с другими инструментами анализа кода.
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ПРИЛОЖЕНИЕ А

(обязательное)

**Исходный код программы**

' Класс узла синтаксического дерева

Public Class ASTNode

Public Property NodeType As String

Public Property Value As String

Public Property Children As New List(Of ASTNode)

Public Sub New(type As String, Optional value As String = "")

Me.NodeType = type

Me.Value = value

End Sub

Public Overrides Function ToString() As String

Return NodeType & ": " & Value

End Function

End Class

' Синтаксический анализатор

Public Class SyntacticAnalyzer

Private tokens As List(Of Token)

Private currentPosition As Integer = 0

Private errors As New List(Of String) ' Список для хранения ошибок

' Основной метод анализа – возвращает корневой узел синтаксического дерева

Public Function Analyze(tokens As List(Of Token)) As ASTNode

Console.WriteLine("SyntacticAnalyzer Version: 2025-04-23 v4")

Me.tokens = tokens

Me.currentPosition = 0

errors.Clear()

Dim root As ASTNode = ParseProgram()

Return root

End Function

' Получение списка ошибок

Public ReadOnly Property SyntaxErrors As List(Of String)

Get

Return errors

End Get

End Property

' Разбор программы

Private Function ParseProgram() As ASTNode

Dim node As New ASTNode("Program")

If Match("OPEN\_TAG") Then

node.Children.Add(New ASTNode("OPEN\_TAG", PreviousToken().Value))

ElseIf Not IsAtEnd() Then

AddError("Ожидался открывающий тег <?php в начале программы.")

node.Children.Add(New ASTNode("Error", "Ожидался открывающий тег <?php"))

End If

While Not IsAtEnd() AndAlso Peek().Type <> "CLOSE\_TAG"

Dim stmt As ASTNode = ParseStatement()

If stmt IsNot Nothing Then

node.Children.Add(stmt)

Else

Synchronize()

End If

End While

If Match("CLOSE\_TAG") Then

node.Children.Add(New ASTNode("CLOSE\_TAG", PreviousToken().Value))

End If

Return node

End Function

' Разбор оператора

Private Function ParseStatement() As ASTNode

If IsAtEnd() Then Return Nothing

Dim stmt As New ASTNode("Statement")

Try

If Check("KEYWORD") Then

Select Case Peek().Value

Case "for"

stmt.Children.Add(ParseForStatement())

Case "while"

stmt.Children.Add(ParseWhileStatement())

Case "do"

stmt.Children.Add(ParseDoWhileStatement())

Case "if"

stmt.Children.Add(ParseIfStatement())

Case "switch"

stmt.Children.Add(ParseSwitchStatement())

Case "function"

stmt.Children.Add(ParseFunctionDeclaration())

Case "echo"

stmt.Children.Add(ParseEchoStatement())

Case "else"

stmt.Children.Add(ParseElseStatement())

Case Else

AddError("Неизвестное ключевое слово: " & Peek().Value)

stmt.Children.Add(New ASTNode("Error", "Неизвестное ключевое слово: " & Peek().Value))

Advance()

End Select

ElseIf Check("IDENTIFIER") Then

If PeekNext() IsNot Nothing AndAlso PeekNext().Type = "OPERATOR" AndAlso PeekNext().Value = "=" Then

stmt.Children.Add(ParseAssignment())

Else

stmt.Children.Add(ParseExpressionStatement())

End If

Else

AddError("Ожидался оператор или выражение, найден: " & Peek().Value)

Advance()

Return Nothing

End If

Catch ex As Exception

AddError("Ошибка разбора оператора: " & ex.Message)

Synchronize()

Return Nothing

End Try

Return stmt

End Function

' Разбор echo

Private Function ParseEchoStatement() As ASTNode

Dim echoNode As New ASTNode("EchoStatement")

Advance() ' Пропускаем echo

Dim args As New ASTNode("Arguments")

If Not IsAtEnd() AndAlso Not (Check("DELIMITER") AndAlso Peek().Value = ";") Then

Dim expr As ASTNode = ParseExpression()

args.Children.Add(expr)

End If

echoNode.Children.Add(args)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ";" Then

AddError("Ожидался ';' после выражения echo.")

echoNode.Children.Add(New ASTNode("Error", "Ожидался ';' после выражения echo"))

End If

Return echoNode

End Function

' Разбор else

Private Function ParseElseStatement() As ASTNode

Dim elseNode As New ASTNode("Else")

Advance()

Dim body As ASTNode = ParseBlock()

elseNode.Children.Add(body)

Return elseNode

End Function

' Разбор выражения с точкой с запятой

Private Function ParseExpressionStatement() As ASTNode

Dim exprStmt As New ASTNode("ExpressionStatement")

If IsAtEnd() Then

AddError("Неожиданный конец ввода в выражении.")

exprStmt.Children.Add(New ASTNode("Error", "Неожиданный конец ввода"))

Return exprStmt

End If

Dim expr As ASTNode = ParseExpression()

exprStmt.Children.Add(expr)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ";" Then

AddError("Ожидался ';' после выражения.")

exprStmt.Children.Add(New ASTNode("Error", "Ожидался ';' после выражения"))

End If

Return exprStmt

End Function

' Разбор присваивания

Private Function ParseAssignment() As ASTNode

Dim assignNode As New ASTNode("Assignment")

Dim idToken As Token = Advance()

assignNode.Children.Add(New ASTNode("Identifier", idToken.Value))

If Match("OPERATOR") AndAlso PreviousToken().Value = "=" Then

If Not IsAtEnd() AndAlso Not (Check("DELIMITER") AndAlso Peek().Value = ";") Then

Dim expr As ASTNode = ParseExpression()

assignNode.Children.Add(expr)

If expr.NodeType = "Error" OrElse (expr.NodeType = "BinaryExpression" AndAlso expr.Children.Any(Function(c) c.NodeType = "Error")) Then

AddError("Ожидался ';' после присваивания.")

End If

Else

AddError("Ожидалось выражение после '='.")

assignNode.Children.Add(New ASTNode("Error", "Ожидалось выражение после '='"))

AddError("Ожидался ';' после присваивания.")

End If

Else

AddError("Ожидался '=' после идентификатора.")

assignNode.Children.Add(New ASTNode("Error", "Ожидался '=' после идентификатора"))

AddError("Ожидался ';' после присваивания.")

End If

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ";" Then

AddError("Ожидался ';' после присваивания.")

End If

Return assignNode

End Function

' Разбор блока кода

Private Function ParseBlock() As ASTNode

Dim blockNode As New ASTNode("Block")

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "{" Then

AddError("Ожидалась '{' для начала блока.")

blockNode.Children.Add(New ASTNode("Error", "Ожидалась '{' для начала блока"))

Return blockNode

End If

While Not IsAtEnd() AndAlso Not (Check("DELIMITER") AndAlso Peek().Value = "}")

Dim stmt As ASTNode = ParseStatement()

If stmt IsNot Nothing Then

blockNode.Children.Add(stmt)

Else

Synchronize()

If IsAtEnd() OrElse (Check("DELIMITER") AndAlso Peek().Value = "}") Then

Exit While

End If

End If

End While

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "}" Then

AddError("Ожидалась '}' для завершения блока.")

blockNode.Children.Add(New ASTNode("Error", "Ожидалась '}' для завершения блока"))

End If

Return blockNode

End Function

' Разбор цикла for

Private Function ParseForStatement() As ASTNode

Dim forNode As New ASTNode("ForStatement")

Advance()

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "(" Then

AddError("Ожидалась '(' после 'for'.")

forNode.Children.Add(New ASTNode("Error", "Ожидалась '(' после 'for'"))

Return forNode

End If

Dim init As ASTNode

If Not (Check("DELIMITER") AndAlso Peek().Value = ";") Then

init = ParseExpression()

Else

init = New ASTNode("Empty")

End If

Dim initNode As New ASTNode("Initialization")

initNode.Children.Add(init)

forNode.Children.Add(initNode)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ";" Then

AddError("Ожидался ';' после инициализации в 'for'.")

forNode.Children.Add(New ASTNode("Error", "Ожидался ';' после инициализации в 'for'"))

End If

Dim condition As ASTNode

If Not (Check("DELIMITER") AndAlso Peek().Value = ";") Then

condition = ParseExpression()

Else

condition = New ASTNode("Empty")

End If

Dim conditionNode As New ASTNode("Condition")

conditionNode.Children.Add(condition)

forNode.Children.Add(conditionNode)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ";" Then

AddError("Ожидался ';' после условия в 'for'.")

forNode.Children.Add(New ASTNode("Error", "Ожидался ';' после условия в 'for'"))

End If

Dim increment As ASTNode

If Not (Check("DELIMITER") AndAlso Peek().Value = ")") Then

Try

increment = ParseExpression()

If increment.NodeType = "Error" Then

forNode.Children.Add(New ASTNode("Error", "Некорректное выражение в инкременте 'for'"))

End If

Catch ex As Exception

AddError("Ошибка разбора инкремента в 'for': " & ex.Message)

increment = New ASTNode("Error", "Ошибка инкремента")

End Try

Else

increment = New ASTNode("Empty")

End If

Dim incrementNode As New ASTNode("Increment")

incrementNode.Children.Add(increment)

forNode.Children.Add(incrementNode)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ")" Then

AddError("Ожидалась ')' после 'for'.")

forNode.Children.Add(New ASTNode("Error", "Ожидалась ')' после 'for'"))

End If

Dim body As ASTNode = ParseBlock()

Dim bodyNode As New ASTNode("Body")

bodyNode.Children.Add(body)

forNode.Children.Add(bodyNode)

Return forNode

End Function

' Разбор цикла while

Private Function ParseWhileStatement() As ASTNode

Dim whileNode As New ASTNode("WhileStatement")

Advance()

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "(" Then

AddError("Ожидалась '(' после 'while'.")

whileNode.Children.Add(New ASTNode("Error", "Ожидалась '(' после 'while'"))

Return whileNode

End If

Dim condition As ASTNode = ParseExpression()

Dim conditionNode As New ASTNode("Condition")

conditionNode.Children.Add(condition)

whileNode.Children.Add(conditionNode)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ")" Then

AddError("Ожидалась ')' после условия 'while'.")

whileNode.Children.Add(New ASTNode("Error", "Ожидалась ')' после условия 'while'"))

End If

Dim body As ASTNode = ParseBlock()

Dim bodyNode As New ASTNode("Body")

bodyNode.Children.Add(body)

whileNode.Children.Add(bodyNode)

Return whileNode

End Function

' Разбор цикла do-while

Private Function ParseDoWhileStatement() As ASTNode

Dim doWhileNode As New ASTNode("DoWhileStatement")

Advance()

Dim body As ASTNode = ParseBlock()

Dim bodyNode As New ASTNode("Body")

bodyNode.Children.Add(body)

doWhileNode.Children.Add(bodyNode)

If Not Match("KEYWORD") OrElse PreviousToken().Value <> "while" Then

AddError("Ожидалось 'while' после тела 'do'.")

doWhileNode.Children.Add(New ASTNode("Error", "Ожидалось 'while' после тела 'do'"))

Return doWhileNode

End If

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "(" Then

AddError("Ожидалась '(' после 'while' в 'do-while'.")

doWhileNode.Children.Add(New ASTNode("Error", "Ожидалась '(' после 'while' в 'do-while'"))

Return doWhileNode

End If

Dim condition As ASTNode = ParseExpression()

Dim conditionNode As New ASTNode("Condition")

conditionNode.Children.Add(condition)

doWhileNode.Children.Add(conditionNode)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ")" Then

AddError("Ожидалась ')' после условия 'do-while'.")

doWhileNode.Children.Add(New ASTNode("Error", "Ожидалась ')' после условия 'do-while'"))

End If

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ";" Then

AddError("Ожидался ';' после 'do-while'.")

doWhileNode.Children.Add(New ASTNode("Error", "Ожидался ';' после 'do-while'"))

End If

Return doWhileNode

End Function

' Разбор условного оператора if

Private Function ParseIfStatement() As ASTNode

Dim ifNode As New ASTNode("IfStatement")

Advance()

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "(" Then

AddError("Ожидалась '(' после 'if'.")

ifNode.Children.Add(New ASTNode("Error", "Ожидалась '(' после 'if'"))

Return ifNode

End If

Dim condition As ASTNode = ParseExpression()

Dim conditionNode As New ASTNode("Condition")

conditionNode.Children.Add(condition)

ifNode.Children.Add(conditionNode)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ")" Then

AddError("Ожидалась ')' после условия 'if'.")

ifNode.Children.Add(New ASTNode("Error", "Ожидалась ')' после условия 'if'"))

End If

Dim thenBranch As ASTNode = ParseBlock()

Dim thenNode As New ASTNode("Then")

thenNode.Children.Add(thenBranch)

ifNode.Children.Add(thenNode)

If Check("KEYWORD") AndAlso Peek().Value = "else" Then

Dim elseStmt As ASTNode = ParseElseStatement()

ifNode.Children.Add(elseStmt)

End If

Return ifNode

End Function

' Разбор оператора switch

Private Function ParseSwitchStatement() As ASTNode

Dim switchNode As New ASTNode("SwitchStatement")

Advance()

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "(" Then

AddError("Ожидалась '(' после 'switch'.")

switchNode.Children.Add(New ASTNode("Error", "Ожидалась '(' после 'switch'"))

Return switchNode

End If

Dim expression As ASTNode = ParseExpression()

Dim exprNode As New ASTNode("Expression")

exprNode.Children.Add(expression)

switchNode.Children.Add(exprNode)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ")" Then

AddError("Ожидалась ')' после выражения 'switch'.")

switchNode.Children.Add(New ASTNode("Error", "Ожидалась ')' после выражения 'switch'"))

End If

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "{" Then

AddError("Ожидалась '{' после 'switch'.")

switchNode.Children.Add(New ASTNode("Error", "Ожидалась '{' после 'switch'"))

Return switchNode

End If

While Not IsAtEnd() AndAlso Not (Check("DELIMITER") AndAlso Peek().Value = "}")

If Check("KEYWORD") AndAlso Peek().Value = "case" Then

switchNode.Children.Add(ParseCase())

ElseIf Check("KEYWORD") AndAlso Peek().Value = "default" Then

switchNode.Children.Add(ParseDefault())

Else

AddError("Ожидался 'case' или 'default' в 'switch'.")

switchNode.Children.Add(New ASTNode("Error", "Ожидался 'case' или 'default' в 'switch'"))

Advance()

End If

End While

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "}" Then

AddError("Ожидалась '}' для завершения 'switch'.")

switchNode.Children.Add(New ASTNode("Error", "Ожидалась '}' для завершения 'switch'"))

End If

Return switchNode

End Function

' Разбор case в switch

Private Function ParseCase() As ASTNode

Dim caseNode As New ASTNode("Case")

Advance()

Dim value As ASTNode = ParseExpression()

caseNode.Children.Add(value)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ":" Then

AddError("Ожидалось ':' после 'case'.")

caseNode.Children.Add(New ASTNode("Error", "Ожидалось ':' после 'case'"))

End If

While Not IsAtEnd() AndAlso Not (Check("KEYWORD") AndAlso (Peek().Value = "case" Or Peek().Value = "default")) AndAlso

Not (Check("DELIMITER") AndAlso Peek().Value = "}")

Dim stmt As ASTNode = ParseStatement()

If stmt IsNot Nothing Then

caseNode.Children.Add(stmt)

Else

Synchronize()

End If

End While

Return caseNode

End Function

' Разбор default в switch

Private Function ParseDefault() As ASTNode

Dim defaultNode As New ASTNode("Default")

Advance()

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ":" Then

AddError("Ожидалось ':' после 'default'.")

defaultNode.Children.Add(New ASTNode("Error", "Ожидалось ':' после 'default'"))

End If

While Not IsAtEnd() AndAlso Not (Check("DELIMITER") AndAlso Peek().Value = "}")

Dim stmt As ASTNode = ParseStatement()

If stmt IsNot Nothing Then

defaultNode.Children.Add(stmt)

Else

Synchronize()

End If

End While

Return defaultNode

End Function

' Разбор объявления функции

Private Function ParseFunctionDeclaration() As ASTNode

Dim funcNode As New ASTNode("FunctionDeclaration")

Advance()

If Check("IDENTIFIER") Then

Dim nameToken As Token = Advance()

funcNode.Children.Add(New ASTNode("FunctionName", nameToken.Value))

Else

AddError("Ожидалось имя функции после 'function'.")

funcNode.Children.Add(New ASTNode("Error", "Ожидалось имя функции после 'function'"))

End If

If Not Match("DELIMITER") OrElse PreviousToken().Value <> "(" Then

AddError("Ожидалась '(' после имени функции.")

funcNode.Children.Add(New ASTNode("Error", "Ожидалась '(' после имени функции"))

End If

Dim params As New ASTNode("Parameters")

While Not IsAtEnd() AndAlso Not (Check("DELIMITER") AndAlso Peek().Value = ")")

If Check("IDENTIFIER") Then

Dim paramToken As Token = Advance()

params.Children.Add(New ASTNode("Parameter", paramToken.Value))

Else

AddError("Ожидался параметр функции.")

params.Children.Add(New ASTNode("Error", "Ожидался параметр функции"))

Advance()

End If

If Check("DELIMITER") AndAlso Peek().Value = "," Then

Advance()

End If

End While

funcNode.Children.Add(params)

If Not Match("DELIMITER") OrElse PreviousToken().Value <> ")" Then

AddError("Ожидалась ')' после параметров функции.")

funcNode.Children.Add(New ASTNode("Error", "Ожидалась ')' после параметров функции"))

End If

Dim body As ASTNode = ParseBlock()

Dim bodyNode As New ASTNode("Body")

bodyNode.Children.Add(body)

funcNode.Children.Add(bodyNode)

Return funcNode

End Function

' Разбор выражения

Private Function ParseExpression() As ASTNode

If IsAtEnd() Then

AddError("Неожиданный конец ввода в выражении.")

Return New ASTNode("Error", "Неожиданный конец ввода")

End If

Return ParseBinaryExpression(0)

End Function

' Рекурсивный разбор бинарных выражений

Private Function ParseBinaryExpression(minPrecedence As Integer) As ASTNode

Dim left As ASTNode = ParsePrimary()

While Not IsAtEnd() AndAlso CurrentTokenIsBinaryOperator(minPrecedence)

Dim opToken As Token = Advance()

Dim opPrecedence As Integer = GetOperatorPrecedence(opToken)

Dim right As ASTNode

If IsAtEnd() OrElse (Check("DELIMITER") AndAlso (Peek().Value = ";" Or Peek().Value = ")" Or Peek().Value = "}")) Then

AddError("Неполное бинарное выражение: " & opToken.Value)

right = New ASTNode("Error", "Неполное выражение")

Else

right = ParseBinaryExpression(opPrecedence + 1)

End If

Dim binNode As New ASTNode("BinaryExpression", opToken.Value)

binNode.Children.Add(left)

binNode.Children.Add(right)

left = binNode

End While

Return left

End Function

' Проверка бинарного оператора

Private Function CurrentTokenIsBinaryOperator(minPrecedence As Integer) As Boolean

If IsAtEnd() Then Return False

Dim token As Token = Peek()

If token.Type <> "OPERATOR" Then Return False

If token.Value = "++" OrElse token.Value = "--" Then Return False ' Исключаем унарные операторы

Dim precedence As Integer = GetOperatorPrecedence(token)

Return precedence >= minPrecedence

End Function

' Приоритет операторов

Private Function GetOperatorPrecedence(ByVal token As Token) As Integer

If token.Type <> "OPERATOR" Then Return -1

Select Case token.Value

Case "\*", "/"

Return 3

Case "+", "-"

Return 2

Case "==", "!=", "<=", ">=", "<", ">"

Return 1

Case Else

Return 0

End Select

End Function

' Разбор первичных выражений

Private Function ParsePrimary() As ASTNode

If IsAtEnd() Then

AddError("Неожиданный конец ввода в первичном выражении.")

Return New ASTNode("Error", "Конец ввода")

End If

Dim token As Token = Peek()

' Обработка префиксного инкремента (++$i)

If token.Type = "OPERATOR" AndAlso (token.Value = "++" OrElse token.Value = "--") Then

Advance()

Dim operand As ASTNode = ParsePrimary()

Dim unaryNode As New ASTNode("UnaryExpression", token.Value)

unaryNode.Children.Add(operand)

Return unaryNode

End If

token = Advance()

Select Case token.Type

Case "NUMBER", "STRING"

Return New ASTNode("Literal", token.Value)

Case "IDENTIFIER"

' Обработка постфиксного инкремента ($i++)

If Not IsAtEnd() AndAlso Peek().Type = "OPERATOR" AndAlso (Peek().Value = "++" OrElse Peek().Value = "--") Then

Dim opToken As Token = Advance()

Dim unaryNode As New ASTNode("UnaryExpression", opToken.Value)

unaryNode.Children.Add(New ASTNode("Identifier", token.Value))

Return unaryNode

End If

Return New ASTNode("Identifier", token.Value)

Case "DELIMITER"

If token.Value = "(" Then

Dim expr As ASTNode = ParseExpression()

If Match("DELIMITER") AndAlso PreviousToken().Value = ")" Then

Return expr

Else

AddError("Ожидалась ')' после группирующего выражения.")

expr.Children.Add(New ASTNode("Error", "Ожидалась ')' после группирующего выражения"))

Return expr

End If

Else

AddError("Неожиданный разделитель в выражении: " & token.Value)

Return New ASTNode("Error", "Неожиданный разделитель: " & token.Value)

End If

Case "OPERATOR"

AddError("Неожиданный оператор в выражении: " & token.Value)

Return New ASTNode("Error", "Неожиданный оператор: " & token.Value)

Case Else

AddError("Неожиданный токен в выражении: " & token.Value)

Return New ASTNode("Error", "Неожиданный токен: " & token.Value)

End Select

End Function

' Вспомогательные методы

Private Function Match(tokenType As String) As Boolean

If Check(tokenType) Then

Advance()

Return True

End If

Return False

End Function

Private Function Check(tokenType As String) As Boolean

If IsAtEnd() Then Return False

Return Peek().Type = tokenType

End Function

Private Function Advance() As Token

If Not IsAtEnd() Then currentPosition += 1

Return PreviousToken()

End Function

Private Function IsAtEnd() As Boolean

Return currentPosition >= tokens.Count

End Function

Private Function Peek() As Token

If IsAtEnd() Then Return Nothing

Return tokens(currentPosition)

End Function

Private Function PeekNext() As Token

If currentPosition + 1 < tokens.Count Then

Return tokens(currentPosition + 1)

End If

Return Nothing

End Function

Private Function PreviousToken() As Token

If currentPosition > 0 Then

Return tokens(currentPosition - 1)

End If

Return Nothing

End Function

Private Sub AddError(message As String)

If Not errors.Contains(message) Then

errors.Add(message)

Console.WriteLine("Синтаксическая ошибка: " & message)

End If

End Sub

' Метод синхронизации

Private Sub Synchronize()

While Not IsAtEnd()

Dim current As Token = Peek()

If current.Type = "DELIMITER" AndAlso (current.Value = ";" Or current.Value = "}" Or current.Value = ")") Then

Advance()

Exit Sub

End If

If current.Type = "KEYWORD" AndAlso IsStatementStarter(current.Value) Then

Exit Sub

End If

If current.Type = "IDENTIFIER" OrElse current.Type = "OPEN\_TAG" OrElse current.Type = "CLOSE\_TAG" Then

Exit Sub

End If

Advance()

End While

End Sub

Private Function IsStatementStarter(keyword As String) As Boolean

Select Case keyword

Case "for", "while", "do", "if", "switch", "function", "else", "echo"

Return True

Case Else

Return False

End Select

End Function

End Class