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This document describes the specification of the database of polynomial & moment optimization problems, developed in the network POEMA.

The main features of this database are the following:

* The data are Polynomial Moment Optimization problems (PMO) described in a certain format (Section Format) in files or ressources freely accessible and characterized by a Universally Unique IDentifier (Section UUID).
* Datasets collecting all the data available in the database and metadata are provided.
* Data can be accessible from everywhere via their UUID (Section UUID).
* Data sets can be retrieved and used remotely, from applications and environments such as Julia (Section DataBase access)
* Members of the network and collaborators can upload data on the server (Section DataBase access)

# Format for PMO data

The format used to encode the data is a numeric ascii json based format. An optimization problem is composed of a list of variables, an objective function and constraints:

* "name": (optional) the name of the problem.
* "variables": (optional) a list of strings ["x","y",...] for the names of the variables.
* “vartypes”: (optional) a list of strings specifying the type of the variables.
* "objective": a function constraint (see below).
* "constraints": a list of function constraints (see below).
* “author”: (optional) a string with the name(s) of the author(s), who produced it.
* “version”: (optional) the version of the data as a string.
* "uuid": a string identifier (see Section UUID)

We consider three types of PMO data:

* Polynomial data
* Moment data
* SDP data

## Polynomial data

The polynomial optimization problems are problems of the form:
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where are polynomials in the variables with real coefficients in . The function is the objective function, are sign constraints and are equality constraints. By changing in or in we can replace by or non-negativity constraints by non-positivity constraints.

This family of problems includes

* global polynomial optimization with no constraint (),
* polynomial system solving when and .

For polynomial data, the "type" attribute is :

* "type": "polynomial"

The "objective" attribute is a component with the following attributes.

* "set": with value in {"inf", "sup"}. If it is an objective function to be minimized or maximized, the value is in {"inf", "sup"}.
* "polynomial": a polynomial.

Similarly, the "constraints" attribute is components {{“set”: ..., “polynomial”: ,...} with

* "set": value in {"=0", "<=0", ">=0"}.
* "polynomial": a polynomial.

A polynomial where and is represented in its sparse representation in the monomial basis or any specified basis, with the following attributes:

* "terms": with value a list of terms encoded as [c, [d1, …], [v1, …]] where c is the coefficient, [d1, …] the list of exponents for the variables of indices [v1, …].
* "nvar": with value the number of variables.
* "nterm": (optional) with value the number of terms.
* "coeftype": (optional) with value the type of the coefficients: {"Int64", "Float64", p, …} where p is an integer which stands for
* ...

Here is the encoding for the polynomial constraint :

|  |
| --- |
| {  "set": "=0",  "polynomial": {  "nvar": 2,  "coeftype": "Int64",  "terms": [  [1,[4],[1]],  [-4,[1,3]],  [1,[2],[2]],  [-2]  ]  }  } |

The first term has one exponent 4 in the first variable, which is x. The second term, with coefficients -4, has exponents [1,3] in the variables [x,y]. Since all the variables appear, the indices of the variables are not indicated. The third term involves only the second variables with exponent 2. The constant coefficient is the fourth term, with coefficient -2 and no exponen and no variable.

Here is the encoding of the Polynomial Optimization problem

|  |  |
| --- | --- |
|  |  |
|  |  |
|  |  |

|  |
| --- |
| {  "type": "polynomial",  "variables": [  "x",  "y"  ],  "nvar": 2,  "objective": {  "set": "inf",  "polynomial": {  "coeftype": "Float64",  "terms": [  [1.0,[4],[1]],  [1.0,[2,2]],  [-1.0,[3],[2]]  ]  }  },  "constraints": [  {  "set": "<=0",  "polynomial": {  "coeftype": "Float64",  "terms": [  [1.0,[2],[1]],  [3.141592653589793,[2],[2]],  [-2.0]  ]  }  },  {  "set": [-1,1],  "polynomial": {  "coeftype": "Int64",  "terms": [  [1,[1],[1]]  ]  }  },  {  "set": "=0",  "polynomial": {  "coeftype": "Float64",  "terms": [  [2.0,[2],[2]],  [-1.0,[1],[2]]  ]  }  }  ],  "version": "0.0.1",  "author": "Bernard Mourrain”,  "uuid": "82d25714-9513-11ea-22da-9dbe2a261539" } |

## Moment Optimization

Optimization problems on moment sequences can also be described:

|  |  |
| --- | --- |
| s.t. |  |
|  |  |
|  |  |
|  |  |

The type of the variables are moment sequences, the constraints are linear moment sequence equalities or inequalities. Here is an example:

|  |  |
| --- | --- |
|  |  |
|  |  |

For moment data, the "type" attribute is :

* "type": "moment"

The "objective" attribute is a component with the following attributes.

* "set": with value in {"inf", "sup"}. If it is an objective function to be minimized or maximized, the value is in {"inf", "sup"}.
* "moments": a vector of polynomial multipliers.

Similarly, the "constraints" attribute is a list of components [{“set”: ..., “moments”: ,...}...] where

* "set": with value in {"=0", "<=0", ">=0", "=0 \*", "<=0 \*", ">=0 \*"} to specify that either the functional is positive, negative or 0 or the moment value is positive, negative or 0. If the string ends with a \*, it indicates it is a mass constraint.
* "moments": a sequence of terms representing the expressions where
  + "coeftype": is the type of the coefficients of the polynomials
  + "terms": is the list of terms represented as for polynomial optimization problems, except that there is an additional index. This first index is the index of the moment sequence in the expression and the other values represent respectively the coefficients of the term in , its exponent vector, and its variable index vector.

Here is the encoding of the previous problem:

|  |
| --- |
| {  "type": "moment",  "variables": [  “x”,  “y”  ],  “nvar”: 2,  “npms”: 2,  "objective": {  "set": "inf",  "moments": {  "nseq": 2,  "coeftype": "Int64",  "terms": [  [1, 1 [4],[1]],  [1, 1, [2,2]],  [-1, 1, [3],[2]]  ]  }  },  "constraints": [  {  "set": ">=0",  "moments": {  "coeftype": "Float64",  "terms": [  [1.0, 1, [2],[1]],  [3.141592653589793, 1, [2],[2]],  [-2.0, 1],  [2.0, 2, [2],[2]],  [-1.0, 2, [1],[2]]  ]  }  },  {  "set": ">=0 \*",  "moments": {  "coeftype": "Float64",  "terms": [  [ 1.0, 1, [2],[1]],  [-1.0, 2,[1],[2]],  [-3.0, 0]  ]  }  }  ]  "version": "0.0.1",  "author": "Bernard Mourrain”,  "uuid": "371ff738-9513-11ea-1f6b-9b491fe32502"  } |

Here the problem is of type “moment” (Positive Moment Sequence) corresponding to the constraints Notice that a polynomial optimization problem can also be seen as a moment optimization problem with a single moment sequence and a single mass constraint .

# SDP format

We consider the linear semidefinite optimization problem with linear matrix inequalities and explicit linear equality constraints in the form

with data . Here , and the matrix is formed by rows .Denote by the dual variable associated with the -th LMI, . The dual problem to (SDP-P) is then

In addition to the data, the SDP input format may also contain the following information, specific to POP relaxations:

* has (unknown) low rank for some specified
* When known, Rank( for specified
* is a low rank matrix defined by vectors as

For SDP data, the "type" attribute is :

* "type": "sdp"

The "objective" part is the vector representing the linear objective function.

The proposed SDP format to represent the constraints is based on the popular SDPA input format, where the data matrices are stored in a sparse format in an ASCII file. The "constraints" part has the following attributes:

* "nlmi": number of linear matrix inequalities [] (int)
* "msizes": dimensions of the LMIs
* "lmiduallr": (optional) binary vector of length nlmi, set to 1 if assumed low rank, otherwise zero
* "lmidualrank": (optional) vector of length nlmi with ranks of (when known a-priori); if the rank of is not known for some , the value is zero
* "lmi\_symat": matrices in upper triangular sparse format encoded as a sequence of quintuples if
* "lmi\_lrmat": matrices defined in low rank sparse format by vectors such that encoded as a sequence of quintuples if
* "nlsi": (optional) number of linear inequalities []
* "lsi\_mat": (optional) matrix in sparse format encoded as a sequence of triples [if
* "lsi\_vec": (optional) vector ,
* "lsi\_op": (optional) binary vector of length nlsi, set to zero for equality constraints ( and 1 for inequality ( constraints; if this vector is not present and nlsi>0, inequality type constraints are assumed.

Example SDP1

Here is the encoding for the following SDP:

#### PMO format:

|  |
| --- |
| {  "type": [  "sdp"  ],  "nvar": 3,  "objective": [1,2,3],  "constraints": {  "nlmi": 2,  "msizes": [3,2],  "lmi\_symat": [  [ 1.0,0,2,1,2],  [ 2.0,0,2,2,2],  [ 2.0,1,1,1,1],  [ 2.0,1,1,2,2],  [ 2.0,1,1,3,3],  [-1.0,1,1,1,2],  [ 1.0,1,2,1,1],  [-1.0,1,2,2,2],  [ 3.0,2,2,1,2],  [ 2.0,3,1,1,1],  [ 2.0,3,1,2,2],  [ 2.0,3,1,3,3],  [-1.0,3,1,1,3]  ]  },  "version": "0.0.1",  "uuid": "ad6dea66-95f8-11ea-0326-5727aaa79c1d",  "name": [  "My first example"  ],  "comment": [  "Two LMIs"  ]  } |

Example SDP2

Here is the encoding for another SDP:

In addition, we know that the rank of the dual variable is equal to one.

#### PMO format:

|  |
| --- |
| {  "type": [  "sdp"  ],  "nvar": 3,  "objective": [0,0,1],  "constraints": {  "nlmi": 1,  "msizes": [3],  "lmidualrank": 1,  "lmi\_symat": [  [1.0,0,1,2,3],  [4.0,1,1,1,1],  [1.0,1,1,1,2],  [1.0,1,1,2,2],  [1.0,2,1,2,2],  [1.0,2,1,2,3],  [1.0,2,1,3,3]  ],  "lmi\_lrmat": [  [1.0,3,1,1,3]  ],  "nlsi": 3,  "lsi\_mat": [  [1.0,1,1],  [1.0,1,2],  [1.0,2,1],  [1.0,3,2]  ],  "lsi\_vec": [1,0,0],  "lsi\_op [0,1,1]  }  "version": "0.0.1",  "uuid": "9ee52456-9695-11ea-28bb-83c1d2b052cb",  "name": "My second example",  "comment": "One LMI with one rank-1 matrix, 3 linear scalar constraints, dual variable of rank one"  } |

# SDP format, relaxation specific

Several typical SDP problems arising from POP relaxations lead to the following simplified (SDP-D) problem

with . In terms of (SDP-P), this means that we have only one LMI and zero lower bounds on some of the variables, those with.

For convenience, we use a specific SDP input format tailored to (SDP-D-rel). A (SDP-D-rel) problem is represented by the following attributes.

The "type" attribute is :

* "type": "sdp\_relax"

The "objective" attribute is a component with the following attributes.

* "msizes": dimension of the matrix variable
* "symat": matrix in upper triangular sparse format encoded as a sequence of trituples if

The "constraints" attribute is a component with the following attributes.

* "ncon": total number of constraints []
* "lmilr": (optional) binary, set to 1 if assumed low rank, otherwise zero
* "lmirank": (optional) rank of (when known a-priori)
* "rhs": right-hand side vector
* "symat": matrices in upper triangular sparse format encoded as a sequence of quintuples if
* "lrmat": matrices defined in low rank sparse format by vectors such that encoded as a sequence of quintuples if
* "op": binary vector of length ncon, set to zero for equality constraints ( and 1 for inequality ( constraints; if this vector is not present, inequality type constraints are assumed.

Example SDP3

Consider the following SDP:

with matrices and

#### PMO format:

|  |
| --- |
| {  "type": [  "sdp\_relax"  ],  "objective":{  "msizes": 3,  "symat": [  [ 4.0,0,1,1,1],  [ 1.0,0,1,1,2],  [-2.0,0,1,2,2],  [ 1.0,0,1,2,3],  [ 4.0,0,1,3,3]  ]  }  "constraints":{  "ncon": 2,  "rhs": [1.0 1.0],  "lrmat": [  [2.0,1,1,1,1],  [1.0,1,1,1,2],  [1.0,1,1,1,3],  [3.0,2,1,1,1],  [2.0,2,1,1,2],  [1.0,2,1,1,3]  ],  "op": [1,0]  },  "name": [  "My third example"  ],  } |

## Matlab package

### Matlab Poema ASCII format

A problem can either be encoded using json format or in Matlab, as a Matlab structure with fields equal to the json attributes. The two formats can be converted from/to each other using the Matlab toolbox “jsonlab”

<https://uk.mathworks.com/matlabcentral/fileexchange/33381-jsonlab-a-toolbox-to-encode-decode-json-files> .

Furthermore, convertors from/to the SDPA format are provided, so that the problems can also be solved using existing software such as MOSEK or SeDuMi.

Assume that the example SDP1 (see section SDP format) is stored in a file myfile.json. To read it as a Matlab char array named sdp\_json and to convert it into a Matlab structure, call

>> sdp\_json = fileread('myfile.json');

>> my\_sdp\_structure = loadjson(sdp\_json);

Below is the result, problem SDP1 in Matlab format.

#### Matlab format

|  |
| --- |
| sdp1 = struct(...  "type","sdp",...  "nvar", [3],...  "objective", [ 1.0 2.0 3.0 ],...  "constraints",struct(...  "nlmi", [2],...  "msizes", [ 3 2 ],...  "lmi\_symat", [...  [ 1.0 0 2 1 2] ;...  [ 2.0 0 2 2 2] ;...  [ 2.0 1 1 1 1] ;...  [ 2.0 1 1 2 2] ;...  [ 2.0 1 1 3 3] ;...  [-1.0 1 1 1 2] ;...  [ 1.0 1 2 1 1] ;...  [-1.0 1 2 2 2] ;...  [ 3.0 2 2 1 2] ;...  [ 2.0 3 1 1 1] ;...  [ 2.0 3 1 2 2] ;...  [ 2.0 3 1 3 3] ;...  [-1.0 3 1 1 3] ;...  ]),...  "name","My first example",...  "comment","Two LMIs"...  ) |

To convert the above structure back into json format and write it into an ASCII file, call

>> sdp\_json = savejson('sdp',sdp1); %the output is a character array

>> fileID = fopen('myfile.txt','w');

>> fprintf(fileID,'%s\n',sdp\_json)

#### Matlab format for SDP2 is as follows:

|  |
| --- |
| sdp2 = struct(...  "type","sdp",...  "nvar", [3],...  "objective", [ 0.0 0.0 1.0 ],...  "constraints",struct(...  "nlmi", [1],...  "msizes", [ 3 ],...  "lmidualrank", [1],...  "lmi\_symat", [...  [1.0 0 1 2 3] ;...  [4.0 1 1 1 1] ;...  [1.0 1 1 1 2] ;...  [1.0 1 1 2 2] ;...  [1.0 2 1 2 2] ;...  [1.0 2 1 2 3] ;...  [1.0 2 1 3 3] ;...  ],...  "lmi\_symat", [...  [1.0 3 1 1 3] ;...  ],...  "nlsi", [3],...  "lsi\_mat", [...  [1.0 1 1] ;...  [1.0 1 2] ;...  [1.0 2 1] ;...  [1.0 3 2] ;...  ],...  "lsi\_rhs", [ 1.0 0.0 0.0 ],...  "lsi\_op", [ 0 1 1] ...  ),...  "name","My second example",...  "comment","One LMI with one rank-1 matrix, 3 linear scalar constraints, dual variable of rank one"...  ); |

#### Matlab format for SDP3 is as follows:

|  |
| --- |
| sdp = struct(...  "type","sdp\_relax",...  "objective",struct(...  "msizes", [3],...  "symat", [  [ 4.0 0 1 1 1];...  [ 1.0 0 1 1 2];...  [-2.0 0 1 2 2],  [ 1.0 0 1 2 3];...  [ 4.0 0 1 3 3];...  ]...  ),...  "constraints",struct(...  "ncon", [2],...  "rhs", [1 1],...  "lrmat", [...  [2.0 1 1 1 1] ;...  [1.0 1 1 1 2] ;...  [1.0 1 1 1 3] ;...  [3.0 2 1 1 1] ;...  [2.0 2 1 1 2] ;...  [1.0 2 1 1 3] ;...  ],...  "op", [1 0] ...  ),...  "name","My third example"...  ); |

### Matlab sparse format

The second Matlab format is based on Matlab sparse arrays and is to be used as input for POEMA SDP software coded in Matlab. All data are again stored in a Matlab structure but while most of the attributes remain the same, sparse matrices and vectors are converted to sparse Matlab arrays.

Problem SDP1 in Matlab sparse format is stored in the following structure:

#### Matlab sparse format

|  |
| --- |
| struct with fields:  type: "sdp"  nvar: 3  name: "My first example"  comment: "Two LMIs"  c: [1 2 3]  nlmi: 2  msizes: [3 2]  A: {2×4 cell} |

where cells in field A contain data matrices stored in sparse Matlab format.

#### Matlab sparse format for problem SDP2

|  |
| --- |
| struct with fields:  type: "sdp"  nvar: 3  name: "My second example"  comment: "One LMI with one rank-1 matrix, 3 linear scalar constraints, dual variable of rank one"  c: [0 0 1]  nlmi: 1  msizes: 3  nlin: 3  lsi\_op: [0 1 1]  A: {[3×3 double] [3×3 double] [3×3 double] [3×3 double]}  Avec: {[3×1 double] [3×1 double] [3×1 double] [3×1 double]}  C: [3×2 double]  d: [1 0 0] |

#### Matlab sparse format for problem SDP3

|  |
| --- |
| struct with fields:  type: "sdp\_relax"  name: "My third example"  comment: "Dual SDP with one inequality"  c: [1 1]  msizes: 3  nlmi: 1  nvar: 2  A: {[3×3 double] [3×3 double] [3×3 double]}  Avec: {[3×1 double] [3×3 double] [3×3 double]}  nlin: 1  C: [1 0]  d: 0 |

We provide the following Matlab conversion functions:

function sdp = sdpa2poema(filename);

% Reads linear SDP problem from an SDPA file, separates the linear

% constraint matrix, returns the problem in the POEMA Matlab structure

function sdp = poema2sdpa(filename);

% Input: SDP problem in the POEMA Matlab structure

% Output: ASCII file with problem in SDPA format

% Any information special to POEMA format (low rank) is ignored

function sdpdata = poema2sparse(poema\_struct);

% Input: SDP problem in the POEMA Matlab structure

% Output: Matlab structure with data matrices stored as Matlab sparse

% matrices

# Registries

The data are registered in the file [registries/index-pmo.csv](https://github.com/PolynomialMomentOptimization/data/blob/master/registries/index-pmo.csv) of the public repository https://github.com/[PolynomialMomentOptimization](https://github.com/PolynomialMomentOptimization/data)/data.   
They are stored as a tuple of

* An Universally Unique IDentifier or UUID, which is a string uniquely identifying the data resource.
* A name, which is a string (that can be “”)
* A data URL where the resource file can be recovered.
* A documentation URL (optional) where information on the data can be found. It can be a human readable document, like a documentation, an article about the data.

The table of association between UUID and Data is stored Resources in the file [registries/index-pmo.csv](https://github.com/PolynomialMomentOptimization/data/blob/master/registries/index-pmo.csv) in the CSV format (Column Separated Values). The first column is the UUID, the second column is the name, the third is the URL of the data resource and the fourth column is the URL of the metadata information (Optional). The metadata can also be stored in a json format and give information about the date, the author and other features of the data that we want to exhibit.

# Database access and management

The data files and code for creating and managing data are publically available on the server

<https://github.com/PolynomialMomentOptimization/>.

Every member of the network shall have an account on the server to create and manage the data there.

New data can be added by any one, using the mechanism of pull request on the github server. The pull request will then be examined and validated or rejected depending on the validity of request.

Tables with properties of the PMO problems can also be built and accessed with a similar mechanism.

# License

A public copyright license such as [Creative Commons](https://en.wikipedia.org/wiki/Creative_Commons_license), will be attached to the data stored in the repositories, to allow the public access and the free distribution of the documents, which are the files storing the data. A typical example can be *Creative Commons BY-NC-SA* with the author information, Non-Commercial use and SharedAlike : ![](data:image/png;base64,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)![https://upload.wikimedia.org/wikipedia/commons/thumb/1/11/Cc-by_new_white.svg/96px-Cc-by_new_white.svg.png](data:image/png;base64,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)![Cc-nc white.svg](data:image/png;base64,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)![Cc-sa white.svg](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAwCAQAAAD9CzEMAAAErElEQVR42qVYXWwUVRQ+JS0pxJhQqS1tTNA2gIm8SJREE0jQKIFIkQTDCw+GgoBAqy3Ci9FQg4nK9geraXjgTZGAf4nElpbObuxCiyUspWvttpQUH7rUXWqXbndado+3O/fO3LlzZ2d2OZNs7s6595z7c853vzMAzlIKu6EROiEEDwBBhSj8Db+TN7ugBB5TiuAI9EOKmJU/KbgGh0ivnGQFNEHc1jT/PAQPlGVnvACOuzTOnhjUk1EuZTUEzMPLJz7ydXb/0xcLqnfVu7Hgvb4Opa6nLCw46YdKN+Z3wLQxaGnsc+9UAOWSit466VvCr/Q/qHIyvw+SrPvixBklOYkOkpxsUwrmdBePoDqT+f1GxLw+kBhFlzI7suk2F1m2LrYT/7TbNwrOYTYyd9rLrUK6UatIJKQ75KW6FcxBupS8lH4WluNeDDfYDLquYI7i/YOLKCFoj3GbI5EEnsf3cD0+gyW4FjfjcbyKSUm/FkV3UcebL2fb89pt694nsAGLJcm1Cn+yelA3DlL9NMEwXRppYKqJEXFEENdkyODt+FCMqJAetF8x808RNEm/OmPZnutY5AASL2FEGNOq6PBBYfAIzdoZMa2mcKULHNqCKXPq3dez+6DmoFf7e9Inzr/eZOgN/AVDOIoBPIuvmDSNwrgGH9VcXTBfwrL3wYB4uMs5I5+ZYQg/5nTLhZOIBPSsJlfSLoaYwkrxGmfiTUlI7rBfQ6p0kmreAWjWmvV+0cA5zsCPEgdDnP5VQVfrpxoPkNs13ez08h1G8Tlcyhl4EpslLl7U9QU4bdK0s0j6DWBEa97rE9IeCzkH+6TQcJjrYY7wcRo4MAwQ0Zqxv8ThF3ARHbwNH0kdtHIOzpk000H6fhIIDUk3E2NWA9+mNS9bspXJD5yDFnME3qHvExkdIB7DSgzboudFzsHXtg5st0iL93AGeD7LOThvu0UhesjXs8f/o5yDHttDpmF62QJ032Gb/kiXh+sM9kHy3i5Mm7RmXY84fBs3v3cl5ns5/WZBV9NjJBqFirKwCBUtnIFlGBVveQLUhv57O6jYCfA0A7voLXOvKD7BmdiKM5xuBt/mdKuFPInc1MGuOAu4rkAPAcA7BK6b8VnufR7+Kow7weDar90Hh7S/hbPJCXPHGTI35wunRuR6Yf3COcCqAHpltlkiaRBLHczvRNWOWcSMysGjvcqfjw9bQfkFW+N5+IGFvHCX/hcGqyhjtGWThLaohLaUSMyvJydipS0bgjLaAnCUDTvtlaWUij+T2W7A57GcEK+t+AkOSFPvlMFQPxRrmn6mutydK3Xs6NbN/wn5IjutJJSVkt+unMhvh0F+p6BCxq+rDPre5LUER2ZRuc2Zh7fsKoS9RgGycTAecms9Pqwf7UL27slU41QbqyiYa1WSYccSaqJFyZ/nZr/HqUqrYmex8CyJN/iiAREGGaRFAid8hbNc6E7Zb475uPvNEb/ifq2/XRnvJWXsmDoWC473tiu1fh0xjcipcFsp50MNvw5X1f6npErKSkoJv4+5rPK/zPWzSBG8Txhypo8hfkLRlz3uN5diQmE9cAmG4F9CclTyO0T+nSK3VbHz4P8B5EeamDMJAIMAAAAASUVORK5CYII=).

# Code for the database

Code for writing, reading data in the JSON format and accessing the database are developed for Julia and Matlab

## Julia Package

A julia package PMO.jl for registering new data and using the PMO data is available at [https://github.com/PolynomialMomentOptimization/POP.jl](https://github.com/PolynomialMomentOptimization/).

See [https://github.com/PolynomialMomentOptimization/PMO.jl/expl/Tutorial.ipynb](https://github.com/PolynomialMomentOptimization/POP.jl/blob/master/expl/Tutorial.ipynb).

## Matlab package

A dedicated matlab package is available at <https://github.com/PolynomialMomentOptimization/Matlab-suite>. Here are some illustrations of its use.

### Matlab Poema ASCII format

A problem can either be encoded using json format or in Matlab, as a Matlab structure with fields equal to the json attributes. The two formats can be converted from/to each other using the Matlab toolbox “jsonlab”

<https://uk.mathworks.com/matlabcentral/fileexchange/33381-jsonlab-a-toolbox-to-encode-decode-json-files> .

Furthermore, convertors from/to the SDPA format are provided, so that the problems can also be solved using existing software such as MOSEK or SeDuMi.

Assume that the example SDP1 (see section SDP format) is stored in a file myfile.json. To read it as a Matlab char array named sdp\_json and to convert it into a Matlab structure, call

>> sdp\_json = fileread('myfile.json');

>> my\_sdp\_structure = loadjson(sdp\_json);

Below is the result, problem SDP1 in Matlab format.

#### Matlab format

|  |
| --- |
| sdp1 = struct(...  "type","sdp",...  "nvar", [3],...  "objective", [ 1.0 2.0 3.0 ],...  "constraints",struct(...  "nlmi", [2],...  "msizes", [ 3 2 ],...  "lmi\_symat", [...  [ 1.0 0 2 1 2] ;...  [ 2.0 0 2 2 2] ;...  [ 2.0 1 1 1 1] ;...  [ 2.0 1 1 2 2] ;...  [ 2.0 1 1 3 3] ;...  [-1.0 1 1 1 2] ;...  [ 1.0 1 2 1 1] ;...  [-1.0 1 2 2 2] ;...  [ 3.0 2 2 1 2] ;...  [ 2.0 3 1 1 1] ;...  [ 2.0 3 1 2 2] ;...  [ 2.0 3 1 3 3] ;...  [-1.0 3 1 1 3] ;...  ]),...  "name","My first example",...  "comment","Two LMIs"...  ) |

To convert the above structure back into json format and write it into an ASCII file, call

>> sdp\_json = savejson('sdp',sdp1); %the output is a character array

>> fileID = fopen('myfile.txt','w');

>> fprintf(fileID,'%s\n',sdp\_json)

#### Matlab format for SDP2 is as follows:

|  |
| --- |
| sdp2 = struct(...  "type","sdp",...  "nvar", [3],...  "objective", [ 0.0 0.0 1.0 ],...  "constraints",struct(...  "nlmi", [1],...  "msizes", [ 3 ],...  "lmidualrank", [1],...  "lmi\_symat", [...  [1.0 0 1 2 3] ;...  [4.0 1 1 1 1] ;...  [1.0 1 1 1 2] ;...  [1.0 1 1 2 2] ;...  [1.0 2 1 2 2] ;...  [1.0 2 1 2 3] ;...  [1.0 2 1 3 3] ;...  ],...  "lmi\_symat", [...  [1.0 3 1 1 3] ;...  ],...  "nlsi", [3],...  "lsi\_mat", [...  [1.0 1 1] ;...  [1.0 1 2] ;...  [1.0 2 1] ;...  [1.0 3 2] ;...  ],...  "lsi\_rhs", [ 1.0 0.0 0.0 ],...  "lsi\_op", [ 0 1 1] ...  ),...  "name","My second example",...  "comment","One LMI with one rank-1 matrix, 3 linear scalar constraints, dual variable of rank one"...  ); |

#### Matlab format for SDP3 is as follows:

|  |
| --- |
| sdp = struct(...  "type","sdp\_relax",...  "objective",struct(...  "msizes", [3],...  "symat", [  [ 4.0 0 1 1 1];...  [ 1.0 0 1 1 2];...  [-2.0 0 1 2 2],  [ 1.0 0 1 2 3];...  [ 4.0 0 1 3 3];...  ]...  ),...  "constraints",struct(...  "ncon", [2],...  "rhs", [1 1],...  "lrmat", [...  [2.0 1 1 1 1] ;...  [1.0 1 1 1 2] ;...  [1.0 1 1 1 3] ;...  [3.0 2 1 1 1] ;...  [2.0 2 1 1 2] ;...  [1.0 2 1 1 3] ;...  ],...  "op", [1 0] ...  ),...  "name","My third example"...  ); |

### Matlab sparse format

The second Matlab format is based on Matlab sparse arrays and is to be used as input for POEMA SDP software coded in Matlab. All data are again stored in a Matlab structure but while most of the attributes remain the same, sparse matrices and vectors are converted to sparse Matlab arrays.

Problem SDP1 in Matlab sparse format is stored in the following structure:

#### Matlab sparse format

|  |
| --- |
| struct with fields:  type: "sdp"  nvar: 3  name: "My first example"  comment: "Two LMIs"  c: [1 2 3]  nlmi: 2  msizes: [3 2]  A: {2×4 cell} |

where cells in field A contain data matrices stored in sparse Matlab format.

#### Matlab sparse format for problem SDP2

|  |
| --- |
| struct with fields:  type: "sdp"  nvar: 3  name: "My second example"  comment: "One LMI with one rank-1 matrix, 3 linear scalar constraints, dual variable of rank one"  c: [0 0 1]  nlmi: 1  msizes: 3  nlin: 3  lsi\_op: [0 1 1]  A: {[3×3 double] [3×3 double] [3×3 double] [3×3 double]}  Avec: {[3×1 double] [3×1 double] [3×1 double] [3×1 double]}  C: [3×2 double]  d: [1 0 0] |

#### Matlab sparse format for problem SDP3

|  |
| --- |
| struct with fields:  type: "sdp\_relax"  name: "My third example"  comment: "Dual SDP with one inequality"  c: [1 1]  msizes: 3  nlmi: 1  nvar: 2  A: {[3×3 double] [3×3 double] [3×3 double]}  Avec: {[3×1 double] [3×3 double] [3×3 double]}  nlin: 1  C: [1 0]  d: 0 |

We provide the following Matlab conversion functions:

function sdp = sdpa2poema(filename);

% Reads linear SDP problem from an SDPA file, separates the linear

% constraint matrix, returns the problem in the POEMA Matlab structure

function sdp = poema2sdpa(filename);

% Input: SDP problem in the POEMA Matlab structure

% Output: ASCII file with problem in SDPA format

% Any information special to POEMA format (low rank) is ignored

function sdpdata = poema2sparse(poema\_struct);

% Input: SDP problem in the POEMA Matlab structure

% Output: Matlab structure with data matrices stored as Matlab sparse

% matrices