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## **Introduction and background**

This project will cover a small area of voice recognition using an Arduino board called atmega328p (ATMEL, 2015), a mobile phone with a voice recognition software application that will compare your command with a local database, and if it exists within the database then it will increment the counter for that specific command by one. Depending on the command given to the database an “Id” will be sent to the Arduino via Bluetooth telling the atmega328p which light that shall be lit. This is only the first step towards bigger ambitions like creating a robot in medicine that is fully automatic and capable of understanding your problems through voice recognition. The project only represents a small portion of the voice recognition area, this is because voice recognition is still in development and is a very big area of expertise. Background knowledge for this project are the scientific articles that were researched in this area (1R.A.Ramlee, 2013), (Saume, 2012) and (Zhong, et al., 2014). Further background knowledge for this project has been lectures in embedded systems and lectures in programming courses.

## **Aim and purpose**

The purpose of this project is to create a functional voice recognition application that will record your voice, return it in text, compare it to a local database with stored commands and give you the desired result.

## **Research questions**

* How can we make voice recognition a more reliable input?
* How can voice recognition be used to improve the quality of life?

## **Limitation**

One limitation of this project is time. This is because the project was only given one month of work. Second limitation to this project is the budget, this is because the time limit was so short and not enough resources were provided to make something bigger and more advanced. The last limitation for this project is the Arduino board, the one used in this project (ATMEL, 2015), is not meant to be used with voice recognition, there is an Arduino that is specified to be used with voice recognition but this was not available for this project (HMC, 2015).

## **Method**

## **Literature review**

* In (1R.A.Ramlee, 2013), a low-budget implementation of an automated home is performed. It exists of two different GUIs (one for PC/Laptop and one for Mobile phone). One interesting aspect of this project is the precautions used in case of malfunctioning hardware, for example; if the Windows GUI (PC/Laptop) does not work properly, the Android GUI (Mobile phone) can communicate directly with the microcontroller instead of going through the Windows GUI. This gives one ideas of different kinds of implementations. For example; instead of only having Bluetooth connection to the microcontroller, it is possible to activate WIFI connection when out of range for Bluetooth. The main difference of this project and the one being conducted is the usage of voice recognition, their future work was the implementation of voice recognition and therefor one might say that Easy Speech is an evolution of this project.
* The article (Zhong, et al., 2014) discuss about how voice controlled systems can help blind or disabled people when it comes to doing something simple like calling someone or even search for something on Google. The article mentions a program that runs in the background and always listens to your voice, then executes the commands given to it. This is a solution to everyday life for people that need a fast and easy way to interact with their phone, when they might not have the possibility or time to reach it. The discussion in this article (Zhong, et al., 2014) is what this project is all about, Easy Speech is a project that will make things easier in normal life, no matter if it is your phone, car or even your house. Therefor Easy Speech is an implementation of this article (Zhong, et al., 2014).
* In (Saume, 2012) there are discussions about voice recognition using android devices, and how it works. They discuss if voice recognition has come to the point that it is a reliable source of input, when it comes to input commands. They conclude that is it not developed enough for being a reliable input source, it often gets the words wrong or do not understand the words spoken. They tried the most popular applications in Android like Google word to text and they noticed a lot of problems with different letters and words. The resemblance in this project and Easy Speech is that we are both using voice to text, but Easy Speech is the next step of voice recognition were it has been implemented to hardware.

When looking for articles for this project, the databases on HKR home page

(HKR, 2015), were used and all searching was filtered with the words “voice recognition” and “Android”. About 20 000 articles were found using these filter words. The articles that were reviewed were the top 20 searched ones, these articles were then reviewed and the articles used were the one most relevant to the project. How relevant the articles were to the project was decided by what the article was about, and how similar the articles were to this project. This was determined by if voice recognition were used in some way, or android were used and also about Arduino. The articles that were discarded were either not on the top 20, or not relative to the project.

The conclusion drawn from the articles is that voice recognition is very interesting for scientist interested in sound manipulation and other aspects of sound implementations. Voice recognition is a very young technology that has not yet been mastered, because of the lack of research in the area and there have not been a need for it until now.

## **Benchmarking**

The result of this project is only a prototype that is not ready for the market. This project in voice recognition is only the start of something that could be used in real life for example: Smart houses, medicine, cars and mobile phones.

## **Results**

## **Expected results**

The expected result from this project is there will be a functional and good working program, which will work well with voice recognition. It will also be able to turn on the right light depending on the given command, and store every given command in the database.

## **Results**

In this project Extreme Programming was used, between the iterations we used story cards and task cards. The story cards were used to know how far the project had gone, and what was left to do. The task cards were also used between iterations but they were individual between the members in the project, they were tasks for the members to be complete for the next iteration. The testing done in the project was Black box - White box testing, this is done by testing while programming. Instead of doing a complete code for testing, there were test between every code done to see if it worked. In this project GitHub was used as its revision control program. This was a very good combination with the Black box – White box testing, between every successful test the project would sync with GitHub and saved (PMJ, 2015).

The problems that were encountered in this project were:

* Learning the new programs: Android studio, Arduino playground.
* Programming and implementation to the application: Database, application functions, implementing voice to text.
* The connection between the Android app and the Bluetooth unit.
* Sending commands from the Android app to the Arduino.
* Receive commands in Arduino and make the desired output.

All these problems were solved by implementing code from tutorials and complete code, Black box – White box testing and pair programming. Tutorials and complete code were searched, to be able to learn the programs and to manage the implementations of the database, application functions and voice to text. The tutorials were searched were to learn the different programs, and learn how to manage the send and receive commands from the application to the Arduino board. Using all this knowledge this project was able to achieve its goals and make a functional program, and create all the functions needed for this project to work. After a lot of research the Bluetooth connection between the Arduino and the application was achieved, using all the tutorials and code found. Sending and receiving the commands to the Arduino was a big problem in this project, this was the problem researched the most and it showed out to be the physical connection that was wrong.

## **Velocity**

The average velocity for this project have been 0.8, this have been calculated using the velocity’s gained from each iteration, by dividing the actual worked hours with the planned hours for each iteration. For more detailed information regarding the velocity for each iteration see *figures (1) , (2) , (3) , (4) , (5)* in the appendix.

## **Social and ethical aspects**

Voice recognition can be wrong if you implement it somewhere and save personal data without the authorization from the individual in question. Even if you have authorization from the user to save personal data, it needs to be done in a good and secure way. It would also be an ethical problem if this would be mass produced, it would not be good for the environment. There is also a good side to the environment, this is because you could optimize the electronics in the house so a lot of electricity would be saved. This leads to greater life length on the equipment and less environment pollution from making more electronics.

## **Discussion and conclusion**

## **6.1 Discussion**

In the start of this project all members were declared different areas to be their own, and that they should focus on in this project. These areas were: Android programming, Database, Arduino and Bluetooth. All these areas were researched and implemented in this project. This project has processed in a good rate with all the tasks, and has always been on schedule with the customers demands and wishes. Overall this project have been running smoothly over this past month and all its members have committed their all for this project to make it as good as possible.

## **6.2 Conclusion**

Conclusions drawn from this project is that you can easily improve your normal life with voice recognition, by implementing it to your house, car or phone. Making it easier to do normal days activates like turning off all lights in your house with one command, or calling your mother from your car by just telling it to. About voice recognition not being a good input is true, due to the voice recognition in this project have difficulties recognizing exactly what have been spoken, but gets it right for about 75% of the time.

## **Suggestions for further work**

Things that could be done further after this project is to develop the app more, insert more functions to make it more universal, use more advanced hardware to be able to implement it to for example the smart house concept, example (Gavazzi, 2015). The areas that were not implemented in this project were to advance to be done in time, and the project did not have enough resources to be able to create the functions needed, and get the hardware needed. The areas that should have been implemented were voice recognition, voice feedback from a robot with different feedbacks depending on the person and the command given. There were also supposed to be a functional robot, that would be able to respond to different people depending on what they said to the robot and who it was.
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## **Appendices and enclosures**

## **9.1 Arduino Code**

Author: Jonas Karlsson Pontus Olsson Martin Eriksson

int command;

int

led1 = 2, //Connect LED 1 To Pin #2 Head

led2 = 3, //Connect LED 2 To Pin #3 Right Arm

led3 = 4, //Connect LED 3 To Pin #4 Right Leg

led4 = 5, //Connect LED 4 To Pin #5 Left Leg

led5 = 6; //Connect LED 5 To Pin #6 Left Arm

//--------------------------Call A Function-------------------------------//

void allon() {

digitalWrite(led1, HIGH);

digitalWrite(led2, HIGH);

digitalWrite(led3, HIGH);

digitalWrite(led4, HIGH);

digitalWrite(led5, HIGH);

}

void alloff() {

digitalWrite(led1, LOW);

digitalWrite(led2, LOW);

digitalWrite(led3, LOW);

digitalWrite(led4, LOW);

digitalWrite(led5, LOW);

}

//-----------------------------------------------------------------------//

void setup() {

Serial.begin(9600);

pinMode(led1, OUTPUT);

pinMode(led2, OUTPUT);

pinMode(led3, OUTPUT);

pinMode(led4, OUTPUT);

pinMode(led5, OUTPUT);

digitalWrite(led1, LOW);

digitalWrite(led2, LOW);

digitalWrite(led3, LOW);

digitalWrite(led4, LOW);

digitalWrite(led5, LOW);

}

//-----------------------------------------------------------------------//

void loop() {

Serial.flush();

if(Serial.available()) { //Check if there is an available byte to read

while(1){

delay(10);

command = Serial.read(); //Conduct a serial read

break;

}

}

if(command == '1'){

allon();

}

else if(command == '2'){

alloff();

}

else if(command == '3'){

if (digitalRead(led1) == LOW) {

digitalWrite(led1, HIGH);

}

else{

digitalWrite(led1, LOW);

}

}

else if(command == '4'){

if (digitalRead(led2) == LOW) {

digitalWrite(led2, HIGH);

}

else{

digitalWrite(led2, LOW);

}

}

else if(command == '5'){

if (digitalRead(led3) == LOW) {

digitalWrite(led3, HIGH);

}

else{

digitalWrite(led3, LOW);

}

}

else if(command == '6'){

if (digitalRead(led4) == LOW) {

digitalWrite(led4, HIGH);

}

else{

digitalWrite(led4, LOW);

}

}

else if(command == '7'){

if (digitalRead(led5) == LOW) {

digitalWrite(led5, HIGH);

}

else{

digitalWrite(led5, LOW);

}

}

command = 0; //Reset the variable after initiating

}

## **9.2 Java Code**

## **9.2.1 Main Activity**

package com.example.martin.speechtotext;

//Authors: Jonas Karlsson, Martin Eriksson, Pontus Olsson

import java.util.ArrayList;

import java.util.Locale;

import android.app.Activity;

import android.app.AlertDialog;

import android.content.ActivityNotFoundException;

import android.content.Context;

import android.content.Intent;

import android.database.Cursor;

import android.graphics.Color;

import android.os.Bundle;

import android.speech.RecognizerIntent;

import android.util.Log;

import android.view.Gravity;

import android.view.Menu;

import android.view.MenuItem;

import android.view.View;

import android.view.ViewGroup;

import android.widget.Button;

import android.widget.ImageButton;

import android.widget.LinearLayout;

import android.widget.TextView;

import android.widget.Switch;

import android.widget.Toast;

import android.database.sqlite.SQLiteDatabase;

public class MainActivity extends Activity {

protected static final int RESULT\_SPEECH = 1;

private ImageButton btnSpeak;

private Switch head;

private Switch leftArm;

private Switch rightArm;

private Switch leftLeg;

private Switch rightLeg;

private TextView txtText;

private Button blueBtn;

private BluetoothArduino mBlue;

private Intent btActivity;

private SQLiteDatabase db;

private int lOn = 0;

private int lOff = 0;

private int h = 0;

private int ra = 0;

private int la = 0;

private int rl = 0;

private int ll = 0;

private int i = 1;

private boolean headIsChecked = false;

private boolean rightArmIsChecked = false;

private boolean leftArmIsChecked = false;

private boolean rightLegIsChecked = false;

private boolean leftLegIsChecked = false;

private String device;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

head = (Switch) findViewById(R.id.headSwitch);

leftArm = (Switch) findViewById(R.id.leftArmSwitch);

rightArm = (Switch) findViewById(R.id.rightArmSwitch);

leftLeg = (Switch) findViewById(R.id.leftLegSwitch);

rightLeg = (Switch) findViewById(R.id.rightLegSwitch);

txtText = (TextView) findViewById(R.id.textView);

blueBtn = (Button) findViewById(R.id.bluetoothButton);

db = openOrCreateDatabase("SpeechToText.db", Context.MODE\_PRIVATE, null);

db.execSQL("CREATE TABLE IF NOT EXISTS bodyparts(id integer," +

"bodypart VARCHAR,used integer);");

btActivity = new Intent(this, Main\_Bluetooth.class);

blueBtn.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View v) {

startActivityForResult(btActivity, 2);

}

});

btnSpeak = (ImageButton) findViewById(R.id.btnSpeak);

btnSpeak.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View v) {

Intent intent = new Intent(

RecognizerIntent.ACTION\_RECOGNIZE\_SPEECH);

intent.putExtra(RecognizerIntent.EXTRA\_LANGUAGE\_MODEL,

RecognizerIntent.LANGUAGE\_MODEL\_FREE\_FORM);

intent.putExtra(RecognizerIntent.EXTRA\_PROMPT, "Choose Command");

intent.putExtra(RecognizerIntent.EXTRA\_LANGUAGE, Locale.ENGLISH);

try {

startActivityForResult(intent, RESULT\_SPEECH);

} catch (ActivityNotFoundException a) {

Toast t = Toast.makeText(getApplicationContext(),

"Ops! Your device doesn't support Speech to Text",

Toast.LENGTH\_SHORT);

t.show();

}

}

});

}

@Override

public void onSaveInstanceState(Bundle savedInstanceState) {

super.onSaveInstanceState(savedInstanceState);

savedInstanceState.putBoolean("Head", head.isChecked());

savedInstanceState.putBoolean("Right Arm", rightArm.isChecked());

savedInstanceState.putBoolean("Left Arm", leftArm.isChecked());

savedInstanceState.putBoolean("Right Leg", rightLeg.isChecked());

savedInstanceState.putBoolean("Left Leg", leftLeg.isChecked());

}

@Override

protected void onRestoreInstanceState(Bundle savedInstanceState) {

super.onRestoreInstanceState(savedInstanceState);

headIsChecked = savedInstanceState.getBoolean("Head");

rightArmIsChecked = savedInstanceState.getBoolean("Right Arm");

leftArmIsChecked = savedInstanceState.getBoolean("Left Arm");

rightLegIsChecked = savedInstanceState.getBoolean("Right Leg");

leftLegIsChecked = savedInstanceState.getBoolean("Left Leg");

}

protected void onResume(){

super.onResume();

head.setChecked(headIsChecked);

rightArm.setChecked(rightArmIsChecked);

leftArm.setChecked(leftArmIsChecked);

rightLeg.setChecked(rightLegIsChecked);

leftLeg.setChecked(leftLegIsChecked);

}

public void onStart(){

super.onStart();

db.execSQL("INSERT INTO bodyparts VALUES('"+1+

"', '"+"lights on"+"', '"+lOn+"');");

db.execSQL("INSERT INTO bodyparts VALUES('"+2+

"', '"+"lights off"+"', '"+lOff+"');");

db.execSQL("INSERT INTO bodyparts VALUES('"+3+

"', '"+"head"+"', '"+h+"');");

db.execSQL("INSERT INTO bodyparts VALUES('"+4+

"', '"+"left arm"+"', '"+la+"');");

db.execSQL("INSERT INTO bodyparts VALUES('"+5+

"', '"+"right arm"+"', '"+ra+"');");

db.execSQL("INSERT INTO bodyparts VALUES('"+6+

"', '"+"left leg"+"', '"+ll+"');");

db.execSQL("INSERT INTO bodyparts VALUES('"+7+

"', '"+"right leg"+"', '"+rl+"');");

}

@Override

public boolean onCreateOptionsMenu(Menu menu) {

getMenuInflater().inflate(R.menu.menu\_main, menu);

return true;

}

@Override

public boolean onOptionsItemSelected(MenuItem item) {

int id = item.getItemId();

if (id == R.id.action\_settings) {

showDatabase();

return true;

}

return super.onOptionsItemSelected(item);

}

public void btDevice(String device){

txtText.setText("");

mBlue = new BluetoothArduino(device);

final ViewGroup layout = (ViewGroup) blueBtn.getParent();

final TextView btStatus = new TextView(this);

final Button dcButton = new Button(this);

if(mBlue.Connect()) {

if (layout != null) {

layout.removeView(blueBtn);

}

LinearLayout.LayoutParams lp = new LinearLayout.LayoutParams(

LinearLayout.LayoutParams.WRAP\_CONTENT,

LinearLayout.LayoutParams.WRAP\_CONTENT);

lp.gravity = Gravity.CENTER\_HORIZONTAL;

layout.addView(btStatus, lp);

btStatus.setText("Connected to: " + device);

btStatus.setTextColor(Color.WHITE);

layout.addView(dcButton, lp);

dcButton.setText("Disconnect");

}else{

txtText.setText("Error in connecting, try again!");

}

dcButton.setOnClickListener(new View.OnClickListener() {

@Override

public void onClick(View v) {

if (layout != null) {

mBlue.Disconnect("FireFly-11AF");

layout.removeView(btStatus);

layout.removeView(dcButton);

layout.addView(blueBtn);

}

}

});

}

@Override

protected synchronized void onActivityResult(int requestCode, int resultCode, Intent data) {

super.onActivityResult(requestCode, resultCode, data);

device = data.getDataString();

if(requestCode == 2){

if(resultCode == RESULT\_OK) {

Log.i("Log", "Device recieved: " + device);

btDevice(device);

}

}else {

switch (requestCode) {

case RESULT\_SPEECH: {

if (resultCode == RESULT\_OK && null != data) {

ArrayList<String> text = data.

getStringArrayListExtra(RecognizerIntent.EXTRA\_RESULTS);

txtText.setText(text.get(0));

if (txtText.getText().equals("lights on")) {

i = 1;

lOn = lOn + 1;

db.execSQL("UPDATE bodyparts SET bodypart='" + "lights on" + "',used='" + lOn +

"' WHERE id='" + i + "'");

head.setChecked(true);

leftArm.setChecked(true);

rightArm.setChecked(true);

leftLeg.setChecked(true);

rightLeg.setChecked(true);

headIsChecked = true;

rightArmIsChecked = true;

leftArmIsChecked = true;

rightLegIsChecked = true;

leftLegIsChecked = true;

mBlue.sendMessage("1");

} else if (txtText.getText().equals("lights off")) {

i = 2;

lOff = lOff + 1;

db.execSQL("UPDATE bodyparts SET bodypart='" + "lights off" + "',used='" + lOff +

"' WHERE id='" + i + "'");

head.setChecked(false);

leftArm.setChecked(false);

rightArm.setChecked(false);

leftLeg.setChecked(false);

rightLeg.setChecked(false);

headIsChecked = false;

rightArmIsChecked = false;

leftArmIsChecked = false;

rightLegIsChecked = false;

leftLegIsChecked = false;

mBlue.sendMessage("2");

} else if (txtText.getText().equals("head")) {

i = 3;

if(!head.isChecked()) {

h = h + 1;

db.execSQL("UPDATE bodyparts SET bodypart='" + "head" + "',used='" + h +

"' WHERE id='" + i + "'");

}

head.toggle();

if(headIsChecked == false){

headIsChecked = true;

}else{

headIsChecked = false;

}

mBlue.sendMessage("3");

} else if (txtText.getText().equals("left arm")) {

i = 4;

if(!leftArm.isChecked()) {

la = la + 1;

db.execSQL("UPDATE bodyparts SET bodypart='" + "left arm" + "',used='" + la +

"' WHERE id='" + i + "'");

}

leftArm.toggle();

if(leftArmIsChecked == false){

leftArmIsChecked = true;

}else{

leftArmIsChecked = false;

}

mBlue.sendMessage("7");

} else if (txtText.getText().equals("right arm")) {

i = 5;

if(!rightArm.isChecked()) {

ra = ra + 1;

db.execSQL("UPDATE bodyparts SET bodypart='" + "right arm" + "',used='" + ra +

"' WHERE id='" + i + "'");

}

rightArm.toggle();

if(rightArmIsChecked == false){

rightArmIsChecked = true;

}else{

rightArmIsChecked = false;

}

mBlue.sendMessage("4");

} else if (txtText.getText().equals("left leg")) {

i = 6;

if(!leftLeg.isChecked()) {

ll = ll + 1;

db.execSQL("UPDATE bodyparts SET bodypart='" + "left leg" + "',used='" + ll +

"' WHERE id='" + i + "'");

}

leftLeg.toggle();

if(leftLegIsChecked == false){

leftLegIsChecked = true;

}else{

leftLegIsChecked = false;

}

mBlue.sendMessage("6");

} else if (txtText.getText().equals("right leg")) {

i = 7;

if(!rightLeg.isChecked()) {

rl = rl + 1;

db.execSQL("UPDATE bodyparts SET bodypart='" + "right leg" + "',used='" + rl +

"' WHERE id='" + i + "'");

}

rightLeg.toggle();

if(rightLegIsChecked == false){

rightLegIsChecked = true;

}else{

rightLegIsChecked = false;

}

mBlue.sendMessage("5");

}

}

break;

}

}

}

}

@Override

protected void onStop(){

super.onStop();

try {

db.delete("bodyparts", null, null);

} catch (Exception e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

@Override

protected void onDestroy() {

super.onDestroy();

try {

if(!mBlue.Connect()) {

mBlue.Connect();

mBlue.sendMessage("2");

mBlue.Disconnect("FireFly-11AF");

}else{

mBlue.sendMessage("2");

mBlue.Disconnect("FireFly-11AF");

}

db.delete("bodyparts", null, null);

} catch (Exception e) {

// TODO Auto-generated catch block

e.printStackTrace();

}

}

public void showDatabase(){

Cursor c=db.rawQuery("SELECT \* FROM bodyparts", null);

if(c.getCount()==0)

{

showMessage("Error", "No records found");

return;

}

StringBuffer buffer=new StringBuffer();

while(c.moveToNext())

{

buffer.append("Id: "+c.getString(0)+"\n");

buffer.append("Bodypart: "+c.getString(1)+"\n");

buffer.append("Used: "+c.getString(2)+"\n\n");

}

showMessage("Bodypart Details", buffer.toString());

}

public void showMessage(String title,String message)

{

AlertDialog.Builder builder=new AlertDialog.Builder(this);

builder.setCancelable(true);

builder.setTitle(title);

builder.setMessage(message);

builder.show();

}

}

## **9.2.2 Main Bluetooth**

package com.example.martin.speechtotext;

//Authors: Jonas Karlsson, Martin Eriksson, Pontus Olsson

import android.app.Activity;

import android.bluetooth.BluetoothAdapter;

import android.bluetooth.BluetoothDevice;

import android.content.BroadcastReceiver;

import android.content.Context;

import android.content.Intent;

import android.content.IntentFilter;

import android.net.Uri;

import android.os.Bundle;

import android.util.Log;

import android.view.View;

import android.widget.AdapterView;

import android.widget.ArrayAdapter;

import android.widget.Button;

import android.widget.ListView;

import android.widget.TextView;

import android.widget.AdapterView.OnItemClickListener;

import java.util.ArrayList;

public class Main\_Bluetooth extends Activity {

private static final int REQUEST\_ENABLE\_BT = 1;

ListView listDevicesFound;

Button btnScanDevice;

TextView stateBluetooth;

BluetoothAdapter bluetoothAdapter;

ArrayAdapter<String> btArrayAdapter;

ListItemClicked listItemClicked;

ArrayList<BluetoothDevice> arrayListBluetoothDevices = null;

BluetoothDevice bdDevice;

ArrayList<String> arrayListNameAndAddress = null;

String deviceString;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main\_\_bluetooth);

btnScanDevice = (Button)findViewById(R.id.scandevice);

stateBluetooth = (TextView)findViewById(R.id.bluetoothstate);

bluetoothAdapter = BluetoothAdapter.getDefaultAdapter();

arrayListBluetoothDevices = new ArrayList<>();

arrayListNameAndAddress = new ArrayList<>();

listItemClicked = new ListItemClicked();

listDevicesFound = (ListView)findViewById(R.id.devicesfound);

btArrayAdapter = new ArrayAdapter<>(Main\_Bluetooth.this, android.R.layout.simple\_list\_item\_1);

listDevicesFound.setAdapter(btArrayAdapter);

btArrayAdapter.notifyDataSetChanged();

CheckBlueToothState();

btnScanDevice.setOnClickListener(btnScanDeviceOnClickListener);

registerReceiver(ActionFoundReceiver,

new IntentFilter(BluetoothDevice.ACTION\_FOUND));

}

@Override

protected void onStart() {

// TODO Auto-generated method stub

super.onStart();

listDevicesFound.setOnItemClickListener(listItemClicked);

}

@Override

protected void onDestroy() {

// TODO Auto-generated method stub

super.onDestroy();

unregisterReceiver(ActionFoundReceiver);

finish();

}

private void CheckBlueToothState(){

if (bluetoothAdapter == null){

stateBluetooth.setText("Bluetooth NOT support");

}else{

if (bluetoothAdapter.isEnabled()){

if(bluetoothAdapter.isDiscovering()){

stateBluetooth.setText("Bluetooth is currently in device discovery process.");

}else{

stateBluetooth.setText("Bluetooth is Enabled.");

btnScanDevice.setEnabled(true);

}

}else{

stateBluetooth.setText("Bluetooth is NOT Enabled!");

Intent enableBtIntent = new Intent(BluetoothAdapter.ACTION\_REQUEST\_ENABLE);

startActivityForResult(enableBtIntent, REQUEST\_ENABLE\_BT);

}

}

}

private Button.OnClickListener btnScanDeviceOnClickListener

= new Button.OnClickListener(){

@Override

public void onClick(View arg0) {

// TODO Auto-generated method stub

btArrayAdapter.clear();

bluetoothAdapter.cancelDiscovery();

bluetoothAdapter.startDiscovery();

}};

@Override

protected void onActivityResult(int requestCode, int resultCode, Intent data) {

// TODO Auto-generated method stub

if(requestCode == REQUEST\_ENABLE\_BT){

CheckBlueToothState();

}

}

private final BroadcastReceiver ActionFoundReceiver = new BroadcastReceiver(){

@Override

public void onReceive(Context context, Intent intent) {

// TODO Auto-generated method stub

String action = intent.getAction();

if(BluetoothDevice.ACTION\_FOUND.equals(action)) {

BluetoothDevice device = intent.getParcelableExtra(BluetoothDevice.EXTRA\_DEVICE);

btArrayAdapter.add(device.getName() + "\n" + device.getAddress());

arrayListBluetoothDevices.add(device);

arrayListNameAndAddress.add(device.getName() + " " + device.getAddress());

btArrayAdapter.notifyDataSetChanged();

}

}};

class ListItemClicked implements OnItemClickListener

{

@Override

public void onItemClick(AdapterView<?> parent, View view, int position, long id) {

// TODO Auto-generated method stub

bdDevice = arrayListBluetoothDevices.get(position);

deviceString = arrayListNameAndAddress.get(position);

String[] nameAndAddress = deviceString.split(" ");

bdDevice.createBond();

Log.i("Log", "The device : " + nameAndAddress[0] + " [" + nameAndAddress[1] + "]");

Intent \_result = new Intent();

\_result.setData(Uri.parse(nameAndAddress[0]));

setResult(RESULT\_OK, \_result);

finish();

}

}

}

## **9.2.3 Bluetooth Arduino**

package com.example.martin.speechtotext;

//Authors: Jonas Karlsson, Martin Eriksson, Pontus Olsson

import android.bluetooth.BluetoothAdapter;

import android.bluetooth.BluetoothDevice;

import android.bluetooth.BluetoothSocket;

import android.util.Log;

import java.io.IOException;

import java.io.InputStream;

import java.io.OutputStream;

import java.util.ArrayList;

import java.util.List;

import java.util.Set;

import java.util.UUID;

public class BluetoothArduino extends Thread {

private BluetoothAdapter mBlueAdapter = null;

private BluetoothSocket mBlueSocket = null;

private BluetoothDevice mBlueRobo = null;

OutputStream mOut;

InputStream mIn;

private boolean robotFound = false;

private boolean connected = false;

private String robotName;

private List<String> mMessages = new ArrayList<String>();

private String TAG = "BluetoothConnector";

public BluetoothArduino(String Name){

try {

for(int i = 0; i < 2048; i++){

mMessages.add("");

}

robotName = Name;

mBlueAdapter = BluetoothAdapter.getDefaultAdapter();

if (mBlueAdapter == null) {

LogError("\t\t[#]Phone does not support bluetooth!!");

return;

}

if (!isBluetoothEnabled()) {

LogError("[#]Bluetooth is not activated!!");

}

Set<BluetoothDevice> paired = mBlueAdapter.getBondedDevices();

if (paired.size() > 0) {

for (BluetoothDevice d : paired) {

if (d.getName().equals(robotName)) {

mBlueRobo = d;

robotFound = true;

break;

}

}

}

if (!robotFound)

LogError("\t\t[#]There is no device paired!!");

}catch (Exception e){

LogError("\t\t[#]Error creating Bluetooth! : " + e.getMessage());

}

}

public boolean isBluetoothEnabled(){

return mBlueAdapter.isEnabled();

}

public boolean Connect(){

if(!robotFound)

return false;

try{

LogMessage("\t\tConnecting to the robot...");

UUID uuid = UUID.fromString("00001101-0000-1000-8000-00805f9b34fb");

mBlueSocket = mBlueRobo.createRfcommSocketToServiceRecord(uuid);

if(!mBlueSocket.isConnected()) {

Thread.sleep(300);

mBlueSocket.connect();

}

mOut = mBlueSocket.getOutputStream();

mIn = mBlueSocket.getInputStream();

connected = true;

this.start();

LogMessage("\t\t\t" + mBlueAdapter.getName());

LogMessage("\t\tOk!!");

return true;

}catch (Exception e){

LogError("\t\t[#]Error while connecting: " + e.getMessage());

return false;

}

}

public void sendMessage(String msg){

try {

if(connected) {

mOut.write(msg.getBytes());

}

} catch (IOException e){

LogError("->[#]Error while sending message: " + e.getMessage());

}

}

private void LogMessage(String msg){

Log.d(TAG, msg);

}

private void LogError(String msg){

Log.e(TAG, msg);

}

public void Disconnect(String name){

try {

mIn.close();

mOut.close();

mBlueSocket.close();

Log.i("DC", "Disconnected from: " + name);

}catch (Exception e){

Log.i("DC", "Couldn't disconnect from: " + name);

}

}

}

## **9.3 Velocity figures**

![C:\Users\Martin\Dropbox\Apps\CloudShot\shot_150527_153527.png](data:image/png;base64,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)

*Figure 1: Days available for the project, hours/day, number of members, average velocity for the project and hours available.*
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*Figure 2: Worked hours for different tasks before iteration 1, 95 = hours total worked, 160 = planned hours, 0,59375 = velocity.*
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*Figure 3: Worked hours for different tasks before iteration 2, 86 = hours total worked, 96 = planned hours, 0,89583 = velocity.*
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*Figure 4: Worked hours for different tasks before iteration 3, 59 = hours total worked, 48 = planned hours, 1,2291… = velocity.*
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*Figure 5: Worked hours for different tasks before iteration 4, 19 = hours total worked, 24 = planned hours, 0,7916… = velocity.*
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*Figure 6: Worked hours for different tasks before the presentation, 32 = planned hours, 0,5 = velocity (symbolic value).*