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## Task Set 1 Question 1

To load in the built in data set [USArrests] obtained from (<https://stat.ethz.ch/R-manual/R-devel/library/datasets/html/USArrests.html>) which constitute the statistics about the violent crime rate in US

To calculate the outliers which are defined as values that are more than 1.5 standard deviations from the mean.

## Task set 1 Question 2

To calculate the correlation, there is a need to check for normal distribution of data which can be checked by plotting a histogram, by testing normality through Shapiro wilk test and plotting Q-Q Plot where the data points in the straight line indicate that the data is normally distributed. Based on checking the normality we select correlation algorithms.

# Histogram to check if the data is normally distributed  
hist(df$Murder, main = "frequency of murder",xlab = "Murder", ylab = "frequency")
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hist(df$UrbanPop, main = "frequency of urban population", xlab = "Urban population", ylab = "Frequency")

![](data:image/png;base64,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)

# Based on the shapiro wilk test the p value is greated than 0.05 which indicates that the data is normally distributed.   
shapiro.test(df$Murder)

##   
## Shapiro-Wilk normality test  
##   
## data: df$Murder  
## W = 0.95703, p-value = 0.06674

# Create a Q-Q plot  
qqnorm(df$Murder)  
qqline(df$Murder)

![](data:image/png;base64,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)

# Based on the Q-Q plot most of the data points lie in the straight line indicating that data is normally distributed.  
  
# Hence, we can use parametric correlation coefficient Pearson to check the relationship between the 2 variables  
  
correlation <- cor(df$UrbanPop, df$Murder, method = "pearson")  
print(correlation)

## [1] 0.06957262

# Since the correlation coefficient is 0.06 , it means that both variables are weak and positively related to each other.

Since the correlation is close to 0.06 which means that there is no correlation between the urban population and murder. Since a correlation of 1 indicates a positive correlation while close to 0 indicates less correlation and - 1 indicates negative correlation.Pearson correlation algorithm is appropriate since the data is normally distributed based on shapiro wilk test and Q-Q Plot and hence,parametric.The Spearman and Kendall correlation coefficients are non parametric and used when the data is not normally distributed. Choosing a wrong correlation coefficient can impact the statistical significance of the data and detect the outliers in it .

## Task Set 2 Question 1

Used google sheet package to load the data on growth of mobile phone use in Brazil (“<https://docs.google.com/spreadsheets/d/1tOnM9XceK4Ak8tzWQ2vDelWlJexzJiS3LbT6MN6_rW0/edit?usp=sharing>”) and calculate the weighted average mean.Used gsheet2tbl()function to copy the data from google sheets using *gsheet* package

## Warning: package 'gsheet' was built under R version 4.2.3

## # A tibble: 12 × 2  
## Year Subscribers  
## <dbl> <dbl>  
## 1 1 23188171  
## 2 2 28745769  
## 3 3 34880964  
## 4 4 46373266  
## 5 5 65605000  
## 6 6 86210336  
## 7 7 99918621  
## 8 8 120980103  
## 9 9 150641403  
## 10 10 173959368  
## 11 11 202944033  
## 12 12 NA

## [1] 194662700

Using function wma forcast for a time series dataframe taking 3 arguments data frame, num\_coloumns(Year), weight. For each period it multiplies the data by weight and sum the results in p returning weighted average mean

num\_coloumn <- nrow(df)  
# used function weighted average mean and the formula   
wmaForecast <- function (df, num\_coloumn, weight) {  
   
 # creating a sequence of indices for periods  
 periods <- length(df):(length(df) - num\_coloumn + 1)  
   
 # multiply the periods by the weights and sum  
 p <- sum(df[periods] \* weight)  
   
 # divide the sum by the sum of the weights  
 f <- p / sum(weight)  
   
 # return forecast  
 return (f)  
}

Calculated the forecast for next time period next.year.wma using a 2 year weighted average mean based on the function of wma and the weights for 5 most recent year , 2 for the other and printed the forecast of next 2 years weighted mean average.

# calculated the forecast for next time period using a 2 year weighted average mean based on the function of wma and the weights for 5 most recent year , 2 for the other   
next.year.wma <- wmaForecast(df$Subscribers, 2, c(5,2))  
print(next.year.wma)

## [1] 194662700

Calculated Exponential smoothing which is a forecasting methd to calculate the weighted average of past observation and determine the future points

# Exponential smoothing   
  
# Forecast of time period +1 = Forecast of prev time period + alpha \* Error which is equal to (Yt - Ft ) Yt is actual - Forecasted  
  
  
# Smoothing parameter = 0.4  
alpha = 0.4   
  
# Forecast for first time period called as observed value   
df$f[1] <- df$Subscribers[1]

## Warning: Unknown or uninitialised column: `f`.

# since for the first coloumn error remains 0   
df$error[1] <- 0

## Warning: Unknown or uninitialised column: `error`.

# calculate the forecast for all period > 1 starting from 2nd coloumn  
for (j in 2:(nrow(df))) {  
 # calculate the forecast as forecast(t-1) + alpha\*error(t-1)   
 df$f[j] <- df$f[j-1] + (alpha \* df$error[j-1])  
   
 # Error(t) = Observed value(t) - Forecast(t)  
 df$error[j] <- df$Subscribers[j] - df$f[j]  
 }  
  
# Exponential smoothing for next year =   
exp\_s.next\_year <- df$f[j] + (alpha \* df$error[j])  
print(exp\_s.next\_year)

## [1] 165168214

# exponential smoothing forecast function that take arguments(dataframe and alpha smoothing constant)  
esForecast <- function (df, alpha) {  
 # created a dataframe data.es to have columns for forecast (f) and error (e)  
 data.es <- data.frame(t = 1:length(df),  
 x = df,  
 f = 0,  
 error = 0)  
   
 # the "forecast" for the first time period is the observed value (by convention)  
 data.es$f[1] <- data.es$x[1]  
 # the error is (by definition) then 0  
 data.es$error[1] <- 0  
   
 # calculate the forecast for all period > 1  
 for (i in 2:(length(df))) {  
 # calculate the forecast as forecast(i-1) + alpha\*error(i-1)  
 data.es$f[i] <- data.es$f[i-1] + (alpha \* data.es$error[i-1])  
   
 # calculate the error for the forecast (Y - f)  
 data.es$error[i] <- data.es$x[i] - data.es$f[i]  
 }  
   
 return (data.es$f[i] + (alpha \* data.es$error[i]))  
}  
  
next.year.es <- esForecast(df$Subscribers, 0.4)  
print(next.year.es)

## [1] 165168214

Trendline linear progression using linear model lm() function.

# Linear regression trendline   
# model <- lm(y ~ x, data = your\_data)  
  
linear\_model <- lm (Subscribers ~ Year, data = df)  
summary(linear\_model)

##   
## Call:  
## lm(formula = Subscribers ~ Year, data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -12307858 -9795553 -4238521 7402838 20622182   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -15710760 8041972 -1.954 0.0825 .   
## Year 18276748 1185724 15.414 8.9e-08 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 12440000 on 9 degrees of freedom  
## Multiple R-squared: 0.9635, Adjusted R-squared: 0.9594   
## F-statistic: 237.6 on 1 and 9 DF, p-value: 8.903e-08

The linear equation is the form of **y = mx+b** and calculate the forecast by using *x = 12*, the “next year”

# Based on the formula y= mx + b where m is the slope and x is the time period and b is the intercept  
  
#forecast\_linearmodel <- Intercept + 12 \* Slope  
#print(forecast\_linearmodel)  
# Based on the formula y = mx + b where m is the slope and x is the time period, and b is the intercept  
  
forecast\_linear\_model <- linear\_model$coefficients[[2]] \* 12 + linear\_model$coefficients[[1]]  
print(forecast\_linear\_model)

## [1] 203610220

Applied the functions linear regression trend line

# function linear regression trendline which takes argument as datafame and   
  
forecast\_tl <- function(df, t){  
 period = 1:length(df)  
 lin\_model <- data.frame(x = period,  
 y = df)  
 m = lm(y ~ x, data = lin\_model)  
 forecast\_linear\_model <- m$coefficients[[2]] \* (t) + m$coefficients[[1]]  
 return(forecast\_linear\_model)  
}  
  
next.year.tl <- forecast\_tl(df$Subscribers, 12)  
print(next.year.tl)

## [1] 203610220

## Task set 2 Question 2 ,3 and 4

*MSE* calculates the square of the difference between the actual and the predicted value Mean squared error for trendline is less compared to exponential smoothing and weighted moving average

# Initialize a vector to store MSE values  
mse\_values <- numeric(length = nrow(df))  
  
# Calculate MSE for E/S (Exponential Smoothing)  
for (i in 3:nrow(df)) {  
 f.ES <- esForecast(df$Subscribers[1:(i-1)], alpha = 0.4)  
 mse\_values[i] <- (df$Subscribers[i] - f.ES)^2  
}  
  
# Calculate the average mean of the MSE values for Exponential smoothing  
MSE.ES <- mean(mse\_values)  
print(paste0("MSE for Exponential smoothing: ", MSE.ES))

## [1] "MSE for Exponential smoothing: 1471030393938056"

# Calculate MSE for (Trendline /Linear)  
for (i in 1:nrow(df)) {  
 f.TL <- forecast\_tl(df$Subscribers, i)  
 mse\_values[i] <- (df$Subscribers[i] - f.TL)^2  
}  
  
# Calculate the average mean of the MSE values for Trendline   
MSE.TL <- mean(mse\_values)  
print(paste0("MSE for Trendline: ", MSE.TL))

## [1] "MSE for Trendline: 126534746000244"

# Initialize a vector to store MSE values for MA (Moving Average)  
mse\_values\_MA <- numeric(length = nrow(df))  
  
# Calculate mean MSE for MA (Moving Average)  
for (i in 3:nrow(df)) {  
 f.MA <- wmaForecast(df$Subscribers[1:(i-1)], 2, c(5, 2))  
 mse\_values\_MA[i] <- (df$Subscribers[i] - f.MA)^2  
}  
  
# Calculate the average mean of the MSE values for Moving average  
MSE.MA <- mean(mse\_values\_MA)  
print(paste0("MSE for moving average: ", MSE.MA))

## [1] "MSE for moving average: 544143882735677"

# Task Set2 Question 5

Used ensembleForecast() function to calculate the weighted average of the three forecasts moving average, trendline and exponential smoothing with the weights of 4 for trend line, 2 for exponential smoothing and 1 for weighted moving average.Dividing the sum of weights in a weighted average

ensembleForecast <- function (df, t, alpha, n, weights.WMA, weights) {  
 f.WMA <- wmaForecast(df, n, weights.WMA)  
 f.ES <- esForecast(df, alpha)  
 f.TL <- forecast\_tl(df, t)  
 # Calculate the weighted average forecast  
 weighted\_forecast <- (weights[1]\*f.TL + weights[2]\*f.ES + weights[3]\*f.WMA) / sum(weights)  
 }

# Assuming df is your dataframe  
next.year.ensemble <- ensembleForecast(df$Subscribers, 12, 0.4, 2, c(5,2), c(4,2,1))  
print(next.year.ensemble)

## [1] 191348573