SpringBoot

* Purpose: To build java application

Try to type code with me.

Pre-requisites:

OOP, classes, interfaces, inheritance, exception handling, collection framework

Must have installed:

JDK -> JDK 17 or higher to use springboot 3

IntelliJ IDE

* Provides large number of helper classes and annotations

The Problem with spring:

Traditional spring application building was tedious

Qs

1.Which JAR dependencies do I need?

2.How do I set up configuration? (xml or java)

3.How do I install the server? (Tomcat, JBoss etc)

& this is just getting started

* SpringBoot is the Solution for this
* Easier for spring development
* Minimize manual configuration (It performs the auto-configuration)
* Resolve dependency conflicts
* Provide an embedded HTTP server
* SpringBoot and Spring
* SpringBoot uses Spring Behind the scenes.
* SpringBoot simply makes it easier to use spring.
* Spring Initializer (SpringBoot provides it)

<http://start.spring.io>

* Quickly create a starter spring project
* Select dependencies
* Select maven/gradle
* Import project in IDE
* SB Embedded Server

Provide embedded server

* Tomcat, JBoss, Undertow

No need to install server separately

firstapp.jar

Jar file includes our app code & include server

Self-contained unit

Mycode

Tomcat

FAQs

1. Does SB replace Spring MVC, Spring REST..?

No, Instead it uses these technologies

1. Does SB run code faster than regular Spring Code?

No, SB uses same code of spring framework

Maven:

* When building our project, we may need additional JAR files

Ex. Spring, Hibernate, JSON etc

1st Approach:

Download the JAR files from each project website

Manually add the JAR files to our build path/classpath

Maven is Solution

* Tell maven the projects we are working with(dependencies)
* Maven will go out and download the JAR files for those projects
* And Maven will make those JAR files available during compile/run
* We can say maven is our helper or personal shopper (shopping list)

Development Process:

1. Configure our project at spring initializer(dependency: Spring Web)
2. Download zip file
3. Unzip the file
4. Import the project into our IDE

Lets Create RestController

package com.flynaut.springboot.demo.firstapp.rest;  
  
import org.springframework.web.bind.annotation.GetMapping;  
import org.springframework.web.bind.annotation.RestController;  
  
import java.time.LocalDate;  
  
@RestController  
public class FunRestController {  
  
 //This method will handle GET request at "hello" endpoint  
 @GetMapping("/hello")  
 public String sayHello(){  
 return "Hello Team!!!!!";  
 }  
  
 @GetMapping("/date")  
 public LocalDate date(){  
 LocalDate localdate= LocalDate.*now*();  
 return localdate;  
 }  
  
}

URL: Uniform Resource Locator

<http://localhost:8080>

<http://www.abc.com:8080/banking>

http: Application Layer Protocol(http : hypertext transfer protocol)

[www.abc.com](http://www.abc.com) : DNS qualified host name/IP address(to resolve the host problem)

8080: TCP port (to identify the port)

/banking: path or URI (Uniform resource identifier)

Maven

* What?
* A project management tool(build tool)
* Most popular use of Maven is for build management and dependencies
* What problems does maven solve?

1st Approach – Without using maven

firstApp

Spring JAR files

Spring

Hibernate

JSON

Hibernate JAR files

Developer

JSON JAR files

2st Approach – With using maven

* Tell maven the projects we are working with (dependencies)
* Go out and download Jar Files for us

Maven

Developer

Spring

Hibernate

JSON

* Maven Project Structure

Maven follows standard directory structure.

* Normally when we join a new project
* Every development team used to make their own project directory
* And this is not ideal for new comers and not standardized

|  |  |
| --- | --- |
| Directory | Description |
| src/main/java | Our java source code |
| src/main/resources | Properties/config files used by our app |
| src/test | Unit testing code and properties |
| target | Destination directory for compiled code(Automatically created by maven) |
| pom.xml | Maven configuration file |

POM.xml

Project Object Model file

* Configuration file for our project
* Basically our “Shopping List” for Maven ☺

Located at root of maven project

* POM file Structure

pom.xml

List of projects we depend on

Project name, version

Plug ins

Dependencies

Project meta data

* Project Coordinates
* Project coordinates uniquely identify a project
* Similar to GPS coordinates for home: latitude/ longitude
* Precise info for finding our home(city,street,house)

<groupId>com.flynaut.springboot.demo</groupId> (City)  
<artifactId>firstapp</artifactId> (Street)  
<version>0.0.1-SNAPSHOT</version> (Home No.)

GroupId: Name of Company, group, organization

Convention is to use reverse domain name: com.flynaut

ArtifactId: Name for our project: firstapp

Version: A specific release version like: 1.0,2.0

* Adding Dependencies
* To add dependency we need GAV

<dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-web</artifactId>  
</dependency>

How to find the dependency coordinates?

1st Way – Visit the project page (spring.io, hibernate.org etc)

2nd Way – Visit [Maven Repository: Search/Browse/Explore](https://mvnrepository.com/)

Visit [Maven Central](https://central.sonatype.com/)

SB Project Structure

* Maven Wrapper Files

mvnw

mvnw.cmd

* mvnw allow us to run a maven project
* No need to have maven installed or present in our path

mvnw.cmd for windows

mvnw.sh for linux/mac

Maven POM file

Pom.xml includes info which we are entering in Spring Initializer

Spring Boot Starters –(A collection of Maven dependencies{compatible versions})

org.springframework.boot

spring-boot—starter-web -> spring-web

spring-webmvc

tomcat

json

Application Properties

By default, SB will load props from: application.properties

* Created by Spring Initializer
* Empty at the beginning

We can add SB props in this file

Server.port=7070

To add our own custom properties

coach.name=Prasad

@RestController  
public class FunRestController {  
 @Value("${coach.name}")  
 private String coachName;  
  
 //This method will handle GET request at "hello" endpoint  
 @GetMapping("/hello")  
 public String sayHello(){  
 return coachName;  
 }

}

In application.properties

spring.application.name=firstapp  
  
#Customizing the properties  
coach.name=Prasad

Task : add one more property in application.properties

Create restcontroller and return that String

* Static Content
* By default, SB will load static resources from “/static” directory
* Examples of static resources -> images, HTML files, CSS, JS
* Unit Tests

SpringBoot Unit Test Class

Created by Spring Initializer

We can add unit tests to the file

* Spring Boot Starters

Building a spring app is really hard

Why is it hard?

* It would be great if there is a list of maven dependencies
* Collected as group of dependencies… one-stop shop
* So we don’t have to search for each dependency

THERE SHOULD BE AN EASIER SOLUTION

* The Solution – SB Starter
* A curated list of maven dependencies
* A collection of dependencies grouped together
* Tested by SB team
* It makes much easier for the developer to get started with spring
* Reduces the amount of configuration part
* If we are building a Spring app that needs: web, security

Simply select the dependencies in the SI

It will add the appropriate SB starter to our pom.xml

|  |  |
| --- | --- |
| Name | Desc |
| spring-boot-starter-web | Building web apps, includes validation, REST  Uses Tomcat as default embeddedserver |
| spring-boot-starter-security | Adding spring boot security support |
| spring-boot-starter-jpa | Spring database support with JPA & Hibernate |

What is in the starter?

Select View -> Tool Windows -> maven -> dependencies

SpringBoot Dev Tools

The Problem:

* When running SB app
* If we make changes to our source code
* Then manually we have to restart the application ☹

Solution: SpringBoot Dev Tools

- Automatically restarts the our application when we update the code

* Simply add the dependency to our POM file

Step 1: add this dependency in your pom.xml

<dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-devtools</artifactId>  
</dependency>

Step 2:

Settings/Preferences -> build,execution,deployment -> Compiler

Checkbox =build project automatically

Step 3:

Settings/Preferences -> Advanced Setting -> Allow auto-make……

SpringBoot Actuator

The Problem?

How can we monitor and manage my application?

How can I check the health of the application?

Solution: SB Actuator

* Exposes endpoints to monitor and manage our application
* REST endpoints are automatically added to our application

No need to write additional code

* Add dependency to our pom.xml file

<dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-actuator</artifactId>  
</dependency>

* All endpoints will be prefixed with: /actuator

/health -> To get health information about our application

localhost:8080/actuator/health

* The /info endpoint can provide information about out application

To expose info:

We need to make changes in application.properties

What about Security?

DAY3

/actuator/threaddump

* Listing all the threads running in our application
* Useful for analyzing the performance of our web application

/actuator/mappings

* List all the request mappings for our application
* Useful for finding out what request mappings are available

Spring Security:

<dependency>  
 <groupId>org.springframework.boot</groupId>  
 <artifactId>spring-boot-starter-security</artifactId>  
</dependency>

We can override the default username and password

spring.security.user.name=Prasad  
spring.security.user.password=1234

To exclude /health and /info

management.endpoints.web.exposure.exclude=health,info

* Running the SB app from command line

1st -> Use java –jar <name of our project’s JAR file>

2nd -> Use SB maven plugin

mvnw spring-boot:run

java –jar firstApp.jar (Self contained unit)

Code

Tomcat

(firstApp.jar)

mvnw package – to generate the jar file of our project(It will be generated in target folder)

SpringBoot Properties

The properties are grouped into the following categories

* Core
* Web
* Security
* Data
* DevTools
* Testing
* Actuator

Web Properties

* Http server port

server.port=7878

* To change the context path of our application

server.servlet.context-path=/mypath

* Default HTTP session timeout

Server.servlet.session.timeout=15m (15 minutes)

Default timeout is 30 minutes

* Data properties

# login username of the database

spring.datasource.username=Prasad

# login password of the database

spring.datasource.password=root123

Inversion of Control

The approach of outsourcing the construction and management of objects.

Problem Coding Scenario

getDailyWorkout()

CricketCoach

MyApp

Application should be configurable

Spring Container

Give me “coach ” object

CricketCoach

Configurations

Object Factory

MyApp

FootballCoach

HockeyCoach

* Spring Container
* Primary Function

1. Create and Manage (Inversion of Control)
2. Inject object dependency (Dependency Injection)

* How do we configure Spring Container?
* XML configuration file(legacy)
* Java Annotations(modern)
* Spring Dependency Injection

The dependency inversion principle

The client delegates to another object

The responsibility of providing its dependencies

Returns a “Car” Object

Assemble car for us

Give me a “Car” Object

Car Factory

Coach

DemoController

* Demo Example
* Coach will provide daily workouts
* The DemoController wants to use the Coach

1. New Helper: Coach
2. This is a dependency

* Need to inject this dependency into the controller
* Injection Types
* There are many types of injection with spring
* Will cover only two recommended types

1. Constructor Injection
2. Setter Injection

When to use each?

* Constructor injection
* use it when you have all the required dependencies
* Setter Injection
* Use this when we have some optional dependencies

What is Spring Autowiring?

* For dependency injection, spring uses autowiring
* Autowiring example

Injecting a Coach interface

1. Spring will scan for @Components or a class which is annotated with @Components
2. Will ask does any one implements the coach interface??
3. If so, let’s inject them. For Ex. CricketCoach

Example Application

![](data:image/png;base64,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)

* Development Process for constructor injection

1. Define the dependency interface and class

package com.flynaut.injection.spring\_boot\_injection;  
  
public interface Coach {  
 String getDailyWorkout();  
}

package com.flynaut.injection.spring\_boot\_injection;  
  
import org.springframework.stereotype.Component;  
  
@Component  
public class CricketCoach implements Coach{  
 @Override  
 public String getDailyWorkout() {  
 return "Practice Practice and Practice";  
 }  
}

1. Create DemoController
2. Create a constructor in our class for injections

package com.flynaut.injection.spring\_boot\_injection;  
  
import org.springframework.beans.factory.annotation.Autowired;  
import org.springframework.web.bind.annotation.GetMapping;  
import org.springframework.web.bind.annotation.RestController;  
  
@RestController  
public class DemoController {  
  
 private Coach myCoach;  
  
 @Autowired  
 public DemoController(Coach theCoach){  
 myCoach=theCoach;  
 }  
  
 @GetMapping("/dailyWorkout")  
 public String getDailyWorkout(){  
 return myCoach.getDailyWorkout();  
 }  
}

1. Add @GetMapping for /dailyWorkout

@Component Annotation

* Marks the class as Spring Bean
* A spring bean is just a class that is managed by Spring
* Also makes the bean available for DI