**MATPLOTLIB**

**#import libraries**

**import matplotlib.pyplot as plt**

**x = [1,2,3,4,5]**

**y = [2,3,4,5,6]**

**plt.plot(x,y) (or) plt.plot(x,y,’o’,color=’red’)**

**plt.title(“the sample project”)**

**plt.xlabel(“time”)**

**plt.ylabel(“distance”)**

**plt.show()**

**#import libraries**

**import matplotlib.pyplot as plt**

**x = [1,2,3,4,5]**

**y = [2,3,4,5,6]**

**plt.scatter(x,y) (or) plt.scatter(x,y,color=’blue’)**

**plt.title(“the sample project”)**

**plt.xlabel(“time”)**

**plt.ylabel(“distance”)**

**plt.show()**

**-----------------------------------------------------------------------------------------------**

**EXPLORATORY DATA ANALYSIS**

**Data analysis:**

* **Understanding the shape of data -> dataset.shape[]**
* **Median , percentile, no of data points -> dataset.describe()**
* **Data reading using head and tail function -> dataset.head() / df.tail()**

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as plt**

**import seaborn as sns**

**#import dataset**

**dataset = pd.read\_csv("50\_startups\_EDA.csv")**

**dataset.shape**

**dataset.shape[0]**

**dataset.shape[1]**

**dataset.describe()**

**dataset.head(10)**

**dataset.tail(10)**

**pd.options.display.max\_rows**

**pd.options.display.max\_columns**

**pd.set\_option(‘display.max\_rows’,500)**

**pd.set\_option(‘display.max\_columns’,500)**

**pd.set\_option(‘display.width’,1000)**

**dataset.info()**

**dataset.dtypes**

**#identify categorical data**

**dataset.nunique() (or) dataset.value\_counts()**

**#check categorical o/p data**

**dataset.iloc[ : , 4].values\_counts()**

**#visualize data**

**Sns.countplot(x=’state’ , data = dataset)**

**#identify total null values**

**dataset.isnull().sum()**

**----------------------------------------------------------------------------------------------**

**Mean -> dataset.fillna(dataset.mean(), inplace=True)**

**Mode -> dataset.fillna(dataset.mode(), inplace=True)**

**Specific data -> dataset[‘variable name’].fillna((dataset[‘variable name’].mean()), inplace=True)**

**-----------------------------------------------------------------------------------------------**

**#filling the missing value using**

**dataset.mean()**

**dataset.mode()**

**dataset[‘R&D spend’].fillna((dataset[‘R&D spend’].mean()), inplace=true)**

**dataset.fillna(dataset.mean(),inplace=True)**

**-----------------------------------------------------------------------------------------------**

**DATA PREPROCESSING**

1. **Missing values -> 1. Regression variable 2. Categorical variable.**
2. **Categorical data (string to numerical data).**
3. **Data split data for train and test.**
4. **Feature scaling (scaling of data).**

**1. Missing values:**

**Strategy:**

* **Mean = average (sum/no of value)**

**Ex: sum - > 5+5+5+5+5 = 25 mean = 25 / 5 = 5**

* **Median = middle value (make it ascending or descending order and find median)**

**Ex: 1, 2, 3, 4, 5, 6, 7, 8, 9 median = 5**

* **Mode = most frequent (find repeated number)**

**Ex: 1,2,3,3,4,5,3,1 mode = 3**

* **Advanced method - > algorithm**

**Null values filled with mean sample code:**

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as plt**

**#import dataset**

**dataset = pd.read\_csv("Data\_preprocessing.csv")**

**#finds null values**

**dataset.isnull()**

**#find null values total each variable**

**dataset.isnull().sum()**

**#independent and dependent variable**

**x= dataset.iloc[:,0:3].values**

**y= dataset.iloc[:,3:4].values**

**#import imputer and fill the null values**

**from sklearn.preprocessing import Imputer**

**imputer = Imputer(missing\_values="NaN", strategy = "mean", axis = 0)**

**imputer = imputer.fit(x[:,1:3])**

**x[:,1:3] = imputer.transform(x[:,1:3])**

**2. CATEGORICAL DATA**

**(Nothing but text data into numerical data)**

**Ex:**

**Text data label encoding one hot encoding**

**Apple/0 banana/1 grape/2 orange/3**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Apple** | **0** | **1** | **0** | **0** | **0** |
| **orange** | **3** | **0** | **0** | **0** | **1** |
| **banana** | **1** | **0** | **1** | **0** | **0** |
| **grape** | **2** | **0** | **0** | **1** | **0** |
| **apple** | **0** | **1** | **0** | **0** | **0** |
| **grape** | **2** | **0** | **0** | **1** | **0** |
| **Banana** | **1** | **0** | **1** | **0** | **0** |
| **orange** | **3** | **0** | **0** | **0** | **1** |

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as plt**

**#import dataset**

**dataset = pd.read\_csv("Data\_preprocessing.csv")**

**dataset.isnull()**

**dataset.isnull().sum()**

**#independent and dependent variable**

**x= dataset.iloc[:,0:3].values**

**y= dataset.iloc[:,3:4].values**

**#import imputer and fill the null values**

**from sklearn.preprocessing import Imputer**

**imputer = Imputer(missing\_values="NaN", strategy = "mean", axis = 0)**

**imputer = imputer.fit(x[:,1:3])**

**x[:,1:3] = imputer.transform(x[:,1:3])**

**#import label encoder and one hot encoder for categorical data**

**from sklearn.preprocessing import LabelEncoder , OneHotEncoder**

**Label\_x = LabelEncoder ()**

**x[:,0] = Label\_x.fit\_transform(x[:,0])**

**onehotencoder\_x = OneHotEncoder (categorical\_features = [0])**

**x = onehotencoder\_x.fit\_transform(x).toarray ()**

**x = x[:,1:]**

**Label\_y = LabelEncoder ()**

**Y = Label\_y.fit\_transform(y)**

**3. TRAIN AND TEST DATA SPLIT**

**Issues:**

* **More and less data trained model – performance issue**
* **Testing the model**

**Solution:**

**So split data into train & test based on availability**

**(Ex) (80 % & 20 %) or (70 % & 30%) of train and test data**

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as plt**

**#import dataset**

**dataset = pd.read\_csv("Data\_preprocessing.csv")**

**dataset.isnull()**

**dataset.isnull().sum()**

**#independent and dependent variable**

**x= dataset.iloc[:,0:3].values**

**y= dataset.iloc[:,3:4].values**

**#import imputer and fill the null values**

**from sklearn.preprocessing import Imputer**

**imputer = Imputer(missing\_values="NaN", strategy = "mean", axis = 0)**

**imputer = imputer.fit(x[:,1:3])**

**x[:,1:3] = imputer.transform(x[:,1:3])**

**#import label encoder and one hot encoder for categorical data**

**from sklearn.preprocessing import LabelEncoder , OneHotEncoder**

**Label\_x = LabelEncoder ()**

**x[:,0] = Label\_x.fit\_transform(x[:,0])**

**onehotencoder\_x = OneHotEncoder (categorical\_features = [0])**

**x = onehotencoder\_x.fit\_transform(x).toarray ()**

**x = x[:,1:]**

**Label\_y = LabelEncoder ()**

**Y = Label\_y.fit\_transform(y)**

**#import sklearn for train and test split data**

**from sklearn.model\_selection import train\_test\_split**

**x\_train, x\_test, y\_train, y\_text = train\_test\_split(x, y, test\_size=.20, random\_state=0)**

1. **FEATURE SCALING**

**Why?**

* **Dataset is one scale to minimize the distance, less domination**
* **Test computation – less memory (ex) Decision tree**

|  |  |
| --- | --- |
| **AGE** | **SALARY** |
| **62** | **52000** |
| **72** | **100000** |
| **82** | **40000** |

**Ex:**
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**Euclidean distance**

**DAB = root of((x2 – x1)^2 + (y2 – y1)^2) 🡪 2 Dimension**

**DAB = root of((x2 – x1)^2 + (y2 – y1)^2 + (z2 – z1)^2) 🡪 3 Dimension**

**Ex:**

|  |  |  |  |
| --- | --- | --- | --- |
| **Country** | **Age** | **Salary** | **Purchased** |
| **Australia** | **27** | **52000** | **1** |
| **Russia** | **25** | **49000** | **1** |
| **India** | **30** | **56000** | **0** |
| **Russia** | **29** | **54000** | **0** |
| **India** | **35** | **58000** | **1** |
| **Russia** | **36** | **60000** | **1** |
| **India** | **37** | **61000** | **1** |
| **Australia** | **41** | **67000** | **1** |
| **Australia** | **38** | **65000** | **0** |
| **Russia** | **39** | **66000** | **0** |

**X1 = 25, x2 = 41 -> x2 – x1 = 41 – 25 = 20 -> (x2 – x1)^2 = (20)^2 = 400**

**y1 = 49000, y2 = 67000 -> y2 – y1 = 67000 – 49000 = 18000 -> (y2 – y1)^2 = (18000)^2 = 324000000**

**Age is dominated by salary so we need scaling**

**Solution:**

1. **Standardization (preferred)**

**X std = x – mean(x) / standard deviation (x) => (+ve and –ve values)**

1. **Normalization**

**X norm = x – min(x) / max(x) – min(x) => (+ve values)**

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as plt**

**#import dataet**

**dataset = pd.read\_csv("Data\_preprocessing.csv")**

**dataset.isnull()**

**dataset.isnull().sum()**

**#independent and dependent variable**

**x= dataset.iloc[:,0:3].values**

**y= dataset.iloc[:,3:4].values**

**#import imputer and fill the null values**

**from sklearn.preprocessing import Imputer**

**imputer = Imputer(missing\_values="NaN", strategy = "mean", axis = 0)**

**imputer = imputer.fit(x[:,1:3])**

**x[:,1:3] = imputer.transform(x[:,1:3])**

**#import label encoder and one hot encoder for categorical data**

**from sklearn.preprocessing import LabelEncoder , OneHotEncoder**

**Label\_x = LabelEncoder ()**

**x[:,0] = Label\_x.fit\_transform(x[:,0])**

**onehotencoder\_x = OneHotEncoder (categorical\_features = [0])**

**x = onehotencoder\_x.fit\_transform(x).toarray ()**

**x = x[:,1:]**

**Label\_y = LabelEncoder ()**

**Y = Label\_y.fit\_transform(y)**

**#import sklearn for train and test split data**

**from sklearn.model\_selection import train\_test\_split**

**x\_train, x\_test, y\_train, y\_text = train\_test\_split(x, y, test\_size=.20, random\_state=0)**

**#feature scaling**

**from sklearn.preprocessing import StandardScalar**

**sc\_x = StandardScalar()**

**x\_train = sc\_x.fit\_transform(x\_train)**

**x\_test = sc\_x.transform(x\_test)**

**SUPERVISED LEARNING**

1. **Regression:**

**Predict future based on relationship (Ex) time**

**Types:**

* **Simple Linear Regression**
* **Multiple Linear Regression**
* **Polynomial Linear Regression**
* **Decision tree**
* **Random forest**
* **Support vector Regression**

1. **Classification:**

**Grouping or classify data (Ex) grading system grade A,B,C etc**

**Types:**

* **Logistic Regression**
* **Support vector machine(SVM)**
* **K-Nearest neighbors (K-NN)**
* **Naïve Bayes**
* **Kernel SVM**
* **Decision tree classification**
* **Random forest classification**

**SIMPLE LINEAR REGRESSION FUNDAMENTAL**

![Image result for correlation +ve and -ve](data:image/png;base64,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)

**Formula:**

**Y = C + M X**

**X -> predictor (present in data) -> Independent variable**

**M -> co-efficient (estimated by regression)**

**C -> intercept (estimated by regression)**

**Y -> predicted value (calculated from C, M, X) -> dependent variable.**

**Best fitted slope:**

**Find sum of squares**
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**Error = Actual value – predicted value = y1 –y`**

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as plt**

**#import dataset**

**dataset = pd.read\_csv(“salary\_data.csv")**

**#independent and dependent variable**

**x= dataset.iloc[:,0:-1].values**

**y= dataset.iloc[:,1].values**

**#import sklearn for train and test split data**

**from sklearn.model\_selection import train\_test\_split**

**x\_train, x\_test, y\_train, y\_text = train\_test\_split(x, y, test\_size=.30, random\_state=0)**

**#building model**

**from sklearn.linear\_model import LinearRegression**

**reg = LinearRegression()**

**reg.fit(x\_train,y\_train)**

**#prediction**

**Y\_pred = reg.predict(x\_test)**

**#visualize output SLR**

**plt.title(“simple linear regression”)**

**plt.xlabel(“Experience”)**

**plt.ylabel(“salary”)**

**plt.scatter(x\_train,y\_train,color=’red’)**

**plt.plot(x\_train,reg.predict(x\_train),color=’blue’)**

**plt.show()**

**#visualize output SLR with test data**

**plt.title(“simple linear regression with test data”)**

**plt.xlabel(“Experience”)**

**plt.ylabel(“salary”)**

**plt.scatter(x\_test,y\_test,color=’red’)**

**plt.plot(x\_test,reg.predict(x\_test),color=’blue’)**

**plt.show()**

**#visualize output SLR with test data and train slope**

**plt.title(“simple linear regression with test data and train slope”)**

**plt.xlabel(“Experience”)**

**plt.ylabel(“salary”)**

**plt.scatter(x\_test,y\_test,color=’red’)**

**plt.plot(x\_train,reg.predict(x\_train),color=’blue’)**

**plt.show()**

**HANDS ON**

**Using height\_weight.csv dataset**

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as plt**

**#import dataset**

**dataset = pd.read\_csv(“height\_weight.csv")**

**#missing value detection**

**dataset.isnull().sum()**

**#independent and dependent variable**

**x= dataset.iloc[:,0:-1].values**

**y= dataset.iloc[:,1].values**

**#missing value detection in an array**

**np.isnan(x).sum()**

**np.isnan(y).sum()**

**#fixing missing values**

**from sklearn.preprocessing import Imputer**

**Imputer = Imputer(missing\_values=”nan”, strategy=”mean”, axis=0)**

**x = imputer.fit\_transform(x)**

**#check if the issue is fixed**

**np.isnan(x).sum()**

**#updated fixing missing values**

**from sklearn.impute import SimpleImputer**

**imp = simpleImputer(missing\_values=np.nan, strategy=”mean”)**

**x = imp.fit\_transform(x)**

**#check if the issue is fixed**

**np.isnan(x).sum()**

**#import sklearn for train and test split data**

**from sklearn.model\_selection import train\_test\_split**

**x\_train, x\_test, y\_train, y\_text = train\_test\_split(x, y, test\_size=.30, random\_state=0)**

**#building model**

**from sklearn.linear\_model import LinearRegression**

**reg = LinearRegression()**

**reg.fit(x\_train,y\_train)**

**#prediction**

**Y\_pred = reg.predict(x\_test)**

**#visualize output SLR**

**plt.title(“Height & weight correlation on train data”)**

**plt.xlabel(“Height”)**

**plt.ylabel(“Weight”)**

**plt.scatter(x\_train,y\_train,color=’red’)**

**plt.plot(x\_train,reg.predict(x\_train),color=’blue’)**

**plt.show()**

**#visualize output SLR with test data**

**plt.title(“Height & weight correlation on test data”)**

**plt.xlabel(“Height”)**

**plt.ylabel(“Weight”)**

**plt.scatter(x\_test,y\_test,color=’red’)**

**plt.plot(x\_test,reg.predict(x\_test),color=’blue’)**

**plt.show()**

**#prediction form user data and test your model**

**my\_ht = [[185]]**

**my\_wt = reg.predict(my\_ht)**

**MULTI LINEAR REGRESSION FUNDAMENTAL**

1. **SLR Vs MLR:**

**SLR -> Y = C + M X**

|  |  |
| --- | --- |
| **Height** | **Weight** |
| **185** | **90** |
| **160** | **62** |
| **173** | **70** |
| **166** | **65** |

**MLR -> y = C + M1X1 + M2X2 + M3X3 + M4X4**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Height** | **Age** | **Sex** | **Location** | **Weight** |
| **185** | **40** | **M** | **India** | **90** |
| **160** | **65** | **M** | **UK** | **62** |
| **173** | **43** | **F** | **Russia** | **70** |
| **166** | **55** | **F** | **Japan** | **65** |

1. **Dummy variable Trap:**

**MLR -> y = C + M1X1 + M2X2 + M3X3 + M4X4**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Height** | **Age** | **Sex** | **Location** | **Weight** |
| **185** | **40** | **M** | **India** | **90** |
| **160** | **65** | **M** | **UK** | **62** |
| **173** | **43** | **F** | **Russia** | **70** |
| **166** | **55** | **F** | **Japan** | **65** |

**Sex and location are categorical data so we need to convert into numbers**

**Dummy variable for sex data:**

|  |  |
| --- | --- |
| **Male** | **Female** |
| **1** | **0** |
| **1** | **0** |
| **0** | **1** |
| **0** | **1** |

**1 -> Male**

**2 -> Female**

**Solution:**

**Removes first column and remaining columns needed**

1. **MLR Model Assumption:**

* **Linearity**
* **Number of lack multicollinearity**
* **Residual**
* **Homoscedasticity**
* **Normally distributed**

1. **Variable selection:**

**Independent Dependent**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Height** | **Age** | **Sex** | **Father** | **Mother** | **Location** | **Weight** |
| **185** | **40** | **M** | **Raj** | **Divya** | **India** | **90** |
| **160** | **65** | **M** | **Krish** | **Priya** | **UK** | **62** |
| **173** | **43** | **F** | **kwan** | **suna** | **Russia** | **70** |
| **166** | **55** | **F** | **kan** | **fema** | **Japan** | **65** |

**Correlation No correlation**

**If you used No correlation data below issues are done**

1. **Garbage in 🡪 Garbage out**
2. **No linearity**
3. **More processing time & resource utilization**

**5.P-value:**

**Probability value**

**Result occurred by chance alone**

**Rule:**

**If P-value is less than or equal to the significance level (SL), reject the null hypothesis. (i.e) P < SL = Reject H0 (or) Accept Ha**

**Inference:**

**Generally SL = 0.05(5%) or 0.01(1%)**

**P > SL = H0 (MLR: no relation)**

**P < SL = Ha (MLR: relation)**

**Null Hypothesis (H0):**

**H0 of a multiple regression is that there is no relationship between the x-variable & y-variable**

**Alternate Hypothesis (Ha):**

**H1 (or) Ha of a multiple regression is that there is relationship between the x-variable & y-variable**

**BUILDING MODEL (Tuning and Variable Selection)**

**1. What is building model?**

**Same algorithm & same data is used by two colleagues, but one person has good performance & another one has bad performance in the model.**

**2. Do we input all dependent variable?**

**3. How we are going fine tune model?**

* **All in**
* **Stepwise regression**

1. **Backward Elimination**
2. **Forward Elimination**
3. **Bi-directional Elimination**

* **Score comparison**

**Backward Elimination:**

**Step 1:**

**Select significance level (Ex) SL=0.05**

**Step 2:**

**Build the model with all variables**

**Step 3:**

**Check the highest P-values variable: if P > SL , move to step 4 & if P < SL move to step 5.**

**Step 4:**

**Remove the highest P-value variable & go to step 3**

**Step 5:**

**Fit the model with the finalized values. (Note: In this scenario all the variable P-value will be less than SL)**

**Iteration 1**

**Independent Dependent**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Height** | **Age** | **Sex** | **Father** | **Mother** | **Weight** |
| **185** | **40** | **M**  **(1)** | **Raj**  **(0.343)** | **Divya**  **(0.635)** | **90** |
| **160** | **65** | **M**  **(1)** | **Krish**  **(0.473)** | **Priya**  **(0.894)** | **62** |
| **173** | **43** | **F**  **(0)** | **Kwan**  **(0.473)** | **Suna**  **(0.736)** | **70** |
| **166** | **55** | **F**  **(0)** | **Kan**  **(0.983)** | **Fema**  **(0.943)** | **65** |

**P-value: 0.032 0.036 0.042 0.68 0.847**

**Iteration 2**

|  |  |  |  |
| --- | --- | --- | --- |
| **Height** | **Age** | **Sex** | **Father** |
| **185** | **40** | **M**  **(1)** | **Raj**  **(0.343)** |
| **160** | **65** | **M**  **(1)** | **Krish**  **(0.473)** |
| **173** | **43** | **F**  **(0)** | **Kwan**  **(0.473)** |
| **166** | **55** | **F**  **(0)** | **Kan**  **(0.983)** |

**P-value: 0.032 0.036 0.042 0.68**

**Iteration 3**

|  |  |  |
| --- | --- | --- |
| **Height** | **Age** | **Sex** |
| **185** | **40** | **M**  **(1)** |
| **160** | **65** | **M**  **(1)** |
| **173** | **43** | **F**  **(0)** |
| **166** | **55** | **F**  **(0)** |

**P-value: 0.032 0.036 0.042**

**Now less than all variables P-values under 0.05**

**Forward Elimination:**

**Step 1:**

**Select significance level (Ex) SL=0.05**

**Step 2:**

**Fit all variables as simple Regression(i.e one independent variables to one dependent variables). Select the variable with Lowest P-value.**

**Step 3:**

**Fit into the model with selected variable and combinations of additional variable from the dataset.**

**Step 4:**

**Select the variable with the lowest P-value. if P < SL go to step 3.(if you have finished all iteration with all combinations) or if P > SL go to step 5.**

**Step 5:**

**Remove the variables that was added in the step 3 and fit into model.**

**Iteration 1**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Height** | **Weight** |  | **Age** | **Weight** |  | **Father** | **Weight** |
| **185** | **90** |  | **40** | **90** |  | **Raj**  **(0.343)** | **90** |
| **160** | **62** |  | **65** | **62** |  | **Krish**  **(0.473)** | **62** |
| **173** | **70** |  | **43** | **70** |  | **Kwan**  **(0.473)** | **70** |
| **166** | **65** |  | **55** | **65** |  | **Kan**  **(0.983)** | **65** |

**P-value: 0.034 P-value: 0.045 P-value: 0.734**

**Iteration 2**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Height** | **Age** | **Weight** |  | **Height** | **Father** | **Weight** |
| **185** | **40** | **90** |  | **185** | **Raj**  **(0.343)** | **90** |
| **160** | **65** | **62** |  | **160** | **Krish**  **(0.473)** | **62** |
| **173** | **43** | **70** |  | **173** | **Kwan**  **(0.473)** | **70** |
| **166** | **55** | **65** |  | **166** | **Kan**  **(0.983)** | **65** |

**P-value: 0.045 P-value: 0.734**

**Iteration 3**

|  |  |  |  |
| --- | --- | --- | --- |
| **Height** | **Age** | **Father** | **Weight** |
| **185** | **40** | **Raj**  **(0.343)** | **90** |
| **160** | **65** | **Krish**  **(0.473)** | **62** |
| **173** | **43** | **Kwan**  **(0.473)** | **70** |
| **166** | **55** | **Kan**  **(0.983)** | **65** |

**P-value: 0.693 (its greater than 0.05 so choose before iteration )**

|  |  |  |
| --- | --- | --- |
| **Height** | **Age** | **Weight** |
| **185** | **40** | **90** |
| **160** | **65** | **62** |
| **173** | **43** | **70** |
| **166** | **55** | **65** |

**P-value: 0.045**

**Bi-Directional Elimination:**

**Step 1:**

**Select significance level for forward selection (SLenter) and backward elimination (SLstay); (Ex) SLenter (FS) = 0.05 and SLstay (BE) = 0.05**

**Step 2:**

**Perform the forward selection process of step 2 i.e fitting all the variables**

**Step 3:**

**Perform the forward selection process(Note: always the outcome variables must have P < SLenter to enter)**

**Step 4:**

**Perform the backward selection process(Note: always the outcome variables must have P < SLstay to stay)**

**Step 5:**

**Perform until No new variables can be added or NO old variables removed**

**Hands on**

**Multiple linear regression (Data processing & Building model)**

**#import libraries**

**import pandas as pd**

**import numpy as np**

**import matplotlib.pyplot as ptd**

**#import dataset**

**dataset = pd.read\_csv(“50\_startups.csv")**

**#missing and null value detection**

**dataset.isnull().sum()**

**#independent and dependent variable**

**x= dataset.iloc[:,:-1].values**

**y= dataset.iloc[:,4].values**

**#import label encoder and one hot encoder for categorical data**

**from sklearn.preprocessing import LabelEncoder , OneHotEncoder**

**le\_x = LabelEncoder ()**

**x[:,3] = le\_x.fit\_transform(x[:,3])**

**one\_x = OneHotEncoder (categorical\_features = [3])**

**x = one\_x.fit\_transform(x).toarray () # dummy variable issue**

**#dummy variable trap**

**x = x[:,1:]**

**#import sklearn for train and test split data**

**from sklearn.model\_selection import train\_test\_split**

**x\_train, x\_test, y\_train, y\_text = train\_test\_split(x, y, test\_size=.30, random\_state=0)**

**#building model**

**from sklearn.linear\_model import LinearRegression**

**regress = LinearRegression()**

**regress.fit(x\_train,y\_train)**

**#prediction**

**Y\_pred = regress.predict(x\_test)**

**#model performance – best fitted line line error rate**

**regress.score(x\_train,y\_train) # check scores its measured from 0 to 1 if its ‘0’ means worst fit or else ‘1’ means accuracy.**

**regress.score(x\_test,y\_test)**

**MLR WITH BACKWARD ELIMINATION & P-VALUE**

**Above code continued…**

**#lets build the model using backward elimination**

**#now we will use linear regression from statsmodel library**

**import statsmodels.formula.api as sm**

**x = np.append(arr = x, values = np.ones(shape = (50,1), dtype = int) , axis = 1) # we need constant but here country there so using numpy and created**

**#iteration1**

**x\_ov = x[:,[0,1,2,3,4,5]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#iteration2**

**x\_ov = x[:,[0,1,3,4,5]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#iteration3**

**x\_ov = x[:,[0,3,4,5]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#iteration4**

**x\_ov = x[:,[0,3,5]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#iteration5**

**x\_ov = x[:,[0,3]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**Hands On**

**Variable impact on model performance**

**Above code continued…**

**#MLR using sklearn**

**X\_ovc = x\_ov[:,1:]**

**X\_ov\_train, x\_ov\_test, y\_ov\_train , y\_ov\_test = train\_test\_split(x\_ovc , y, test\_size = .30 , random\_state = 0)**

**regress\_ov1 = LinearRegression()**

**regress\_ov1.fit(x\_ov\_train, y\_ov\_train)**

**regress\_ov1.score(x\_ov\_train, y\_ov\_train)**

**regress\_ov1.score(x\_ov\_test, y\_ov\_test)**

**#iteration2**

**x\_ov = x[:,[0,1,3,4,5]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#MLR using sklearn**

**X\_ovc = x\_ov[:,1:]**

**X\_ov\_train, x\_ov\_test, y\_ov\_train , y\_ov\_test = train\_test\_split(x\_ovc , y, test\_size = .30 , random\_state = 0)**

**regress\_ov2 = LinearRegression()**

**regress\_ov2.fit(x\_ov\_train, y\_ov\_train)**

**regress\_ov2.score(x\_ov\_train, y\_ov\_train)**

**regress\_ov2.score(x\_ov\_test, y\_ov\_test)**

**#iteration3**

**x\_ov = x[:,[0,3,4,5]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#MLR using sklearn**

**X\_ovc = x\_ov[:,1:]**

**X\_ov\_train, x\_ov\_test, y\_ov\_train , y\_ov\_test = train\_test\_split(x\_ovc , y, test\_size = .30 , random\_state = 0)**

**regress\_ov3 = LinearRegression()**

**regress\_ov3.fit(x\_ov\_train, y\_ov\_train)**

**regress\_ov3.score(x\_ov\_train, y\_ov\_train)**

**regress\_ov3.score(x\_ov\_test, y\_ov\_test)**

**#iteration4**

**x\_ov = x[:,[0,3,5]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#MLR using sklearn**

**X\_ovc = x\_ov[:,1:]**

**X\_ov\_train, x\_ov\_test, y\_ov\_train , y\_ov\_test = train\_test\_split(x\_ovc , y, test\_size = .30 , random\_state = 0)**

**regress\_ov4 = LinearRegression()**

**regress\_ov4.fit(x\_ov\_train, y\_ov\_train)**

**regress\_ov4.score(x\_ov\_train, y\_ov\_train)**

**regress\_ov4.score(x\_ov\_test, y\_ov\_test)**

**#iteration5**

**x\_ov = x[:,[0,3]] #x\_ov = x optimum values # step 1**

**regress\_ols = sm.OLS(endog = y , exog = x\_ov).fit() #step 2**

**regress\_ols.summary()**

**#MLR using sklearn**

**X\_ovc = x\_ov[:,1:]**

**X\_ov\_train, x\_ov\_test, y\_ov\_train , y\_ov\_test = train\_test\_split(x\_ovc , y, test\_size = .30 , random\_state = 0)**

**regress\_ov5 = LinearRegression()**

**regress\_ov5.fit(x\_ov\_train, y\_ov\_train)**

**regress\_ov5.score(x\_ov\_train, y\_ov\_train)**

**regress\_ov5.score(x\_ov\_test, y\_ov\_test)**

**Hands On**

**Bit.ly/MLMLRPR**