**ARRAYLIST:**

Java ArrayList class uses a dynamic array for storing the elements. It inherits AbstractList class and implements List interface.

The important points about Java ArrayList class are:

* Java ArrayList class can contain duplicate elements.
* Java ArrayList class maintains insertion order.
* Java ArrayList class is non synchronized.
* Java ArrayList allows random access because array works at the index basis.
* In Java ArrayList class, manipulation is slow because a lot of shifting needs to occur if any element is removed from the array list.

![Java ArrayList class hierarchy](data:image/png;base64,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)

### Java ArrayList Example

### **1) Explain the different ways of constructing an ArrayList?**

ArrayList can be created in 3 ways.

1. **ArrayList()** —> It creates an empty ArrayList with initial capacity of 10.

ArrayList<Integer> list1 = new ArrayList<Integer>();

1. **ArrayList(int initialCapacity)** —> It creates an empty ArrayList with supplied initial capacity.

ArrayList<String> list2 = new ArrayList<String>(20);

1. **ArrayList(Collection c)** —> It creates an ArrayList containing the elements of the supplied collection.

ArrayList<Integer> list3 = new ArrayList<Integer>(list1);

### **2)**Creating an array list and adding elements?

**import** java.util.\*;

**class** ArrayList1{

**public** **static** **void** main(String args[]){

ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist

      list.add("Ravi");//Adding object in arraylist

      list.add("Vijay");

      list.add("Ravi");

      list.add("Ajay");

      //Invoking arraylist object

      System.out.println(list);

  }

 }

}

### ****3) Iterating Collection through Iterator interface****

Let's see an example to traverse ArrayList elements using the Iterator interface.

1. **import** java.util.\*;
2. **class** ArrayList2{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist
5. list.add("Ravi");//Adding object in arraylist
6. list.add("Vijay");
7. list.add("Ravi");
8. list.add("Ajay");
9. //Traversing list through Iterator
10. Iterator itr=list.iterator();
11. **while**(itr.hasNext()){
12. System.out.println(itr.next());
13. }
14. }
15. }

**4) How do you find the number of elements present in an ArrayList?**

Using **size()** method. size() method returns number of elements present in an ArrayList.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21 | public class MainClass  {      public static void main(String[] args)      {          ArrayList<Double> list = new ArrayList<Double>();            list.add(1.1);            list.add(2.2);            list.add(3.3);            list.add(4.4);            list.add(5.5);            System.out.println(list);     //Output : [1.1, 2.2, 3.3, 4.4, 5.5]            System.out.println("Size Of ArrayList = "+list.size());   //Output : Size Of ArrayList = 5      }  } |

**5) How do you find out whether the given ArrayList is empty or not?**

**isEmpty()** method of ArrayList is used to check whether the given ArrayList is empty or not. This method returns true if an ArrayList contains no elements otherwise returns false.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | public class MainClass  {      public static void main(String[] args)      {          ArrayList<Double> list = new ArrayList<Double>();            System.out.println(list.isEmpty());    //Output : true      }  } |

**6) How do you check whether the given element is present in an ArrayList or not?**

Using **contains()** method of ArrayList, we can examine whether the ArrayList contains the given element or not. This method returns true if ArrayList has that element otherwise returns false.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<Double> list = new ArrayList<Double>();

        list.add(1.1);

        list.add(11.11);

        list.add(111.111);

        list.add(1111.1111);

        //Checking whether list conatins '111.1111'

        System.out.println(list.contains(111.1111));    //Output : false

    }

}

**7) How do you get the position of a particular element in an ArrayList?**

We can use **indexOf()** and **lastIndexOf()** methods to find out the position of a given element in an ArrayList.**indexOf()** method returns index of first occurrence of a specified element where as **lastIndexOf()** method returns index of last occurrence of a specified element in an ArrayList. If element is not found, they will return -1.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<String> list = new ArrayList<String>();

        list.add("JAVA");

        list.add("J2EE");

        list.add("JSP");

        list.add("JAVA");

        list.add("SERVLETS");

        list.add("JAVA");

        list.add("STRUTS");

        System.out.println(list);     //Output : [JAVA, J2EE, JSP, JAVA, SERVLETS, JAVA, STRUTS]

        //Getting the index of first occurrence of "JAVA"

        System.out.println(list.indexOf("JAVA"));     //Output : 0

        //Getting the index of last occurrence of "JAVA"

        System.out.println(list.lastIndexOf("JAVA"));    //Output : 5

    }

}

**8) How do you convert an ArrayList to Array?**

Using **toArray()** method of ArrayList class. toArray() method returns an array containing all elements of the ArrayList. This method acts as a bridge between normal arrays and collection framework in java.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<String> list = new ArrayList<String>();

        list.add("JAVA");

        list.add("J2EE");

        list.add("JSP");

        list.add("SERVLETS");

        list.add("STRUTS");

        System.out.println(list);      //Output : [JAVA, J2EE, JSP, SERVLETS, STRUTS]

        //getting an array containing all elements of the list.

        Object[] array = list.toArray();

        //Printing the elements of the returned array.

        for (Object object : array)

        {

            System.out.println(object);

        }

//      Output :

//      JAVA

//      J2EE

//      JSP

//      SERVLETS

//      STRUTS

    }

}

**9) How do you retrieve an element from a particular position of an ArrayList?**

**get()** method returns an element from a specified position of an ArrayList. This method takes index of the element as an argument.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<Integer> list = new ArrayList<Integer>();

        list.add(111);

        list.add(222);

        list.add(333);

        list.add(444);

        System.out.println(list);     //Output : [111, 222, 333, 444]

        //Getting element at index 3

        System.out.println(list.get(3));    //Output : 444

        //Getting element at index 1

        System.out.println(list.get(1));    //Output : 222

    }

}

### **10) How do you replace a particular element in an ArrayList with the given element?**

**set()** method replaces a particular element in an Arraylist with the given element. This method takes two arguments. One is the index of the element to be replaced and another one is the element to be placed at that position.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<Integer> list = new ArrayList<Integer>();

        list.add(111);

        list.add(222);

        list.add(333);

        list.add(444);

        System.out.println(list);     //Output : [111, 222, 333, 444]

        //Replacing the element at index 1 with '000'

        list.set(1, 000);

        //Replacing the element at index 3 with '000'

        list.set(3, 000);

        System.out.println(list);   //Output : [111, 0, 333, 0]

    }

}

**11) How do you append an element at the end of an ArrayList?**

**add()** method appends an element at the end of an ArrayList.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<String> list = new ArrayList<String>();

        list.add("ONE");

        list.add("TWO");

        list.add("THREE");

        list.add("FOUR");

        System.out.println(list);     //Output : [ONE, TWO, THREE, FOUR]

    }

}

**12) How do you insert an element at a particular position of an ArrayList?**

**add()** method which takes index and an element as arguments can be used to insert an element at a particular position of an ArrayList. The elements at the right side of that position are shifted one position right i.e indices of right side elements of that position are increased by 1.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<String> list = new ArrayList<String>();

        list.add("ONE");

        list.add("TWO");

        list.add("THREE");

        list.add("FOUR");

        System.out.println(list);     //Output : [ONE, TWO, THREE, FOUR]

        //Inserting "AAA" at index 1

        list.add(1, "AAA");

        //Inserting "BBB" at index 3

        list.add(3, "BBB");

        System.out.println(list);    //Output : [ONE, AAA, TWO, BBB, THREE, FOUR]

    }

}

**13) How do you remove an element from a particular position of an ArrayList?**

remove() method which takes int type as an argument is used to remove an element from a particular position of an ArrayList.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<String> list = new ArrayList<String>();

        list.add("AAA");

        list.add("BBB");

        list.add("ccc");

        list.add("DDD");

        list.add("e");

        System.out.println(list);     //Output : [AAA, BBB, ccc, DDD, e]

        //Removing an element from position 2

        list.remove(2);

        System.out.println(list);    //Output : [AAA, BBB, DDD, e]

        //Removing an element from position 3

        list.remove(3);

        System.out.println(list);   //Output : [AAA, BBB, DDD]

    }

}

### **14) How do you remove the given element from an ArrayList?**

**remove(Object obj)** method removes the first occurrence of the specified element ‘**obj**‘. If that element doesn’t exist, ArrayList will be unchanged.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<String> list = new ArrayList<String>();

        list.add("AAA");

        list.add("BBB");

        list.add("AAA");

        list.add("CCC");

        list.add("BBB");

        System.out.println(list);     //Output : [AAA, BBB, AAA, CCC, BBB]

        //Removing first occurrence of "AAA"

        list.remove("AAA");

        System.out.println(list);    //Output : [BBB, AAA, CCC, BBB]

        //Removing first occurrence of "BBB"

        list.remove("BBB");

        System.out.println(list);   //Output : [AAA, CCC, BBB]

    }

}

### **15) How do you remove all elements of an ArrayList at a time?**

**clear()** method removes all elements of an ArrayList. ArrayList will be empty after this method is executed.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<String> list = new ArrayList<String>();

        list.add("AAA");

        list.add("BBB");

        list.add("AAA");

        list.add("CCC");

        list.add("BBB");

        System.out.println(list);     //Output : [AAA, BBB, AAA, CCC, BBB]

        //Removing all elements of the list

        list.clear();

        System.out.println(list);    //Output : []

    }

}

**16) How do you retrieve a portion of an ArrayList?**

Using **subList()** method of ArrayList, we can retrieve a portion of an ArrayList. subList() method returns a view of a portion of an ArrayList in the given range. The returned subList is backed by original ArrayList. That means any changes made to subList will be reflected in original ArrayList or Vice-Versa.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<Integer> list = new ArrayList<Integer>();

        list.add(111);

        list.add(222);

        list.add(333);

        list.add(444);

        list.add(555);

        list.add(666);

        System.out.println(list);     //Output : [111, 222, 333, 444, 555, 666]

        //Retrieving a SubList

        List<Integer> subList = list.subList(1, 4);

        System.out.println(subList);    //Output : [222, 333, 444]

        //Modifying the list

        list.set(2, 000);

        //Changes will be reflected in subList

        System.out.println(subList);    //Output : [222, 0, 444]

        //Modifying the subList

        subList.set(2, 000);

        //Changes will be reflected in list

        System.out.println(list);    //Output : [111, 222, 0, 0, 555, 666]

    }

}

### **17) How do you join two ArrayLists?**

We can use addAll() method which takes Collection type as an argument to join two ArrayLists. This method appends all elements of the passed collection to the end of the invoking collection.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<Integer> list1 = new ArrayList<Integer>();

        list1.add(111);

        list1.add(222);

        list1.add(333);

        list1.add(444);

        System.out.println(list1);     //Output : [111, 222, 333, 444]

        ArrayList<Integer> list2 = new ArrayList<Integer>();

        list2.add(555);

        list2.add(666);

        list2.add(777);

        list2.add(888);

        System.out.println(list2);    //Output : [555, 666, 777, 888]

        //Joining list1 and list2

        list1.addAll(list2);

        System.out.println(list1);    //Output : [111, 222, 333, 444, 555, 666, 777, 888]

    }

}

**18) How do you insert more than one element at a particular position of an ArrayList?**

Another version of addAll() method which takes two arguments, one is index and another one is Collection type, can be used for this requirement. This method inserts all of the elements of passed collection at a specified position of an ArrayList.

public class MainClass

{

    public static void main(String[] args)

    {

        ArrayList<Integer> list1 = new ArrayList<Integer>();

        list1.add(111);

        list1.add(222);

        list1.add(333);

        list1.add(444);

        System.out.println(list1);     //Output : [111, 222, 333, 444]

        ArrayList<Integer> list2 = new ArrayList<Integer>();

        list2.add(555);

        list2.add(666);

        list2.add(777);

        list2.add(888);

        System.out.println(list2);    //Output : [555, 666, 777, 888]

        //Inserting all elements of list2 at index 2 of list1

        list1.addAll(2, list2);

        System.out.println(list1);    //Output : [111, 222, 555, 666, 777, 888, 333, 444]

    }

}

### Java ArrayList example to add elements

Here, we see different ways to add an element.

1. **import** java.util.\*;
2. **class** ArrayList7{
3. **public** **static** **void** main(String args[]){
4. ArrayList<String> al=**new** ArrayList<String>();
5. System.out.println("Initial list of elements: "+al);
6. //Adding elements to the end of the list
7. al.add("Ravi");
8. al.add("Vijay");
9. al.add("Ajay");
10. System.out.println("After invoking add(E e) method: "+al);
11. //Adding an element at the specific position
12. al.add(1, "Gaurav");
13. System.out.println("After invoking add(int index, E element) method: "+al);
14. ArrayList<String> al2=**new** ArrayList<String>();
15. al2.add("Sonoo");
16. al2.add("Hanumat");
17. //Adding second list elements to the first list
18. al.addAll(al2);
19. System.out.println("After invoking addAll(Collection<? extends E> c) method: "+al);
20. ArrayList<String> al3=**new** ArrayList<String>();
21. al3.add("John");
22. al3.add("Rahul");
23. //Adding second list elements to the first list at specific position
24. al.addAll(1, al3);
25. System.out.println("After invoking addAll(int index, Collection<? extends E> c) method: "+al);
27. }
28. }

### Java ArrayList example to remove elements

Here, we see different ways to remove an element.

1. **import** java.util.\*;
2. **class** ArrayList8 {
4. **public** **static** **void** main(String [] args)
5. {
6. ArrayList<String> al=**new** ArrayList<String>();
7. al.add("Ravi");
8. al.add("Vijay");
9. al.add("Ajay");
10. al.add("Anuj");
11. al.add("Gaurav");
12. System.out.println("An initial list of elements: "+al);
13. //Removing specific element from arraylist
14. al.remove("Vijay");
15. System.out.println("After invoking remove(object) method: "+al);
16. //Removing element on the basis of specific position
17. al.remove(0);
18. System.out.println("After invoking remove(index) method: "+al);
20. //Creating another arraylist
21. ArrayList<String> al2=**new** ArrayList<String>();
22. al2.add("Ravi");
23. al2.add("Hanumat");
24. //Adding new elements to arraylist
25. al.addAll(al2);
26. System.out.println("Updated list : "+al);
27. //Removing all the new elements from arraylist
28. al.removeAll(al2);
29. System.out.println("After invoking removeAll() method: "+al);
30. //Removing elements on the basis of specified condition
31. al.removeIf(str -> str.contains("Ajay"));   //Here, we are using Lambda expression
32. System.out.println("After invoking removeIf() method: "+al);
33. //Removing all the elements available in the list
34. al.clear();
35. System.out.println("After invoking clear() method: "+al);
36. }
37. }

**19) How to reverse ArrayList?**

ArrayList aList = new ArrayList();

//Add elements to ArrayList object

aList.add("1");

aList.add("2");

aList.add("3");

aList.add("4");

aList.add("5");

Collections.reverse(aList);

System.out.println("After Reverse Order, ArrayList Contains : " + aList);

**Java Program To Reverse An ArrayList :**

**import java.util.ArrayList;**

**import java.util.Collections;**

**public class ReverseArrayListExample**

**{**

**public static void main(String[] args)**

**{**

**//Constructing an ArrayList**

**ArrayList<String> list = new ArrayList<String>();**

**list.add("Gold");**

**list.add("Iron");**

**list.add("Copper");**

**list.add("Silver");**

**list.add("Nickel");**

**list.add("Cobalt");**

**list.add("Zinc");**

**//Printing list before reverse**

**System.out.println("ArrayList Before Reverse :");**

**System.out.println(list);**

**//Reversing the list using Collections.reverse() method**

**Collections.reverse(list);**

**//Printing list after reverse**

**System.out.println("ArrayList After Reverse :");**

**System.out.println(list);**

**}**

**}**

**Output :**

**ArrayList Before Reverse :**

**[Gold, Iron, Copper, Silver, Nickel, Cobalt, Zinc]**

**ArrayList After Reverse :**

**[Zinc, Cobalt, Nickel, Silver, Copper, Iron, Gold]**

# 20) Difference between length of Array and size of ArrayList in Java?

**Array** has length property which provides the length of the Array or Array object. It is the total space allocated in memory during the initialization of the array. Array is static so when we create an array of size n then n block are created of array type and JVM initialize every block by default value.

On the other hand, java **ArrayList** does not have length() method, java ArrayList has size() method for ArrayList which provides the total number of objects available in the collection.

|  |
| --- |
| public static void main(String[] args)      {            /\* creating an array A[] for 10 elements \*/          String A[] = new String[10];            /\* store 2 elements \*/          A[0] = "Hello";          A[1] = "Geeks!";            /\* print length of array A[] \*/          System.out.println(A.length); // 10            /\* Creating an ArrayList \*/          ArrayList<String> al = new ArrayList<String>();            /\* add 3 elements \*/          al.add("G");          al.add("F");          al.add("G");            /\* print size of ArrayList \*/          System.out.println(al.size()); // 3      }  } |

**Output:**

10

3

# 21) Convert an ArrayList of String to a String array in Java?

public class GFG {

    // Function to convert ArrayList<String> to String[]

    public static String[] GetStringArray(ArrayList<String> arr)

    {

        // declaration and initialise String Array

        String str[] = new String[arr.size()];

        // ArrayList to Array Conversion

        for (int j = 0; j < arr.size(); j++) {

            // Assign each value to String array

            str[j] = arr.get(j);

        }

        return str;

    }

    // Driver code

    public static void main(String[] args)

# {

        // declaration and initialise ArrayList

        ArrayList<String>

            a1 = new ArrayList<String>();

        a1.add("Geeks");

        a1.add("for");

        a1.add("Geeks");

        // print ArrayList

        System.out.println("ArrayList: " + a1);

        // Get String Array

        String[] str = GetStringArray(a1);

        // Print Array elements

        System.out.print("String Array[]: "

                         + Arrays.toString(str));

    }

}

# 23) How to make an ArrayList read only in Java?

An ArrayList can be made read-only easily with the help of Collections.unmodifiableList() method. This method takes the modifiable ArrayList as a parameter and returns the read-only unmodifiable view of this ArrayList.

readOnlyArrayList = Collections.unmodifiableList(ArrayList);

|  |
| --- |
| public class GFG1 {      public static void main(String[] argv)          throws Exception      {          try {                // creating object of ArrayList<Character>              List<Character> list = new ArrayList<Character>();                // populate the list              list.add('X');              list.add('Y');              list.add('Z');                // printing the list              System.out.println("Initial list: "                                 + list);                // getting readonly list              // using unmodifiableList() method              List<Character>                  immutablelist = Collections                                      .unmodifiableList(list);                // printing the list              System.out.println("ReadOnly ArrayList: "                                 + immutablelist);                // Adding element to new Collection              System.out.println("\nTrying to modify"                                 + " the ReadOnly ArrayList.");              immutablelist.add('A');          }            catch (UnsupportedOperationException e) {              System.out.println("Exception thrown : " + e);          }      }  } |

**Output:**

Initial list: [X, Y, Z]

ReadOnly ArrayList: [X, Y, Z]

Trying to modify the ReadOnly ArrayList.

Exception thrown : java.lang.UnsupportedOperationException

# 24) How to sort an ArrayList in Ascending Order in Java?

Collections.sort(ArrayList);

public static void main(String args[])

    {

        // Get the ArrayList

        ArrayList<String>

            list = new ArrayList<String>();

        // Populate the ArrayList

        list.add("Geeks");

        list.add("For");

        list.add("ForGeeks");

        list.add("GeeksForGeeks");

        list.add("A computer portal");

        // Print the unsorted ArrayList

        System.out.println("Unsorted ArrayList: "

                           + list);

        // Sorting ArrayList in ascending Order

        // using Collection.sort() method

        Collections.sort(list);

        // Print the sorted ArrayList

        System.out.println("Sorted ArrayList "

                           + "in Ascending order : "

                           + list);

    }

}

# 25) How to sort an ArrayList in Descending Order in Java?

There are two ways:

1. First sort in ascending order and then reverse.

Collections.sort(list);  
Collections.reverse(list);

1. Use Collection.reverseorder

Collections.sort(ArrayList, Collections.reverseOrder());

public class GFG {

    public static void main(String args[])

    {

        // Get the ArrayList

        ArrayList<String>

            list = new ArrayList<String>();

        // Populate the ArrayList

        list.add("Geeks");

        list.add("For");

        list.add("ForGeeks");

        list.add("GeeksForGeeks");

        list.add("A computer portal");

        // Print the unsorted ArrayList

        System.out.println("Unsorted ArrayList: "

                           + list);

        // Sorting ArrayList in descending Order

        // using Collection.sort() method

        // by passing Collections.reverseOrder() as comparator

        Collections.sort(list, Collections.reverseOrder());

        // Print the sorted ArrayList

        System.out.println("Sorted ArrayList "

                           + "in Descending order : "

                           + list);

    }

}

# 26)What is subList() method in ArrayList?

public List subList(int fromIndex, int toIndex)

**Parameters:** This method takes the following argument as a parameter.

* **fromIndex –** low endpoint (inclusive) of the subList
* **toIndex –** high endpoint (exclusive) of the subList

|  |
| --- |
| public class GFG1 {      public static void main(String[] argv)          throws Exception      {            try {                // Creating object of ArrayList<Integer>              ArrayList<String>                  arrlist = new ArrayList<String>();                // Populating arrlist1              arrlist.add("A");              arrlist.add("B");              arrlist.add("C");              arrlist.add("D");              arrlist.add("E");                // print arrlist              System.out.println("Orignal arrlist: "                                 + arrlist);                // getting the subList              // using subList() method              List<String> arrlist2 = arrlist.subList(2, 4);                // print the subList              System.out.println("Sublist of arrlist: "                                 + arrlist2);          }            catch (IndexOutOfBoundsException e) {              System.out.println("Exception thrown : " + e);          }            catch (IllegalArgumentException e) {              System.out.println("Exception thrown : " + e);          }      }  } |

* **Output:**
* Orignal arrlist: [A, B, C, D, E]
* Sublist of arrlist: [C, D]

# 28) Program to convert ArrayList to LinkedList in Java?

**Algorithm**:

1. Get the ArrayList to be converted.
2. Create an empty LinkedList
3. Iterate through the items in the ArrayList.
4. For each item, add it to the LinkedList
5. Return the formed LinkedList

**29) How to compare two ArrayList in Java**

public static void main(String [] args)

{

ArrayList<String> al1= new ArrayList<String>();

al1.add("hi");

al1.add("How are you");

al1.add("Good Morning");

al1.add("bye");

al1.add("Good night");

ArrayList<String> al2= new ArrayList<String>();

al2.add("Howdy");

al2.add("Good Evening");

al2.add("bye");

al2.add("Good night");

//Storing the comparison output in ArrayList<String>

ArrayList<String> al3= new ArrayList<String>();

for (String temp : al1)

al3.add(al2.contains(temp) ? "Yes" : "No");

System.out.println(al3);

**}**

**30) swapping two elements in ArrayList**

public class SwappingExample {

public static void main(String a[]){

ArrayList<String> al = new ArrayList<String>();

al.add("Sachin");

al.add("Rahul");

al.add("Saurav");

al.add("Sunil");

al.add("Kapil");

al.add("Vinod");

System.out.println("ArrayList before Swap:");

for(String temp: al){

System.out.println(temp);

}

//Swapping 2nd(index 1) element with the 5th(index 4) element

Collections.swap(al, 1, 4);

System.out.println("ArrayList after swap:");

for(String temp: al){

System.out.println(temp);

}

}

}

**31) How to serialize ArrayList in java**

[ArrayList](https://docs.oracle.com/javase/6/docs/api/java/util/ArrayList.html) is [serializable](https://docs.oracle.com/javase/6/docs/api/java/io/Serializable.html) by **default**. This means you need not to implement Serializable interface explicitly in order to serialize an ArrayList. In this tutorial we will learn how to serialize and de-serialize an ArrayList.

package beginnersbook.com;

import java.util.ArrayList;

import java.io.\*;

public class ArrayListSerialization

{

public static void main(String [] args)

{

ArrayList<String> al=new ArrayList<String>();

al.add("Hello");

al.add("Hi");

al.add("Howdy");

try{

FileOutputStream fos= new FileOutputStream("myfile");

ObjectOutputStream oos= new ObjectOutputStream(fos);

oos.writeObject(al);

oos.close();

fos.close();

}catch(IOException ioe){

ioe.printStackTrace();

}

}

}

**De-Serialization**:

In this class we are retrieving the stream of bytes from myfile which we have stored using the above class. We are type casting the returned object to ArrayList and displaying the elements of ArrayList.

package beginnersbook.com;

import java.io.\*;

import java.util.ArrayList;

public class DeSerializationClass

{

public static void main(String [] args)

{

ArrayList<String> arraylist= new ArrayList<String>();

try

{

FileInputStream fis = new FileInputStream("myfile");

ObjectInputStream ois = new ObjectInputStream(fis);

arraylist = (ArrayList) ois.readObject();

ois.close();

fis.close();

}catch(IOException ioe){

ioe.printStackTrace();

return;

}catch(ClassNotFoundException c){

System.out.println("Class not found");

c.printStackTrace();

return;

}

for(String tmp: arraylist){

System.out.println(tmp);

}

}

}

**32) How to join/combine two ArrayLists in java**

import java.util.ArrayList;

public class Details

{

public static void main(String [] args)

{

//First ArrayList

ArrayList<String> arraylist1=new ArrayList<String>();

arraylist1.add("AL1: E1");

arraylist1.add("AL1: E2");

arraylist1.add("AL1: E3");

//Second ArrayList

ArrayList<String> arraylist2=new ArrayList<String>();

arraylist2.add("AL2: E1");

arraylist2.add("AL2: E2");

arraylist2.add("AL2: E3");

//New ArrayList

ArrayList<String> al= new ArrayList<String>();

al.addAll(arraylist1);

al.addAll(arraylist2);

//Displaying elements of the joined ArrayList

for(String temp: al){

System.out.println(temp);

}

}

}

**33) How to clone an ArrayList to another ArrayList**

In this tutorial we will learn how to clone an ArrayList to another one. We would be using [clone() method](https://docs.oracle.com/javase/7/docs/api/java/util/ArrayList.html#clone()) of ArrayList class to serve our purpose.

import java.util.ArrayList;

public class Details {

public static void main(String a[]){

ArrayList<String> al = new ArrayList<String>();

//Adding elements to the ArrayList

al.add("Apple");

al.add("Orange");

al.add("Mango");

al.add("Grapes");

System.out.println("ArrayList: "+al);

ArrayList<String> al2 = (ArrayList<String>)al.clone();

System.out.println("Shallow copy of ArrayList: "+ al2);

//add and remove on original ArrayList

al.add("Fig");

al.remove("Orange");

//Display of both ArrayLists after add & remove

System.out.println("Original ArrayList:"+al);

System.out.println("Cloned ArrayList:"+al2);

}

}

Output:

ArrayList: [Apple, Orange, Mango, Grapes]

Shallow copy of ArrayList: [Apple, Orange, Mango, Grapes]

Original ArrayList:[Apple, Mango, Grapes, Fig]

Cloned ArrayList:[Apple, Orange, Mango, Grapes]

34) [**Increase the capacity(size) of ArrayList**](https://beginnersbook.com/2013/12/java-arraylist-ensurecapacity-method-example/)

ArrayList internally implements growable dynamic array which means it can increase and decrease its size automatically. If we try to add an element to a already full ArrayList then it automatically re-sized internally to accommodate the new element however sometimes its not a good approach.

Consider a scenario when there is a need to add huge number of elements to an already full ArrayList, in such case ArrayList has to be resized several number of times which would result in a poor performance. For such scenarios ensureCapacity() method of Java.util.ArrayList class is very useful as it increases the size of the ArrayList by a specified capacity.

import java.util.ArrayList;

public class EnsureCapacityExample {

public static void main(String args[]) {

// ArrayList with Capacity 4

ArrayList<String> al = new ArrayList<String>(4);

//Added 4 elements

al.add("Hi");

al.add("Hello");

al.add("Bye");

al.add("GM");

//Increase capacity to 5

al.ensureCapacity(5);

al.add("GE");

// let us print all the elements available in list

for (String temp: al) {

System.out.println(temp);

}

}

}

# 35) What is ArrayList trimToSize() in ArrayList?

The **trimToSize()** method of [**ArrayList**](https://www.geeksforgeeks.org/arraylist-in-java/) in Java trims the capacity of an ArrayList instance to be the list’s current size.
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public class GFG {

    public static void main(String[] args)

    {

        // creating an Empty Integer ArrayList

        ArrayList<Integer> arr = new ArrayList<Integer>(9);

        // using add(), add 5 values

        arr.add(2);

        arr.add(4);

        arr.add(5);

        arr.add(6);

        arr.add(11);

        // trims the size to the number of elements

        arr.trimToSize();

        System.out.println("The List elements are:");

        // prints all the elements

        for (Integer number : arr) {

            System.out.println("Number = " + number);

        }

    }

}

# 36) What is removeRange() in ArrayList Java?

The **removeRange()** method of [**ArrayList**](https://www.geeksforgeeks.org/arraylist-in-java/) in Java is used to remove all elements within the specified range from an ArrayList object.

removeRange(int fromIndex, int toIndex)

* **fromIndex** − This is the index of first element to be removed.
* **toIndex** − This is the index after last element to be removed.
* public class ArrayListDemo extends ArrayList {
* public static void main(String[] args) {
* // create an empty array list
* ArrayListDemo arrlist = new ArrayListDemo();
* // use add() method to add values in the list
* arrlist.add(10);
* arrlist.add(12);
* arrlist.add(31);
* // print the list
* System.out.println("The list:" + arrlist);
* // removing range of 1st 2 elements
* arrlist.removeRange(0,2);
* System.out.println("The list after using removeRange:" + arrlist);
* }
* }
* Let us compile and run the above program, this will produce the following result −
* The list:[10, 12, 31]
* The list after using removeRange:[31]

37) Given an arraylist, convert it into a  HashSet of strings in Java?

**Method 1 (Simple)**

class Test {

    public static void main(String[] args)

    {

        // Creating a list of strings

        List<String> aList = Arrays.asList("Geeks", "for",

                     "GeeksQuiz", "GeeksforGeeks", "GFG");

        Set<String> hSet = new HashSet<String>();

        for (String x : aList)

            hSet.add(x);

        System.out.println("Created HashSet is");

        for (String x : hSet)

            System.out.println(x);

        // We can created TreeSet same way

    }

}

**Method 2 (Using addAll method)**

class Test {

    public static void main(String[] args)

    {

        // Creating a list of strings

        List<String> aList = Arrays.asList("Geeks", "for",

                    "GeeksQuiz", "GeeksforGeeks", "GFG");

        Set<String> hSet = new HashSet<String>(aList);

        hSet.addAll(aList);

        System.out.println("Created HashSet is");

        for (String x : hSet)

            System.out.println(x);

        Set<String> tSet = new TreeSet<String>(aList);

        tSet.addAll(aList);

        System.out.println("Created TreeSet is");

        for (String x : tSet)

            System.out.println(x);

    }

}

# 37) Synchronization of ArrayList in Java?

Implementation of arrayList is not synchronized is by default. It means if a thread modifies it structurally and multiple threads access it concurrently, it must be synchronized externally.

Structural modification means addition or deletion of element(s) from the list or explicitly resizes the backing array. Changing the value of existing element is not structural modification.

**Using Collections.synchronizedList() method**

1. **import** java.util.\*;
2. **public** **class** SyncronizeArrayList {
3. **public** **static** **void** main(String args[]) {
4. // Non Synchronized ArrayList
5. List<String> fruitList = **new** ArrayList<String>();
7. fruitList.add("Mango");
8. fruitList.add("Banana");
9. fruitList.add("Apple");
10. fruitList.add("Strawberry");
11. fruitList.add("Pineapple");
13. // Synchronizing ArrayList in Java
14. furitList = Collections.synchronizedList(fruitList);
16. // we must use synchronize block to avoid non-deterministic behavior
17. **synchronized** (fruitList) {
18. Iterator<String> itr = fruitList.iterator();
19. **while** (itr.hasNext()) {
20. System.out.println(itr.next());
21. }
22. }
23. }
24. }

38) What is time complexity of ArrayList for different operations?

|  |  |  |  |
| --- | --- | --- | --- |
| Operation | Array | ArrayList | Singly Linked List |
| Read (any where) | O(1) | O(1) | O(n) |
| Add/Remove at end | O(1) | O(1) | O(n) |
| Add/Remove in the interior | O(n) | O(n) | O(n) |
| Resize | O(n) | N/A | N/A |
| Find By position | O(1) | O(1) | O(n) |
| Find By target (value) | O(n) | O(n) | O(n) |

38) How to find largest and smallest number in unsorted array?  
  
This is a rather simple array interview question. You have given an unsorted integer array and you need to find the largest and smallest element in the array. Of course, you can sort the array and then pick the top and bottom element but that would cost you O(NLogN) because of sorting, getting element in array with index is O(1) operation.