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# Общие сведения

## Наименования модели агентов

Полное наименование агентурной модели: динамическая система подбора машин такси для клиентов.

## Текстовое описание модели

Агенты такси создаются и добавляют себя в систему DF, клиенты делают запрос на вызов такси, координатор получает запрос, находит ближайшее не занятой такси, передает необходимые данные клиенту и такси. В случае отсутствия доступных такси, координатор ставит клиента в очередь.

## Анализ типов агентов

|  |  |  |  |
| --- | --- | --- | --- |
| **Наименование агента** | **Входные величины** | **Внутренние величины** | **Выходные величины** |
| Такси | * Координаты клиента; | * Текущие координаты такси; * Локальное имя агента; | * Отправка координатору информации о своем местоположении на запрос в случае незанятости агента; * Отправка координатору информации о завершении поездки в случае принятия подтверждения о выдаче заказа от координатора; |
| Клиент | * Локальное имя агента такси, назначенного на выполнение заказа координатором; | * Координаты клиента; * Локальное имя агента клиента | * Отправка запроса координатору на вызов такси с передачей своих координат; |
| Координатор | * Текущие координаты такси; * Координаты, указанные агентом-клиентом. | * Очередь клиентов; * Класс данных, содержащий поля AID клиента и его координат; | * Запрос всем агентам такси из DF на получение их текущих координат; * Подтверждение заказа ближайшему к указанным клиентом координатам доступному агенту такси; * Информирование клиента о подтверждении вызова такси; |

# Описание внутренних процессов

## Агент такси

Осуществляет цель выполнения услуги перевозки клиента в рамках общения с координатором:

* Внешняя цель – выполнить заказ, выданный координатором;
* Внутренняя цель – довести клиента до полученных координат и проинформировать координатора;

## Агент клиент

Осуществляет цель запроса услуги перевозки:

* Внешняя цель – запросить координатора подобрать ему такси;
* Внутренняя цель – заполнение вводных координат, ожидание сообщения от координатора о подтверждении поездки, удаление себя;

## Агент координатор

* Внешняя цель – получать запросы от клиентов, подбирать такси, информировать обоих агентов;
* Внутренняя цель – расчет расстояний между агентами клиента и такси, нахождение ближайшего к координатам клиента агента такси;

# Описание взаимодействия агентов друг с другом

Агент клиента взаимодействует с:

* Агентом координатором;

Агент координатор взаимодействует с:

* Агентом клиентом;
* Агентом такси;

Агент такси взаимодействует с:

* Агентом координатором;

Агенты такси вносят себя в DF в момент своей инициализации, генерируют свои координаты. Агент клиент в момент своей инициализации запускает OneShotBehaviour, в котором отправляет запрос агенту координатору на вызов такси. Агент координатор, получив запрос, добавляет его в очередь клиентов. Далее агент координатор берет пер вого клиента в очереди по принципу FIFO, опрашивает всех агентов такси через DF. Агенты такси отвечают при условии, что они свободны. Если в данный момент отсутствуют доступные агенты такси, координатор ничего не делает и уведомляет об этом в консоль, продолжая свою попытку обработать клиента в очереди спустя секунду времени. Если доступные агенты такси имеются, агент координатор итерирует по полученному списку, находя ближайшего к указанным клиентом координатам агента такси. Далее агент координатор подтверждает заказ выбранному агенту такси и информирует об этом клиента. Клиент удаляет себя по получении сообщения об успехе от координатора. Агент такси меняет свой статус на “занятый”, ожидает некоторое время и по окончании поездки возвращает статус “свободный”, информируя при этом координатора.

# Характеристики среды вокруг агентов

Базовая среды Jade без сторонних модификаций.

# Схема взаимодействия агентов

![](data:image/png;base64,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)

Рисунок 1 – Схема мультиагентной модели “Такси”

# Код агентов

## ClientAgent

1. public class ClientAgent extends Agent {
3. private String location;
4. private String localName;
5. @Override
6. protected void setup() {
7. Object[] args = getArguments();
8. if (args != null && args.length > 0) {
9. StringBuilder sb = new StringBuilder();
10. for (int i = 0; i < args.length; i++) {
11. if (i > 0) sb.append(",");
12. sb.append(args[i]);
13. }
14. location = sb.toString();
15. } else {
16. location = "0,0";
17. }
18. localName = getLocalName();
19. addBehaviour(new RequestTaxiBehaviour());
20. }
21. private class RequestTaxiBehaviour extends OneShotBehaviour {
22. @Override
23. public void action() {
24. ACLMessage msg = new ACLMessage(ACLMessage.REQUEST);
25. msg.addReceiver(new AID("coordinator", AID.ISLOCALNAME));
26. msg.setContent(location);
27. send(msg);
28. MessageTemplate mt = MessageTemplate.MatchPerformative(ACLMessage.INFORM);
29. ACLMessage reply = blockingReceive(mt);
30. if (reply != null) {
31. String taxiID = reply.getContent();
32. System.out.println("(Client) " + localName + ": Taxi " + taxiID + " will pick me up at " + location);
33. doDelete();
34. }
35. }
36. }
38. }

## TaxiAgent

1. public class TaxiAgent extends Agent {
3. private boolean busy = false;
4. private String location;
5. private String localName;
6. @Override
7. protected void setup() {
8. Random rand = new Random();
9. location = rand.nextInt(10) + "," + rand.nextInt(10);
10. DFAgentDescription dfd = new DFAgentDescription();
11. dfd.setName(getAID());
12. ServiceDescription sd = new ServiceDescription();
13. sd.setType("taxi");
14. sd.setName(getLocalName());
15. localName = getLocalName();
16. dfd.addServices(sd);
17. try {
18. DFService.register(this, dfd);
19. } catch (FIPAException fe) {
20. fe.printStackTrace();
21. }
22. System.out.println("(Taxi)" + localName + ": Is ready, start location: " + location);
23. addBehaviour(new RespondToCoordinatorBehaviour());
24. }
25. @Override
26. protected void takeDown() {
27. try {
28. DFService.deregister(this);
29. } catch (FIPAException fe) {
30. fe.printStackTrace();
31. }
32. }
33. private class RespondToCoordinatorBehaviour extends CyclicBehaviour {
34. @Override
35. public void action() {
36. ACLMessage msg = receive();
37. if (msg != null) {
38. if (msg.getPerformative() == ACLMessage.REQUEST && !busy) {
39. ACLMessage reply = msg.createReply();
40. reply.setPerformative(ACLMessage.INFORM);
41. reply.setContent(location);
42. send(reply);
43. } else if (msg.getPerformative() == ACLMessage.CONFIRM) {
44. busy = true;
45. String clientLocation = msg.getContent();
46. System.out.println("(Taxi)" + localName + ": Picking up client at " + clientLocation);
47. doWait(5000);
48. Random rand = new Random();
49. location = rand.nextInt(10) + "," + rand.nextInt(10);
50. busy = false;
51. System.out.println("(Taxi)" + localName + ": Finished the drive and now is free, current location: " + location);
52. ACLMessage done = new ACLMessage(ACLMessage.INFORM);
53. done.addReceiver(new AID("coordinator", AID.ISLOCALNAME));
54. done.setContent("done");
55. send(done);
56. }
57. } else {
58. block();
59. }
60. }
61. }
63. }

## CoordinatorAgent

1. public class CoordinatorAgent extends Agent {
3. private Queue<ClientRequest> clientQueue = new LinkedList<>();
4. @Override
5. protected void setup() {
6. addBehaviour(new HandleRequestsBehaviour());
7. addBehaviour(new CheckQueueBehaviour());
8. }
9. private class HandleRequestsBehaviour extends CyclicBehaviour {
10. @Override
11. public void action() {
12. ACLMessage msg = receive();
13. if (msg != null && msg.getPerformative() == ACLMessage.REQUEST) {
14. String clientLocation = msg.getContent();
15. AID client = msg.getSender();
16. clientQueue.add(new ClientRequest(client, clientLocation));
17. } else {
18. block();
19. }
20. }
21. }
22. private class CheckQueueBehaviour extends CyclicBehaviour {
23. @Override
24. public void action() {
25. if (!clientQueue.isEmpty()) {
26. ClientRequest clientRequest = clientQueue.peek();
27. DFAgentDescription template = new DFAgentDescription();
28. ServiceDescription sd = new ServiceDescription();
29. sd.setType("taxi");
30. template.addServices(sd);
31. try {
32. DFAgentDescription[] result = DFService.search(myAgent, template);
33. List<AID> taxiAgents = new ArrayList<>();
34. for (DFAgentDescription dfd : result) {
35. taxiAgents.add(dfd.getName());
36. }
37. if (!taxiAgents.isEmpty()) {
38. ACLMessage request = new ACLMessage(ACLMessage.REQUEST);
39. for (AID taxi : taxiAgents) {
40. request.addReceiver(taxi);
41. }
42. send(request);
43. Map<AID, Double> taxiDistances = new HashMap<>();
44. for (int i = 0; i < taxiAgents.size(); i++) {
45. MessageTemplate mt = MessageTemplate.MatchPerformative(ACLMessage.INFORM);
46. ACLMessage reply = blockingReceive(mt, 1000); // Ждем ответ в течение 1 секунды
47. if (reply != null) {
48. String taxiLocation = reply.getContent();
49. AID taxi = reply.getSender();
50. double distance = calculateDistance(clientRequest.location, taxiLocation);
51. taxiDistances.put(taxi, distance);
52. }
53. }
54. AID closestTaxi = null;
55. double minDistance = Double.MAX\_VALUE;
56. for (Map.Entry<AID, Double> entry : taxiDistances.entrySet()) {
57. if (entry.getValue() < minDistance) {
58. minDistance = entry.getValue();
59. closestTaxi = entry.getKey();
60. }
61. }
62. if (closestTaxi != null) {
63. ACLMessage confirm = new ACLMessage(ACLMessage.CONFIRM);
64. confirm.addReceiver(closestTaxi);
65. confirm.setContent(clientRequest.location);
66. send(confirm);
67. ACLMessage informClient = new ACLMessage(ACLMessage.INFORM);
68. informClient.addReceiver(clientRequest.client);
69. informClient.setContent(closestTaxi.getLocalName());
70. send(informClient);
71. // System.out.println("Coordinator: Assigned " + closestTaxi.getLocalName() + " to client at " + clientRequest.location);
72. System.out.println("Coordinator: Assigned " + closestTaxi.getLocalName() + " to " + clientRequest.client.getLocalName() + " at " + clientRequest.location);
73. clientQueue.poll();
74. }
75. }
76. else
77. {
78. System.out.println("Coordinator: No available taxi to pick up " + clientRequest.client.getLocalName() + " at the moment");
79. doWait(1000);
80. }
81. } catch (FIPAException fe) {
82. fe.printStackTrace();
83. }
84. } else {
85. block(1000);
86. }
87. }
88. private double calculateDistance(String loc1, String loc2) {
89. try {
90. String[] coords1 = loc1.split(",");
91. String[] coords2 = loc2.split(",");
92. int x1 = Integer.parseInt(coords1[0]);
93. int y1 = Integer.parseInt(coords1[1]);
94. int x2 = Integer.parseInt(coords2[0]);
95. int y2 = Integer.parseInt(coords2[1]);
96. return Math.sqrt(Math.pow(x2 - x1, 2) + Math.pow(y2 - y1, 2));
97. } catch (NumberFormatException | ArrayIndexOutOfBoundsException e) {
98. System.err.println("Error parsing coordinates: " + loc1 + ", " + loc2);
99. e.printStackTrace();
100. return Double.MAX\_VALUE;
101. }
102. }
103. }
104. private static class ClientRequest {
105. AID client;
106. String location;
107. ClientRequest(AID client, String location) {
108. this.client = client;
109. this.location = location;
110. }
111. }
113. }