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library(pacman)

## Warning: package 'pacman' was built under R version 4.1.2

require(caTools)

## Loading required package: caTools

## Warning: package 'caTools' was built under R version 4.1.2

library(glmnet)

## Warning: package 'glmnet' was built under R version 4.1.2

## Loading required package: Matrix

## Loaded glmnet 4.1-3

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(psych)

## Warning: package 'psych' was built under R version 4.1.2

library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.5 v stringr 1.4.0  
## v tidyr 1.1.4 v forcats 0.5.1  
## v readr 2.1.0

## Warning: package 'readr' was built under R version 4.1.2

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x ggplot2::%+%() masks psych::%+%()  
## x ggplot2::alpha() masks psych::alpha()  
## x tidyr::expand() masks Matrix::expand()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x tidyr::pack() masks Matrix::pack()  
## x tidyr::unpack() masks Matrix::unpack()

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(pls)

##   
## Attaching package: 'pls'

## The following object is masked from 'package:caret':  
##   
## R2

## The following object is masked from 'package:stats':  
##   
## loadings

library(e1071)  
library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

library(klaR)  
library(nnet)  
library(sigmoid)

##   
## Attaching package: 'sigmoid'

## The following object is masked from 'package:e1071':  
##   
## sigmoid

## The following objects are masked from 'package:psych':  
##   
## logistic, logit

library(nnet)  
library(fastDummies)  
library(gam); data("kyphosis")

## Loading required package: splines

## Loading required package: foreach

##   
## Attaching package: 'foreach'

## The following objects are masked from 'package:purrr':  
##   
## accumulate, when

## Loaded gam 1.20

head(kyphosis)

## Kyphosis Age Number Start  
## 1 absent 71 3 5  
## 2 absent 158 3 14  
## 3 present 128 4 5  
## 4 absent 2 5 1  
## 5 absent 1 4 15  
## 6 absent 1 2 16

#### Question 1:

#### Use data set kyphosis from R package “gam”, randomly divide the data into training (75%) and testing (25%) set.

#Splitting Data into Training and Testing Data  
set.seed(11)  
  
training.samples <- kyphosis$Kyphosis %>%  
 createDataPartition(p = 0.75, list = FALSE)  
train.data <- kyphosis[training.samples, ]  
train.data = data.frame(train.data)  
test.data <- kyphosis[-training.samples, ]  
test.data = data.frame(test.data)  
  
  
#Proving the proper split  
SizeOriginal <- nrow(kyphosis)  
SizeTraining <- nrow(train.data)  
SizeTest <- nrow(test.data)  
PercentageTraining <- (SizeTraining/SizeOriginal)\*100  
PercentageTest <- (SizeTest/SizeOriginal)\*100  
  
sprintf('Percent of Testing Data = %f', PercentageTest)

## [1] "Percent of Testing Data = 24.691358"

sprintf('Percent of Training Data = %f', PercentageTraining)

## [1] "Percent of Training Data = 75.308642"

#### Question 1.1: Use function “gam” to fit a logistic regression model. Add nonlinear terms as you see fit.

gam2 = gam(I(Kyphosis == "present") ~ s(Age, 1) + s(Start, 1) + s(Number, 1), data = kyphosis)  
par(mfrow = c(1,3))  
plot(gam2, se = TRUE, col = "blue")

![](data:image/png;base64,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)

summary(gam2)

##   
## Call: gam(formula = I(Kyphosis == "present") ~ s(Age, 1) + s(Start,   
## 1) + s(Number, 1), data = kyphosis)  
## Deviance Residuals:  
## Min 1Q Median 3Q Max   
## -0.79440 -0.22356 -0.08478 0.10205 0.84767   
##   
## (Dispersion Parameter for gaussian family taken to be 0.1295)  
##   
## Null Deviance: 13.4321 on 80 degrees of freedom  
## Residual Deviance: 9.9738 on 77 degrees of freedom  
## AIC: 70.2143   
##   
## Number of Local Scoring Iterations: NA   
##   
## Anova for Parametric Effects  
## Df Sum Sq Mean Sq F value Pr(>F)   
## s(Age, 1) 1 0.2148 0.21482 1.6585 0.20166   
## s(Start, 1) 1 2.7688 2.76875 21.3755 1.495e-05 \*\*\*  
## s(Number, 1) 1 0.4747 0.47473 3.6651 0.05928 .   
## Residuals 77 9.9738 0.12953   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Anova for Nonparametric Effects  
## Npar Df Npar F Pr(F)   
## (Intercept)   
## s(Age, 1) 0 5.3410 0.0001229 \*\*\*  
## s(Start, 1) 0 2.0050 1.855e-05 \*\*\*  
## s(Number, 1) 0 1.4719 6.649e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

gam3 = gam(I(Kyphosis == "present") ~ s(Age, 2) + s(Start, 2) + s(Number, 2), data = kyphosis)  
par(mfrow = c(1,3))  
plot(gam3, se = TRUE, col = "blue")
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summary(gam3)

##   
## Call: gam(formula = I(Kyphosis == "present") ~ s(Age, 2) + s(Start,   
## 2) + s(Number, 2), data = kyphosis)  
## Deviance Residuals:  
## Min 1Q Median 3Q Max   
## -0.71851 -0.21284 -0.08937 0.13918 0.83742   
##   
## (Dispersion Parameter for gaussian family taken to be 0.1232)  
##   
## Null Deviance: 13.4321 on 80 degrees of freedom  
## Residual Deviance: 9.1148 on 74 degrees of freedom  
## AIC: 68.9197   
##   
## Number of Local Scoring Iterations: NA   
##   
## Anova for Parametric Effects  
## Df Sum Sq Mean Sq F value Pr(>F)   
## s(Age, 2) 1 0.2180 0.21797 1.7697 0.1875   
## s(Start, 2) 1 2.5198 2.51980 20.4573 2.276e-05 \*\*\*  
## s(Number, 2) 1 0.3167 0.31668 2.5710 0.1131   
## Residuals 74 9.1148 0.12317   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Anova for Nonparametric Effects  
## Npar Df Npar F Pr(F)   
## (Intercept)   
## s(Age, 2) 1 4.3134 0.04128 \*  
## s(Start, 2) 1 1.9533 0.16641   
## s(Number, 2) 1 0.7029 0.40451   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

gam4 = gam(I(Kyphosis == "present") ~ s(Age, 8) + s(Start, 8) + s(Number, 8), data = kyphosis)  
par(mfrow = c(1,3))  
plot(gam4, se = TRUE, col = "blue")
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summary(gam4)

##   
## Call: gam(formula = I(Kyphosis == "present") ~ s(Age, 8) + s(Start,   
## 8) + s(Number, 8), data = kyphosis)  
## Deviance Residuals:  
## Min 1Q Median 3Q Max   
## -0.56001 -0.19540 -0.02147 0.12652 0.79512   
##   
## (Dispersion Parameter for gaussian family taken to be 0.1223)  
##   
## Null Deviance: 13.4321 on 80 degrees of freedom  
## Residual Deviance: 6.9723 on 57.0001 degrees of freedom  
## AIC: 81.2155   
##   
## Number of Local Scoring Iterations: NA   
##   
## Anova for Parametric Effects  
## Df Sum Sq Mean Sq F value Pr(>F)   
## s(Age, 8) 1 0.4231 0.42311 3.459 0.06807 .   
## s(Start, 8) 1 3.0664 3.06641 25.068 5.658e-06 \*\*\*  
## s(Number, 8) 1 0.2764 0.27644 2.260 0.13828   
## Residuals 57 6.9723 0.12232   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Anova for Nonparametric Effects  
## Npar Df Npar F Pr(F)  
## (Intercept)   
## s(Age, 8) 7 0.69659 0.6746  
## s(Start, 8) 7 1.14700 0.3475  
## s(Number, 8) 6 1.36658 0.2438

#### Question 1.2: Compare your testing results of the model built in 1.1 with the results you obtained in HW2 Q2 (2.2). Do you observe any improvements? Why or why not?

# Rerun of Homework 2 Question 2  
  
# Fit the model  
model.lReg <- nnet::multinom(Kyphosis ~., data = train.data)

## # weights: 5 (4 variable)  
## initial value 42.281978   
## iter 10 value 25.720280  
## final value 25.720273   
## converged

predicted.lReg <- model.lReg %>% predict(test.data)  
accuracy.lReg <- mean(predicted.lReg == test.data$Kyphosis)  
sprintf('Model Accuracy = %f', accuracy.lReg)

## [1] "Model Accuracy = 0.850000"

confusionM.lReg<-confusionMatrix(predicted.lReg, test.data$Kyphosis)  
print(confusionM.lReg)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction absent present  
## absent 16 3  
## present 0 1  
##   
## Accuracy : 0.85   
## 95% CI : (0.6211, 0.9679)  
## No Information Rate : 0.8   
## P-Value [Acc > NIR] : 0.4114   
##   
## Kappa : 0.3478   
##   
## Mcnemar's Test P-Value : 0.2482   
##   
## Sensitivity : 1.0000   
## Specificity : 0.2500   
## Pos Pred Value : 0.8421   
## Neg Pred Value : 1.0000   
## Prevalence : 0.8000   
## Detection Rate : 0.8000   
## Detection Prevalence : 0.9500   
## Balanced Accuracy : 0.6250   
##   
## 'Positive' Class : absent   
##

summary(model.lReg)

## Call:  
## nnet::multinom(formula = Kyphosis ~ ., data = train.data)  
##   
## Coefficients:  
## Values Std. Err.  
## (Intercept) -2.802845551 1.651499825  
## Age 0.008487559 0.006541321  
## Number 0.452436071 0.241935524  
## Start -0.116142793 0.077015622  
##   
## Residual Deviance: 51.44055   
## AIC: 59.44055

print(anova(gam2, gam3, gam4, test = "F"))

## Analysis of Deviance Table  
##   
## Model 1: I(Kyphosis == "present") ~ s(Age, 1) + s(Start, 1) + s(Number,   
## 1)  
## Model 2: I(Kyphosis == "present") ~ s(Age, 2) + s(Start, 2) + s(Number,   
## 2)  
## Model 3: I(Kyphosis == "present") ~ s(Age, 8) + s(Start, 8) + s(Number,   
## 8)  
## Resid. Df Resid. Dev Df Deviance F Pr(>F)   
## 1 77 9.9738   
## 2 74 9.1148 3 0.85894 2.3407 0.08286 .  
## 3 57 6.9723 17 2.14247 1.0303 0.44166   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

## Comparing GAM models using residual deviance, which shows how well the model responds to the predictors  
### GAM 2: 9.9738  
### GAM 3: 9.1148  
### GAM 4: 6.9723  
### Original Model: 51.446  
  
## Comparing Models using AIC, a previous used metric to compare models.  
### GAM 2: 70.2143   
### GAM 3: 68.9197  
### GAM 4: 81.2155  
### Original Model: 59.4405  
  
  
# Discussion:   
## This makes me believe model GAM 3 would be the best fit including the solution from our last homework. This is due the model having both the second lowest AIC and Residual Deviance which makes it the best model overall.

#### Question 2

#### Use data set CanadianWeather from R package “fda”

library(fda); data("CanadianWeather")

## Warning: package 'fda' was built under R version 4.1.2

## Loading required package: fds

## Warning: package 'fds' was built under R version 4.1.2

## Loading required package: rainbow

## Warning: package 'rainbow' was built under R version 4.1.2

## Loading required package: pcaPP

## Warning: package 'pcaPP' was built under R version 4.1.2

## Loading required package: RCurl

##   
## Attaching package: 'RCurl'

## The following object is masked from 'package:tidyr':  
##   
## complete

## Loading required package: deSolve

## Warning: package 'deSolve' was built under R version 4.1.2

##   
## Attaching package: 'fda'

## The following object is masked from 'package:lattice':  
##   
## melanoma

## The following object is masked from 'package:graphics':  
##   
## matplot

#### Question 2.1: Choose the level of smoothing using generalized cross validation criterion to represent CanadianWeather$monthlyPrecip using a functional object.

# Setting up   
Weatherrange <- c(0,365)  
Weatherbasis <- create.fourier.basis(Weatherrange, nbasis=21, period = 365)  
Weathertime <- seq(.5,11.5,1)  
harmaccelLfd <- vec2Lfd(c(0, (2\*pi/365)^2, 0), rangeval=Weatherrange)  
  
  
# Running  
WeatherLoglam <- seq(-4,0,0.25) # Generating the parameter to smooth stats  
nglam <- length(WeatherLoglam)  
  
  
WeatherSmoothStats <- array(NA, dim=c(nglam, 3),  
 dimnames=list(WeatherLoglam, c("log10.lambda", "df", "gcv") ) )  
WeatherSmoothStats[, 1] <- WeatherLoglam  
  
  
for (ilam in 1:nglam) {  
 WeatherSmooth <- smooth.basisPar(Weathertime, CanadianWeather$monthlyPrecip, Weatherbasis,  
 Lfdobj=int2Lfd(2), lambda=10^WeatherLoglam[ilam])  
 WeatherSmoothStats[ilam, "df"] <- WeatherSmooth$df  
 WeatherSmoothStats[ilam, "gcv"] <- sum(WeatherSmooth$gcv)  
  
}  
  
  
  
WeatherSmoothStats

## log10.lambda df gcv  
## -4 -4.00 4.905783 5.070206  
## -3.75 -3.75 4.827190 5.141760  
## -3.5 -3.50 4.720755 5.366030  
## -3.25 -3.25 4.587402 5.850696  
## -3 -3.00 4.440482 6.618788  
## -2.75 -2.75 4.300535 7.537103  
## -2.5 -2.50 4.182929 8.396272  
## -2.25 -2.25 4.090165 9.053270  
## -2 -2.00 4.013829 9.475045  
## -1.75 -1.75 3.940245 9.695406  
## -1.5 -1.50 3.854938 9.772434  
## -1.25 -1.25 3.746599 9.777722  
## -1 -1.00 3.612458 9.794367  
## -0.75 -0.75 3.462505 9.887718  
## -0.5 -0.50 3.315664 10.061247  
## -0.25 -0.25 3.187582 10.262757  
## 0 0.00 3.081255 10.445446

plot(WeatherSmoothStats[, 1], WeatherSmoothStats[, 3])
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#### Question 2.2: Perform functional PCA analysis to CanadianWeather$monthlyPrecip. Plot the first two PCs with perturbation. Interpret the first two PCs extracted (what variation pattern each PC represents?).

Weatherfd <- smooth.basisPar(Weathertime, CanadianWeather$monthlyPrecip,  
 Weatherbasis, Lfdobj=harmaccelLfd, lambda=1e-2)$fd  
  
# PCA  
WeatherfdPar <- fdPar(Weatherbasis, harmaccelLfd, lambda=1e-2)  
Weatherpca.fd <- pca.fd(Weatherfd, nharm=2, WeatherfdPar)  
Weatherpca.fd <- varmx.pca.fd(Weatherpca.fd)  
  
  
# Plotting  
op <- par(mfrow=c(2,2))  
plot.pca.fd(Weatherpca.fd, cycle=TRUE)  
par(op)
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## Interpret the first two PCs extracted  
# Both functions are plotted with x being days out of the year and y being the variation, Based off these graphs it can be interpreted that the PCA function 1 has very variability at the beginning of the year and the rest rest of the year has very low variation. PCA function 2 is vice-versa. This shows that the two PCA functions are enough to represent the Canadian Weather data because the high variation does not overlap.

#### Question 2.3: (Bonus 2 point) Apply bivariate functional PCA to monthlyPrecip and monthlyTemp. Plot the first two PCs with perturbation (temp vs. precip). Interpret the first two PCs extracted (what variation pattern each PC represents?)

Did not do the bonus

Q3: Use google scholar to find one paper that uses functional data analysis methods to solve the research problem (this cannot be the paper we discussed in class).

Paper Discussed: Classification using functional data analysis for temporal gene expression data.

The research objective was to use machine learning techniques to split each gene expression into gene groups. The researchers proposed a new method which was using functional logistic regression with the implementation of functional principal component analysis. Functional data analysis is very helpful in this dataset since the data collected is sparse. The eigenfunctions of the functional logistic regression was chosen through leave-one-out cross validation. To compare the results this method was compared against the B-Spline implementation of functional data analysis, which is through my knowledge is the industry standard in this field.

After running simulations and the actual experiment the paper had some major contributions. Implementing the proposed methodology successfully and finding great results compared to the industry standards. One of the results was the ability to properly classify a gene sub-group. This has not been done before this paper and is considered a major success. Since the amount of eigenfunctions and base functions are also reduced it is less computationally expensive as well.

Though the comparative results to the industry standard are very good, and it is less computationally expensive as the industry standard there are still limitations to the proposed method. It is still computationally taxing and requires a long time to run. This is mostly due to the leave-one-out cross validation that selects the eigenfunctions. For possible future directions there are also a lot of room for growth since temporal gene expression analysis is a complicated dataset and has a lot of room for improvement in terms of high variation and low accuracy (90%).

Xiaoyan Leng, Hans-Georg Müller, Classification using functional data analysis for temporal gene expression data, Bioinformatics, Volume 22, Issue 1, 1 January 2006, Pages 68–76, https://doi.org/10.1093/bioinformatics/bti742