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## Tidying and Transforming Data

### loading the required packages

#install.packages("tidyr")  
#install.packages("dplyr")  
library(tidyr)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

### Dataset

#### Create a dataframe and load the dataset from the .csv file

df\_flight\_wide <- read.csv("/Users/priyashaji/Documents/cuny msds/Spring'19/data 607/assignments/assignment\_5/FlightsInfo - Sheet1.csv",header=TRUE,stringsAsFactors = FALSE)

## Warning in read.table(file = file, header = header, sep = sep, quote  
## = quote, : incomplete final line found by readTableHeader on '/Users/  
## priyashaji/Documents/cuny msds/Spring'19/data 607/assignments/assignment\_5/  
## FlightsInfo - Sheet1.csv'

df\_flight\_wide

## X X.1 Los.Angeles Phoenix San.Diego San.Franciso Seattle  
## 1 ALASKA on time 497 221 212 503 1,841  
## 2 delayed 62 12 20 102 305  
## 3 AM WEST on time 694 4,840 383 320 201  
## 4 delayed 117 415 65 129 61

### Tidying and Transforming data

Using functions provided by tidyr and dplyr packages The current dataframe: df\_flight is a wide format of data We will use gather() function of tidyr package to make the data in long format

gather() function uses the folowing arguments:

data: Data object

key: Name of new key column (made from names of data columns)

value: Name of new value column

Names of source columns that contain values

factor\_key: Treat the new key column as a factor (instead of character vector)

df\_flight\_long <- gather(df\_flight\_wide, city, number, Los.Angeles:Seattle, factor\_key=TRUE)  
df\_flight\_long

## X X.1 city number  
## 1 ALASKA on time Los.Angeles 497  
## 2 delayed Los.Angeles 62  
## 3 AM WEST on time Los.Angeles 694  
## 4 delayed Los.Angeles 117  
## 5 ALASKA on time Phoenix 221  
## 6 delayed Phoenix 12  
## 7 AM WEST on time Phoenix 4,840  
## 8 delayed Phoenix 415  
## 9 ALASKA on time San.Diego 212  
## 10 delayed San.Diego 20  
## 11 AM WEST on time San.Diego 383  
## 12 delayed San.Diego 65  
## 13 ALASKA on time San.Franciso 503  
## 14 delayed San.Franciso 102  
## 15 AM WEST on time San.Franciso 320  
## 16 delayed San.Franciso 129  
## 17 ALASKA on time Seattle 1,841  
## 18 delayed Seattle 305  
## 19 AM WEST on time Seattle 201  
## 20 delayed Seattle 61

rename the columns

colnames(df\_flight\_long)[2] <- "Status"   
colnames(df\_flight\_long)[1] <- "Airline"  
df\_flight\_long$Airline <- factor(df\_flight\_long$Airline)  
df\_flight\_long

## Airline Status city number  
## 1 ALASKA on time Los.Angeles 497  
## 2 delayed Los.Angeles 62  
## 3 AM WEST on time Los.Angeles 694  
## 4 delayed Los.Angeles 117  
## 5 ALASKA on time Phoenix 221  
## 6 delayed Phoenix 12  
## 7 AM WEST on time Phoenix 4,840  
## 8 delayed Phoenix 415  
## 9 ALASKA on time San.Diego 212  
## 10 delayed San.Diego 20  
## 11 AM WEST on time San.Diego 383  
## 12 delayed San.Diego 65  
## 13 ALASKA on time San.Franciso 503  
## 14 delayed San.Franciso 102  
## 15 AM WEST on time San.Franciso 320  
## 16 delayed San.Franciso 129  
## 17 ALASKA on time Seattle 1,841  
## 18 delayed Seattle 305  
## 19 AM WEST on time Seattle 201  
## 20 delayed Seattle 61

As we see in the above dataframe, “Airline” has alternate missing values. In order to fill the missing values from the Airline name previous to it, we use na.locf(.) function. Therefore, we first install the package “zoo”

na.locf(.) :

Last Observation Carried Forward Generic function for replacing each NA with the most recent non-NA prior to it.

#install.packages("zoo")  
library(zoo)

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

df\_flight\_long[df\_flight\_long$Airline=="","Airline"] <- NA  
df\_flight\_long <- df\_flight\_long %>%  
 do(na.locf(.))  
df\_flight\_long

## Airline Status city number  
## 1 ALASKA on time Los.Angeles 497  
## 2 ALASKA delayed Los.Angeles 62  
## 3 AM WEST on time Los.Angeles 694  
## 4 AM WEST delayed Los.Angeles 117  
## 5 ALASKA on time Phoenix 221  
## 6 ALASKA delayed Phoenix 12  
## 7 AM WEST on time Phoenix 4,840  
## 8 AM WEST delayed Phoenix 415  
## 9 ALASKA on time San.Diego 212  
## 10 ALASKA delayed San.Diego 20  
## 11 AM WEST on time San.Diego 383  
## 12 AM WEST delayed San.Diego 65  
## 13 ALASKA on time San.Franciso 503  
## 14 ALASKA delayed San.Franciso 102  
## 15 AM WEST on time San.Franciso 320  
## 16 AM WEST delayed San.Franciso 129  
## 17 ALASKA on time Seattle 1,841  
## 18 ALASKA delayed Seattle 305  
## 19 AM WEST on time Seattle 201  
## 20 AM WEST delayed Seattle 61

# convert the column "number" from type "character" to type "numeric"  
df\_flight\_long$number<-suppressWarnings(as.numeric(df\_flight\_long$number))  
is.numeric(df\_flight\_long$number)

## [1] TRUE

Our dataframe is in long format now, we can apply dataset

We will use the spread() function.

spread() returns a copy of your data set that has had the key and value columns removed. In their place, spread() adds a new column for each unique value of the key column. These unique values will form the column names of the new columns. spread() distributes the cells of the former value column across the cells of the new columns and truncates any non-key, non-value columns in a way that prevents duplication.

df\_flight <- spread(df\_flight\_long, "Status", "number")   
  
is.factor(df\_flight$Airline)

## [1] TRUE

is.numeric(df\_flight$`on time`)

## [1] TRUE

is.numeric(df\_flight$delayed)

## [1] TRUE

is.factor(df\_flight$city)

## [1] TRUE

df\_flight

## Airline city delayed on time  
## 1 ALASKA Los.Angeles 62 497  
## 2 ALASKA Phoenix 12 221  
## 3 ALASKA San.Diego 20 212  
## 4 ALASKA San.Franciso 102 503  
## 5 ALASKA Seattle 305 NA  
## 6 AM WEST Los.Angeles 117 694  
## 7 AM WEST Phoenix 415 NA  
## 8 AM WEST San.Diego 65 383  
## 9 AM WEST San.Franciso 129 320  
## 10 AM WEST Seattle 61 201

### Analysis of flight status

Analysis to compare the arrival delays for the two airlines

Using the pipe(%>%) operator to do the analysis

delay\_analysis<- as.data.frame(df\_flight %>%  
 mutate(total = delayed + `on time`) %>%  
 group\_by(Airline,city) %>%  
 summarise(delayed\_total = sum(delayed),   
 on\_time\_total = sum(`on time`),  
 count\_total = sum(total),  
 percent\_ontime = round(on\_time\_total/count\_total\*100,digit = 2),  
 percent\_delayed = round(delayed\_total/count\_total\*100,digit = 2) ))  
delay\_analysis

## Airline city delayed\_total on\_time\_total count\_total  
## 1 ALASKA Los.Angeles 62 497 559  
## 2 ALASKA Phoenix 12 221 233  
## 3 ALASKA San.Diego 20 212 232  
## 4 ALASKA San.Franciso 102 503 605  
## 5 ALASKA Seattle 305 NA NA  
## 6 AM WEST Los.Angeles 117 694 811  
## 7 AM WEST Phoenix 415 NA NA  
## 8 AM WEST San.Diego 65 383 448  
## 9 AM WEST San.Franciso 129 320 449  
## 10 AM WEST Seattle 61 201 262  
## percent\_ontime percent\_delayed  
## 1 88.91 11.09  
## 2 94.85 5.15  
## 3 91.38 8.62  
## 4 83.14 16.86  
## 5 NA NA  
## 6 85.57 14.43  
## 7 NA NA  
## 8 85.49 14.51  
## 9 71.27 28.73  
## 10 76.72 23.28

library(ggplot2)  
delays <- ggplot(delay\_analysis,aes(x = city, y = percent\_delayed))  
suppressWarnings(delays + geom\_bar(stat = "identity", position="dodge", aes(fill = Airline)))

## Warning: Removed 2 rows containing missing values (geom\_bar).

![](data:image/png;base64,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)

#### Conclusion

As we can see by the graph, the delayed rate of AM WEST is higher than ALASKA Airline. The delayed rate for AM WEST is heighest for Phoenix.