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1.Write a program to perform insert, delete and traverse operations on the singly linked list in the beginning, end and on any specific location.

class SinglyLinkedList {

// Node class

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

// Head node of the list

private Node head;

// Insert at the beginning

public void insertAtBeginning(int data) {

Node newNode = new Node(data);

newNode.next = head;

head = newNode;

}

// Insert at the end

public void insertAtEnd(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null) {

temp = temp.next;

}

temp.next = newNode;

}

// Insert at specific position (0-based index)

public void insertAtPosition(int data, int position) {

if (position == 0) {

insertAtBeginning(data);

return;

}

Node newNode = new Node(data);

Node temp = head;

for (int i = 0; i < position - 1; i++) {

if (temp == null) {

System.out.println("Position out of bounds");

return;

}

temp = temp.next;

}

newNode.next = temp.next;

temp.next = newNode;

}

// Delete from beginning

public void deleteAtBeginning() {

if (head == null) {

System.out.println("List is empty");

return;

}

head = head.next;

}

// Delete from end

public void deleteAtEnd() {

if (head == null) {

System.out.println("List is empty");

return;

}

if (head.next == null) {

head = null;

return;

}

Node temp = head;

while (temp.next.next != null) {

temp = temp.next;

}

temp.next = null;

}

// Delete from specific position (0-based index)

public void deleteAtPosition(int position) {

if (head == null) {

System.out.println("List is empty");

return;

}

if (position == 0) {

deleteAtBeginning();

return;

}

Node temp = head;

for (int i = 0; i < position - 1; i++) {

if (temp == null || temp.next == null) {

System.out.println("Position out of bounds");

return;

}

temp = temp.next;

}

if (temp.next == null) {

System.out.println("Position out of bounds");

return;

}

temp.next = temp.next.next;

}

// Traverse (display) the linked list

public void traverse() {

if (head == null) {

System.out.println("List is empty");

return;

}

Node temp = head;

while (temp != null) {

System.out.print(temp.data + " -> ");

temp = temp.next;

}

System.out.println("NULL");

}

// Main function to test

public static void main(String[] args) {

SinglyLinkedList list = new SinglyLinkedList();

list.insertAtEnd(10);

list.insertAtBeginning(5);

list.insertAtEnd(15);

list.insertAtPosition(12, 2);

System.out.println("Linked List after insertions:");

list.traverse();

list.deleteAtBeginning();

list.deleteAtEnd();

list.deleteAtPosition(1);

System.out.println("\nLinked List after deletions:");

list.traverse();

}

}
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**2.** Write a program to rearrange the elements of a singly linked list in ascending or descending order.

import java.util.\*;

class SinglyLinkedListSort {

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

private Node head;

// Insert at end

public void insert(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null)

temp = temp.next;

temp.next = newNode;

}

// Sort the linked list

public void sort(boolean ascending) {

if (head == null || head.next == null)

return;

for (Node i = head; i != null; i = i.next) {

for (Node j = i.next; j != null; j = j.next) {

if ((ascending && i.data > j.data) || (!ascending && i.data < j.data)) {

// Swap data

int temp = i.data;

i.data = j.data;

j.data = temp;

}

}

}

}

// Traverse the list

public void traverse() {

Node temp = head;

while (temp != null) {

System.out.print(temp.data + " -> ");

temp = temp.next;

}

System.out.println("NULL");

}

public static void main(String[] args) {

SinglyLinkedListSort list = new SinglyLinkedListSort();

list.insert(5);

list.insert(2);

list.insert(8);

list.insert(1);

System.out.println("Original List:");

list.traverse();

list.sort(true); // true = ascending

System.out.println("\nList after Ascending Sort:");

list.traverse();

list.sort(false); // false = descending

System.out.println("\nList after Descending Sort:");

list.traverse();

}

}
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**3.** Write a program to move the last node to the front of singly linked list.

class SinglyLinkedListMoveLastToFront {

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

private Node head;

// Insert at end

public void insert(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null)

temp = temp.next;

temp.next = newNode;

}

// Move last node to front

public void moveLastToFront() {

if (head == null || head.next == null)

return;

Node secondLast = null;

Node last = head;

while (last.next != null) {

secondLast = last;

last = last.next;

}

secondLast.next = null;

last.next = head;

head = last;

}

// Traverse the list

public void traverse() {

Node temp = head;

while (temp != null) {

System.out.print(temp.data + " -> ");

temp = temp.next;

}

System.out.println("NULL");

}

public static void main(String[] args) {

SinglyLinkedListMoveLastToFront list = new SinglyLinkedListMoveLastToFront();

list.insert(10);

list.insert(20);

list.insert(30);

list.insert(40);

System.out.println("Original List:");

list.traverse();

list.moveLastToFront();

System.out.println("\nList after moving last node to front:");

list.traverse();

}
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**4.** Write a program to print the elements of singly link list using recursion.

class SinglyLinkedListRecursivePrint {

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

private Node head;

// Insert at end

public void insert(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null)

temp = temp.next;

temp.next = newNode;

}

// Recursive function to print list

public void printRecursively(Node node) {

if (node == null) {

System.out.println("NULL");

return;

}

System.out.print(node.data + " -> ");

printRecursively(node.next);

}

public void startPrint() {

printRecursively(head);

}

public static void main(String[] args) {

SinglyLinkedListRecursivePrint list = new SinglyLinkedListRecursivePrint();

list.insert(1);

list.insert(2);

list.insert(3);

list.insert(4);

System.out.println("Linked List printed recursively:");

list.startPrint();

}

}
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5. write a java code to reverse a linked list using iteration technique. this is question

class ReverseLinkedListIterative {

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

Node head;

// Function to insert a new node at the end

public void insert(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null)

temp = temp.next;

temp.next = newNode;

}

// Function to reverse the linked list iteratively

public void reverse() {

Node prev = null;

Node current = head;

Node next = null;

while (current != null) {

next = current.next; // Save next node

current.next = prev; // Reverse current node's pointer

prev = current; // Move prev and current one step forward

current = next;

}

head = prev;

}

// Function to print the linked list

public void traverse() {

Node temp = head;

while (temp != null) {

System.out.print(temp.data + " -> ");

temp = temp.next;

}

System.out.println("NULL");

}

public static void main(String[] args) {

ReverseLinkedListIterative list = new ReverseLinkedListIterative();

list.insert(10);

list.insert(20);

list.insert(30);

list.insert(40);

System.out.println("Original Linked List:");

list.traverse();

list.reverse();

System.out.println("Reversed Linked List:");

list.traverse();

}

}
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6. write a program to reverse a linked list using recursion.

class ReverseLinkedListRecursive {

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

Node head;

// Function to insert a new node at the end

public void insert(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null)

temp = temp.next;

temp.next = newNode;

}

// Recursive function to reverse the linked list

Node reverseRecursive(Node current) {

// Base case: if head is null or only one node

if (current == null || current.next == null) {

return current;

}

Node newHead = reverseRecursive(current.next);

current.next.next = current;

current.next = null;

return newHead;

}

// Function to start recursion and update head

public void reverse() {

head = reverseRecursive(head);

}

// Function to print the linked list

public void traverse() {

Node temp = head;

while (temp != null) {

System.out.print(temp.data + " -> ");

temp = temp.next;

}

System.out.println("NULL");

}

public static void main(String[] args) {

ReverseLinkedListRecursive list = new ReverseLinkedListRecursive();

list.insert(1);

list.insert(2);

list.insert(3);

list.insert(4);

list.insert(5);

System.out.println("Original Linked List:");

list.traverse();

list.reverse();

System.out.println("Reversed Linked List (using recursion):");

list.traverse();

}

}
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7. write a java program to implement a circular linked list.

class CircularLinkedList {

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

Node last = null;

// Function to add a node to the empty list

public void addToEmpty(int data) {

if (last != null) {

return;

}

Node newNode = new Node(data);

last = newNode;

last.next = last; // Point to itself

}

// Function to add node at the end

public void addEnd(int data) {

if (last == null) {

addToEmpty(data);

return;

}

Node newNode = new Node(data);

newNode.next = last.next;

last.next = newNode;

last = newNode;

}

// Function to add node at the beginning

public void addBegin(int data) {

if (last == null) {

addToEmpty(data);

return;

}

Node newNode = new Node(data);

newNode.next = last.next;

last.next = newNode;

}

// Function to traverse the Circular Linked List

public void traverse() {

if (last == null) {

System.out.println("List is empty.");

return;

}

Node temp = last.next;

do {

System.out.print(temp.data + " -> ");

temp = temp.next;

} while (temp != last.next);

System.out.println("(back to head)");

}

public static void main(String[] args) {

CircularLinkedList cll = new CircularLinkedList();

cll.addToEmpty(10);

cll.addEnd(20);

cll.addEnd(30);

cll.addBegin(5);

System.out.println("Circular Linked List:");

cll.traverse();

}

}

![](data:image/png;base64,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)

8. write a program to check give linked list is is non- descending order or not.

class CheckNonDescendingOrder {

static class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

Node head;

// Function to insert a new node at the end

public void insert(int data) {

Node newNode = new Node(data);

if (head == null) {

head = newNode;

return;

}

Node temp = head;

while (temp.next != null)

temp = temp.next;

temp.next = newNode;

}

// Function to check if the linked list is in non-descending order

public boolean isNonDescending() {

if (head == null || head.next == null) {

return true; // Empty or single-node list is trivially sorted

}

Node temp = head;

while (temp.next != null) {

if (temp.data > temp.next.data) {

return false; // Found a descending pair

}

temp = temp.next;

}

return true;

}

// Function to traverse and display the linked list

public void traverse() {

Node temp = head;

while (temp != null) {

System.out.print(temp.data + " -> ");

temp = temp.next;

}

System.out.println("NULL");

}

public static void main(String[] args) {

CheckNonDescendingOrder list = new CheckNonDescendingOrder();

list.insert(10);

list.insert(20);

list.insert(20);

list.insert(30);

System.out.println("Linked List:");

list.traverse();

if (list.isNonDescending()) {

System.out.println("The linked list is in non-descending order.");

} else {

System.out.println("The linked list is NOT in non-descending order.");

}

}
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9.write a program to insert , delete , traverse on doubly linked list in the begin at the end and on any specific location.

class DoublyLinkedList {

// Node class to represent each element

class Node {

int data;

Node prev;

Node next;

public Node(int data) {

this.data = data;

this.prev = null;

this.next = null;

}

}

// Head and tail pointers

Node head, tail;

// Constructor to initialize the doubly linked list

public DoublyLinkedList() {

head = tail = null;

}

// Insert at the beginning

public void insertAtBeginning(int data) {

Node newNode = new Node(data);

if (head == null) { // If the list is empty

head = tail = newNode;

} else {

newNode.next = head;

head.prev = newNode;

head = newNode;

}

}

// Insert at the end

public void insertAtEnd(int data) {

Node newNode = new Node(data);

if (tail == null) { // If the list is empty

head = tail = newNode;

} else {

tail.next = newNode;

newNode.prev = tail;

tail = newNode;

}

}

// Insert at a specific position

public void insertAtPosition(int data, int position) {

if (position < 1) {

System.out.println("Invalid position");

return;

}

Node newNode = new Node(data);

Node current = head;

int count = 1;

// If inserting at the beginning

if (position == 1) {

insertAtBeginning(data);

return;

}

while (current != null && count < position - 1) {

current = current.next;

count++;

}

// If position is greater than the length of the list

if (current == null) {

System.out.println("Position exceeds list length");

return;

}

newNode.next = current.next;

if (current.next != null) {

current.next.prev = newNode;

}

current.next = newNode;

newNode.prev = current;

}

// Delete from the beginning

public void deleteFromBeginning() {

if (head == null) {

System.out.println("List is empty");

return;

}

if (head == tail) { // Only one element in the list

head = tail = null;

} else {

head = head.next;

head.prev = null;

}

}

// Delete from the end

public void deleteFromEnd() {

if (tail == null) {

System.out.println("List is empty");

return;

}

if (head == tail) { // Only one element in the list

head = tail = null;

} else {

tail = tail.prev;

tail.next = null;

}

}

// Delete from a specific position

public void deleteAtPosition(int position) {

if (head == null || position < 1) {

System.out.println("Invalid position or empty list");

return;

}

Node current = head;

int count = 1;

// If deleting the first node

if (position == 1) {

deleteFromBeginning();

return;

}

while (current != null && count < position) {

current = current.next;

count++;

}

// If position is greater than the length of the list

if (current == null) {

System.out.println("Position exceeds list length");

return;

}

// If deleting the last node

if (current == tail) {

deleteFromEnd();

return;

}

// Re-link the previous and next nodes

current.prev.next = current.next;

current.next.prev = current.prev;

}

// Traverse and print the list

public void traverse() {

if (head == null) {

System.out.println("List is empty");

return;

}

Node current = head;

while (current != null) {

System.out.print(current.data + " <-> ");

current = current.next;

}

System.out.println("null");

}

public static void main(String[] args) {

DoublyLinkedList list = new DoublyLinkedList();

// Insert elements at different positions

list.insertAtBeginning(10);

list.insertAtEnd(20);

list.insertAtEnd(30);

list.insertAtBeginning(5);

list.insertAtPosition(15, 3); // Insert 15 at position 3

// Traverse the list

System.out.println("List after insertions:");

list.traverse();

// Delete elements from different positions

list.deleteFromBeginning();

list.deleteFromEnd();

list.deleteAtPosition(2); // Delete element at position 2

// Traverse the list again

System.out.println("List after deletions:");

list.traverse();

}
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10. write a program to implement stack push and pop operation using array.

class Stack {

private int[] stack;

private int top;

private int capacity;

// Constructor to initialize the stack

public Stack(int size) {

capacity = size;

stack = new int[capacity];

top = -1; // Stack is initially empty

}

// Push operation to insert an element into the stack

public void push(int data) {

if (top == capacity - 1) {

System.out.println("Stack Overflow! Unable to push " + data);

} else {

stack[++top] = data; // Increment top and insert element

System.out.println("Pushed " + data);

}

}

// Pop operation to remove the top element from the stack

public void pop() {

if (top == -1) {

System.out.println("Stack Underflow! Unable to pop");

} else {

int poppedElement = stack[top--]; // Remove element and decrement top

System.out.println("Popped " + poppedElement);

}

}

// Display the elements in the stack

public void display() {

if (top == -1) {

System.out.println("Stack is empty");

} else {

System.out.print("Stack: ");

for (int i = 0; i <= top; i++) {

System.out.print(stack[i] + " ");

}

System.out.println();

}

}

}

public class StackUsingArray {

public static void main(String[] args) {

// Create a stack with a maximum size of 5

Stack stack = new Stack(5);

// Perform stack operations

stack.push(10);

stack.push(20);

stack.push(30);

stack.push(40);

stack.push(50);

// Display the stack

stack.display();

// Attempt to push beyond the capacity

stack.push(60);

// Perform pop operations

stack.pop();

stack.pop();

// Display the stack after popping elements

stack.display();

}

}
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11. write a program to implement stack using linked list.

class Stack {

// Node class to represent each element in the stack

class Node {

int data;

Node next;

// Constructor to initialize a new node

public Node(int data) {

this.data = data;

this.next = null;

}

}

private Node top; // Top node of the stack

// Constructor to initialize the stack

public Stack() {

top = null;

}

// Push operation to insert an element into the stack

public void push(int data) {

Node newNode = new Node(data);

if (top == null) {

top = newNode; // If stack is empty, new node becomes the top

} else {

newNode.next = top; // Point new node to the current top

top = newNode; // Make new node the top

}

System.out.println("Pushed " + data);

}

// Pop operation to remove the top element from the stack

public void pop() {

if (top == null) {

System.out.println("Stack Underflow! Unable to pop");

} else {

int poppedData = top.data; // Get the top element

top = top.next; // Move the top to the next node

System.out.println("Popped " + poppedData);

}

}

// Display the elements in the stack

public void display() {

if (top == null) {

System.out.println("Stack is empty");

} else {

Node current = top;

System.out.print("Stack: ");

while (current != null) {

System.out.print(current.data + " ");

current = current.next;

}

System.out.println();

}

}

}

public class StackUsingLinkedList {

public static void main(String[] args) {

// Create a stack object

Stack stack = new Stack();

// Perform stack operations

stack.push(10);

stack.push(20);

stack.push(30);

stack.push(40);

stack.push(50);

// Display the stack

stack.display();

// Perform pop operations

stack.pop();

stack.pop();

// Display the stack after popping elements

stack.display();

}
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12. write a program to implement a queue using circular array.

class Queue {

private int[] queue;

private int front, rear, size, capacity;

// Constructor to initialize the queue with a given capacity

public Queue(int capacity) {

this.capacity = capacity;

queue = new int[capacity];

front = rear = -1; // Initially both front and rear are -1

size = 0; // No elements initially

}

// Check if the queue is full

public boolean isFull() {

return size == capacity;

}

// Check if the queue is empty

public boolean isEmpty() {

return size == 0;

}

// Enqueue operation to add an element to the queue

public void enqueue(int data) {

if (isFull()) {

System.out.println("Queue Overflow! Unable to enqueue " + data);

} else {

if (front == -1) {

front = 0; // First element is inserted

}

rear = (rear + 1) % capacity; // Circular increment

queue[rear] = data;

size++;

System.out.println("Enqueued " + data);

}

}

// Dequeue operation to remove an element from the queue

public void dequeue() {

if (isEmpty()) {

System.out.println("Queue Underflow! Unable to dequeue");

} else {

int dequeuedData = queue[front];

front = (front + 1) % capacity; // Circular increment

size--;

System.out.println("Dequeued " + dequeuedData);

}

}

// Display the elements in the queue

public void display() {

if (isEmpty()) {

System.out.println("Queue is empty");

} else {

System.out.print("Queue: ");

int count = size;

int i = front;

while (count > 0) {

System.out.print(queue[i] + " ");

i = (i + 1) % capacity; // Circular increment

count--;

}

System.out.println();

}

}

}

public class CircularQueue {

public static void main(String[] args) {

// Create a queue with a capacity of 5

Queue queue = new Queue(5);

// Perform queue operations

queue.enqueue(10);

queue.enqueue(20);

queue.enqueue(30);

queue.enqueue(40);

queue.enqueue(50);

// Display the queue

queue.display();

// Attempt to enqueue when the queue is full

queue.enqueue(60);

// Perform dequeue operations

queue.dequeue();

queue.dequeue();

// Display the queue after dequeuing

queue.display();

// Enqueue again after dequeuing some elements

queue.enqueue(60);

queue.enqueue(70);

// Final display of the queue

queue.display();

}

}
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13. write a program to implement a queue using circular linked list.

class Queue {

// Node class to represent each element in the queue

class Node {

int data;

Node next;

public Node(int data) {

this.data = data;

this.next = null;

}

}

private Node front, rear;

// Constructor to initialize the queue

public Queue() {

front = rear = null; // Initially both front and rear are null

}

// Check if the queue is empty

public boolean isEmpty() {

return front == null;

}

// Enqueue operation to add an element to the queue

public void enqueue(int data) {

Node newNode = new Node(data);

if (isEmpty()) {

front = rear = newNode;

rear.next = front; // Point the last node to the front (circular)

} else {

rear.next = newNode; // Link the new node to the last node

rear = newNode; // Update the rear to the new node

rear.next = front; // Circular link: last node points to front

}

System.out.println("Enqueued " + data);

}

// Dequeue operation to remove an element from the queue

public void dequeue() {

if (isEmpty()) {

System.out.println("Queue Underflow! Unable to dequeue");

} else {

int dequeuedData = front.data; // Get the data from the front node

if (front == rear) {

front = rear = null; // If only one element was in the queue

} else {

front = front.next; // Move front to the next node

rear.next = front; // Circular link: rear points to new front

}

System.out.println("Dequeued " + dequeuedData);

}

}

// Display the elements in the queue

public void display() {

if (isEmpty()) {

System.out.println("Queue is empty");

} else {

Node current = front;

System.out.print("Queue: ");

do {

System.out.print(current.data + " ");

current = current.next;

} while (current != front); // Circular condition: stop when we reach the front again

System.out.println();

}

}

}

public class CircularQueue {

public static void main(String[] args) {

// Create a queue object

Queue queue = new Queue();

// Perform queue operations

queue.enqueue(10);

queue.enqueue(20);

queue.enqueue(30);

queue.enqueue(40);

queue.enqueue(50);

// Display the queue

queue.display();

// Perform dequeue operations

queue.dequeue();

queue.dequeue();

// Display the queue after dequeuing

queue.display();

// Enqueue again after dequeuing some elements

queue.enqueue(60);

queue.enqueue(70);

// Final display of the queue

queue.display();

}

}
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14. write a program to implement stack using queue.

import java.util.LinkedList;

import java.util.Queue;

class StackUsingQueues {

private Queue<Integer> queue1;

private Queue<Integer> queue2;

// Constructor to initialize two queues

public StackUsingQueues() {

queue1 = new LinkedList<>();

queue2 = new LinkedList<>();

}

// Push operation to add an element to the stack

public void push(int data) {

// Push data into queue2

queue2.add(data);

// Push all elements of queue1 into queue2 to maintain the order

while (!queue1.isEmpty()) {

queue2.add(queue1.poll());

}

// Swap the names of the two queues so that queue1 always holds the elements of the stack

Queue<Integer> temp = queue1;

queue1 = queue2;

queue2 = temp;

System.out.println("Pushed " + data);

}

// Pop operation to remove the top element from the stack

public void pop() {

if (queue1.isEmpty()) {

System.out.println("Stack Underflow! Unable to pop");

} else {

int poppedData = queue1.poll();

System.out.println("Popped " + poppedData);

}

}

// Peek operation to view the top element of the stack

public int peek() {

if (queue1.isEmpty()) {

System.out.println("Stack is empty");

return -1;

} else {

return queue1.peek();

}

}

// Display the elements in the stack

public void display() {

if (queue1.isEmpty()) {

System.out.println("Stack is empty");

} else {

System.out.print("Stack: ");

for (int element : queue1) {

System.out.print(element + " ");

}

System.out.println();

}

}

}

public class StackUsingTwoQueues {

public static void main(String[] args) {

// Create a stack object

StackUsingQueues stack = new StackUsingQueues();

// Perform stack operations

stack.push(10);

stack.push(20);

stack.push(30);

stack.push(40);

stack.push(50);

// Display the stack

stack.display();

// Perform pop operations

stack.pop();

stack.pop();

// Display the stack after popping elements

stack.display();

// Peek operation

System.out.println("Top element is: " + stack.peek());

// Enqueue again after popping some elements

stack.push(60);

stack.push(70);

// Final display of the stack

stack.display();

}

}
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15. write a program to implement a queue using two stacks.

import java.util.Stack;

class QueueUsingTwoStacks {

private Stack<Integer> stack1; // Stack for enqueue operations

private Stack<Integer> stack2; // Stack for dequeue operations

// Constructor to initialize the two stacks

public QueueUsingTwoStacks() {

stack1 = new Stack<>();

stack2 = new Stack<>();

}

// Enqueue operation to add an element to the queue

public void enqueue(int data) {

stack1.push(data);

System.out.println("Enqueued " + data);

}

// Dequeue operation to remove an element from the queue

public void dequeue() {

if (stack1.isEmpty() && stack2.isEmpty()) {

System.out.println("Queue Underflow! Unable to dequeue");

return;

}

// If stack2 is empty, transfer elements from stack1 to stack2

if (stack2.isEmpty()) {

while (!stack1.isEmpty()) {

stack2.push(stack1.pop());

}

}

// If stack2 is not empty, pop from stack2

if (!stack2.isEmpty()) {

int dequeuedData = stack2.pop();

System.out.println("Dequeued " + dequeuedData);

}

}

// Peek operation to view the front element of the queue

public int peek() {

if (stack1.isEmpty() && stack2.isEmpty()) {

System.out.println("Queue is empty");

return -1;

}

// If stack2 is empty, transfer elements from stack1 to stack2

if (stack2.isEmpty()) {

while (!stack1.isEmpty()) {

stack2.push(stack1.pop());

}

}

// The top element of stack2 is the front of the queue

return stack2.peek();

}

// Display the elements in the queue

public void display() {

if (stack1.isEmpty() && stack2.isEmpty()) {

System.out.println("Queue is empty");

} else {

System.out.print("Queue: ");

// Display elements in stack2 first

Stack<Integer> tempStack = new Stack<>();

while (!stack2.isEmpty()) {

tempStack.push(stack2.pop());

}

while (!tempStack.isEmpty()) {

System.out.print(tempStack.pop() + " ");

}

// Display elements in stack1

for (int element : stack1) {

System.out.print(element + " ");

}

System.out.println();

}

}

}

public class QueueUsingTwoStacks {

public static void main(String[] args) {

// Create a queue object

QueueUsingTwoStacks queue = new QueueUsingTwoStacks();

// Perform queue operations

queue.enqueue(10);

queue.enqueue(20);

queue.enqueue(30);

queue.enqueue(40);

queue.enqueue(50);

// Display the queue

queue.display();

// Perform dequeue operations

queue.dequeue();

queue.dequeue();

// Display the queue after dequeuing

queue.display();

// Peek operation

System.out.println("Front element is: " + queue.peek());

// Enqueue again after dequeuing some elements

queue.enqueue(60);

queue.enqueue(70);

// Final display of the queue

queue.display();

}

}
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16. write a program to convert infix notation to postfix.

import java.util.Stack;

class InfixToPostfix {

// Function to get the precedence of operators

private static int precedence(char c) {

if (c == '+' || c == '-') {

return 1;

} else if (c == '\*' || c == '/') {

return 2;

} else if (c == '^') {

return 3;

}

return -1; // For non-operators

}

// Function to check if a character is an operand (a letter or a digit)

private static boolean isOperand(char c) {

return Character.isLetterOrDigit(c);

}

// Function to convert the infix expression to postfix

public static String infixToPostfix(String infix) {

Stack<Character> stack = new Stack<>();

StringBuilder postfix = new StringBuilder();

// Loop through the infix expression

for (int i = 0; i < infix.length(); i++) {

char c = infix.charAt(i);

if (isOperand(c)) {

// If it's an operand, append it to the result

postfix.append(c);

} else if (c == '(') {

// If it's an opening parenthesis, push it to the stack

stack.push(c);

} else if (c == ')') {

// If it's a closing parenthesis, pop from the stack until '(' is found

while (!stack.isEmpty() && stack.peek() != '(') {

postfix.append(stack.pop());

}

stack.pop(); // Pop the '(' from the stack

} else {

// If it's an operator

while (!stack.isEmpty() && precedence(c) <= precedence(stack.peek())) {

postfix.append(stack.pop()); // Pop operators from stack if they have higher or equal precedence

}

stack.push(c); // Push the current operator to the stack

}

}

// Pop all the operators from the stack

while (!stack.isEmpty()) {

postfix.append(stack.pop());

}

return postfix.toString();

}

public static void main(String[] args) {

String infix = "A+B\*(C^D-E)^(F+G\*H)-I";

System.out.println("Infix Expression: " + infix);

String postfix = infixToPostfix(infix);

System.out.println("Postfix Expression: " + postfix);

}

}
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17. write a program to evaluate a postfix expression.

import java.util.Stack;

class PostfixEvaluation {

// Function to check if a character is an operator

private static boolean isOperator(char c) {

return c == '+' || c == '-' || c == '\*' || c == '/';

}

// Function to perform arithmetic operations

private static int applyOperator(char operator, int operand1, int operand2) {

switch (operator) {

case '+': return operand1 + operand2;

case '-': return operand1 - operand2;

case '\*': return operand1 \* operand2;

case '/': return operand1 / operand2;

default: throw new IllegalArgumentException("Invalid operator");

}

}

// Function to evaluate a postfix expression

public static int evaluatePostfix(String expression) {

Stack<Integer> stack = new Stack<>();

// Loop through each character of the postfix expression

for (int i = 0; i < expression.length(); i++) {

char c = expression.charAt(i);

if (Character.isDigit(c)) {

// If it's a digit, push it to the stack

stack.push(c - '0'); // Convert char to int

} else if (isOperator(c)) {

// If it's an operator, pop two operands, apply the operator, and push the result

int operand2 = stack.pop();

int operand1 = stack.pop();

int result = applyOperator(c, operand1, operand2);

stack.push(result);

}

}

// The result should be the only element left in the stack

return stack.pop();

}

public static void main(String[] args) {

String postfixExpression = "23\*+5-"; // Example: "2 3 4 \* + 5 -"

System.out.println("Postfix Expression: " + postfixExpression);

int result = evaluatePostfix(postfixExpression);

System.out.println("Result: " + result);

}

}
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18. write a program to find out the preorder, inorder and postorder traversal of the tree.

// Program to perform Preorder, Inorder, and Postorder Traversal of a Binary Tree

class Node {

int data;

Node left, right;

// Constructor

public Node(int item) {

data = item;

left = right = null;

}

}

class BinaryTree {

// Root of Binary Tree

Node root;

// Constructor

BinaryTree() {

root = null;

}

// Function for Inorder Traversal (Left, Root, Right)

void inorder(Node node) {

if (node == null)

return;

inorder(node.left);

System.out.print(node.data + " ");

inorder(node.right);

}

// Function for Preorder Traversal (Root, Left, Right)

void preorder(Node node) {

if (node == null)

return;

System.out.print(node.data + " ");

preorder(node.left);

preorder(node.right);

}

// Function for Postorder Traversal (Left, Right, Root)

void postorder(Node node) {

if (node == null)

return;

postorder(node.left);

postorder(node.right);

System.out.print(node.data + " ");

}

public static void main(String[] args) {

BinaryTree tree = new BinaryTree();

/\* Let's create the following tree

1

/ \

2 3

/ \

4 5

\*/

tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

System.out.println("Inorder traversal:");

tree.inorder(tree.root);

System.out.println("\nPreorder traversal:");

tree.preorder(tree.root);

System.out.println("\nPostorder traversal:");

tree.postorder(tree.root);

}
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19. write a program to perform double-order traversal and triple-order traversal on the tree.

// Program to perform Double-order and Triple-order Traversal of a Binary Tree

class Node {

int data;

Node left, right;

// Constructor

public Node(int item) {

data = item;

left = right = null;

}

}

class BinaryTreeTraversal {

Node root;

BinaryTreeTraversal() {

root = null;

}

// Double-order Traversal (Visit Node twice)

void doubleOrderTraversal(Node node) {

if (node == null)

return;

// Visit before left subtree

System.out.print(node.data + " ");

doubleOrderTraversal(node.left);

// Visit again after left subtree

System.out.print(node.data + " ");

doubleOrderTraversal(node.right);

}

// Triple-order Traversal (Visit Node three times)

void tripleOrderTraversal(Node node) {

if (node == null)

return;

// Visit before left subtree

System.out.print(node.data + " ");

tripleOrderTraversal(node.left);

// Visit between left and right subtree

System.out.print(node.data + " ");

tripleOrderTraversal(node.right);

// Visit after right subtree

System.out.print(node.data + " ");

}

public static void main(String[] args) {

BinaryTreeTraversal tree = new BinaryTreeTraversal();

/\* Tree Structure

1

/ \

2 3

/ \

4 5

\*/

tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

System.out.println("Double-order Traversal:");

tree.doubleOrderTraversal(tree.root);

System.out.println("\nTriple-order Traversal:");

tree.tripleOrderTraversal(tree.root);

}

}
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20. Write a program to find the number of binary trees possible with given number of nodes.

// Program to find number of binary trees possible with given number of nodes

import java.util.Scanner;

class CatalanNumber {

// Function to find factorial

static long factorial(int n) {

long result = 1;

for (int i = 2; i <= n; i++) {

result \*= i;

}

return result;

}

// Function to find Catalan Number using factorial

static long catalanNumber(int n) {

long fact2n = factorial(2 \* n);

long factn1 = factorial(n + 1);

long factn = factorial(n);

return fact2n / (factn1 \* factn);

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of nodes: ");

int n = sc.nextInt();

long numberOfBinaryTrees = catalanNumber(n);

System.out.println("Number of Binary Trees possible with " + n + " nodes = " + numberOfBinaryTrees);

sc.close();

}

}
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21. Write a program to perform indirect recursion on the tree.

// Program to perform Indirect Recursion on Binary Tree

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class IndirectRecursionTree {

Node root;

IndirectRecursionTree() {

root = null;

}

// First function for indirect recursion

void indirectA(Node node) {

if (node == null)

return;

System.out.print(node.data + " "); // Process node

indirectB(node.left); // Call B on left child

}

// Second function for indirect recursion

void indirectB(Node node) {

if (node == null)

return;

System.out.print(node.data + " "); // Process node

indirectA(node.right); // Call A on right child

}

public static void main(String[] args) {

IndirectRecursionTree tree = new IndirectRecursionTree();
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tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

System.out.println("Indirect Recursive Traversal:");

tree.indirectA(tree.root);

}

}
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22. Write a program to find out possible labelled and unlabeled binary trees with the given number of nodes.

// Program to find possible Labelled and Unlabelled Binary Trees with given number of nodes

import java.util.Scanner;

class LabelledUnlabelledBinaryTrees {

// Function to find factorial

static long factorial(int n) {

long result = 1;

for (int i = 2; i <= n; i++) {

result \*= i;

}

return result;

}

// Function to find Catalan number

static long catalanNumber(int n) {

long fact2n = factorial(2 \* n);

long factn1 = factorial(n + 1);

long factn = factorial(n);

return fact2n / (factn1 \* factn);

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter the number of nodes: ");

int n = sc.nextInt();

long catalan = catalanNumber(n);

long labelledTrees = catalan \* factorial(n);

System.out.println("Possible Unlabelled Binary Trees with " + n + " nodes: " + catalan);

System.out.println("Possible Labelled Binary Trees with " + n + " nodes: " + labelledTrees);

sc.close();

}

}
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23. Write a program to construct the unique binary tree using inorder and preorder traversal and hence find postorder.

// Program to construct unique binary tree using Inorder and Preorder Traversal and find Postorder

import java.util.HashMap;

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class ConstructTree {

Node root;

int preIndex = 0;

HashMap<Integer, Integer> inorderMap = new HashMap<>();

// Function to build tree

Node buildTree(int[] preorder, int[] inorder, int start, int end) {

if (start > end)

return null;

int current = preorder[preIndex++];

Node node = new Node(current);

if (start == end)

return node;

int inIndex = inorderMap.get(current);

node.left = buildTree(preorder, inorder, start, inIndex - 1);

node.right = buildTree(preorder, inorder, inIndex + 1, end);

return node;

}

// Function to print Postorder traversal

void printPostorder(Node node) {

if (node == null)

return;

printPostorder(node.left);

printPostorder(node.right);

System.out.print(node.data + " ");

}

public static void main(String[] args) {

ConstructTree tree = new ConstructTree();

// Example Data

int[] preorder = {1, 2, 4, 5, 3};

int[] inorder = {4, 2, 5, 1, 3};

// Build a map for fast lookup

for (int i = 0; i < inorder.length; i++) {

tree.inorderMap.put(inorder[i], i);

}

tree.root = tree.buildTree(preorder, inorder, 0, inorder.length - 1);

System.out.println("Postorder traversal of constructed tree:");

tree.printPostorder(tree.root);

}
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24. Write a recursive program to count the total number of nodes in the tree.

// Program to count total number of nodes in a Binary Tree recursively

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class CountNodes {

Node root;

// Recursive function to count nodes

int countNodes(Node node) {

if (node == null)

return 0;

return 1 + countNodes(node.left) + countNodes(node.right);

}

public static void main(String[] args) {

CountNodes tree = new CountNodes();

/\* Example Tree

1

/ \

2 3

/ \

4 5

\*/

tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

int totalNodes = tree.countNodes(tree.root);

System.out.println("Total number of nodes in the tree: " + totalNodes);

}

}
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25. write a recursive program to count the number of the leaf or non-leaf nodes of the tree.

// Program to count leaf and non-leaf nodes in a Binary Tree recursively

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class CountLeafNonLeaf {

Node root;

int leafCount = 0;

int nonLeafCount = 0;

// Recursive function to count leaf and non-leaf nodes

void countNodes(Node node) {

if (node == null)

return;

if (node.left == null && node.right == null) {

leafCount++;

} else {

nonLeafCount++;

}

countNodes(node.left);

countNodes(node.right);

}

public static void main(String[] args) {

CountLeafNonLeaf tree = new CountLeafNonLeaf();

/\* Example Tree

1

/ \

2 3

/ \

4 5

\*/

tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

tree.countNodes(tree.root);

System.out.println("Number of Leaf nodes: " + tree.leafCount);

System.out.println("Number of Non-Leaf nodes: " + tree.nonLeafCount);

}

}
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26. write a recursive program to count the number of full nodes of the tree (Full Nodes are nodes which has both left and right children as non-empty).

// Program to count full nodes in a Binary Tree recursively

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class CountFullNodes {

Node root;

int fullNodeCount = 0;

// Recursive function to count full nodes

void countFullNodes(Node node) {

if (node == null)

return;

if (node.left != null && node.right != null) {

fullNodeCount++;

}

countFullNodes(node.left);

countFullNodes(node.right);

}

public static void main(String[] args) {

CountFullNodes tree = new CountFullNodes();

/\* Example Tree

1

/ \

2 3

/ \

4 5

\*/

tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

tree.countFullNodes(tree.root);

System.out.println("Number of Full nodes: " + tree.fullNodeCount);

}

}![](data:image/png;base64,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)

27. write a recursive program to find the height of the tree.

// Program to find height of a Binary Tree recursively

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class TreeHeight {

Node root;

// Recursive function to find height of tree

int findHeight(Node node) {

if (node == null)

return -1; // Return -1 if we consider height of empty tree as -1

int leftHeight = findHeight(node.left);

int rightHeight = findHeight(node.right);

// Return max of left height and right height plus 1 for the current node

return 1 + Math.max(leftHeight, rightHeight);

}

public static void main(String[] args) {

TreeHeight tree = new TreeHeight();

/\* Example Tree

1

/ \

2 3

/ \

4 5

\*/

tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

int height = tree.findHeight(tree.root);

System.out.println("Height of the tree: " + height);

}

}
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28. Write a program to construct BST using inorder and postorder traversal and hence find preorder.

import java.util.HashMap;

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class BSTFromInorderPostorder {

Node root;

int postIndex;

// Function to construct BST from inorder and postorder

Node buildTree(int[] inorder, int[] postorder, int inorderStart, int inorderEnd, HashMap<Integer, Integer> inorderMap) {

if (inorderStart > inorderEnd)

return null;

// The current root is the last element in postorder

int rootValue = postorder[postIndex--];

Node root = new Node(rootValue);

// Find root in inorder

int inorderIndex = inorderMap.get(rootValue);

// Recursively construct the right and left subtrees

root.right = buildTree(inorder, postorder, inorderIndex + 1, inorderEnd, inorderMap);

root.left = buildTree(inorder, postorder, inorderStart, inorderIndex - 1, inorderMap);

return root;

}

// Function to print Preorder traversal of the tree

void printPreorder(Node node) {

if (node == null)

return;

System.out.print(node.data + " ");

printPreorder(node.left);

printPreorder(node.right);

}

public static void main(String[] args) {

BSTFromInorderPostorder tree = new BSTFromInorderPostorder();

// Example Data

int[] inorder = {4, 2, 5, 1, 3};

int[] postorder = {4, 5, 2, 3, 1};

// Create map for fast lookup of inorder indices

HashMap<Integer, Integer> inorderMap = new HashMap<>();

for (int i = 0; i < inorder.length; i++) {

inorderMap.put(inorder[i], i);

}

// Set the postIndex (index of last element in postorder)

tree.postIndex = postorder.length - 1;

// Build the tree

tree.root = tree.buildTree(inorder, postorder, 0, inorder.length - 1, inorderMap);

// Print Preorder traversal

System.out.println("Preorder traversal of constructed BST:");

tree.printPreorder(tree.root);

}

}
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29. Write a program to find how many BSTs are possible with given distinct keys.

class CountBST {

// Function to calculate number of BSTs using Catalan number

int countBST(int n) {

int[] catalan = new int[n + 1];

// Base case

catalan[0] = catalan[1] = 1;

// Calculate Catalan numbers using DP

for (int i = 2; i <= n; i++) {

catalan[i] = 0;

for (int j = 0; j < i; j++) {

catalan[i] += catalan[j] \* catalan[i - j - 1];

}

}

// The nth Catalan number is the number of unique BSTs

return catalan[n];

}

public static void main(String[] args) {

CountBST tree = new CountBST();

int n = 5; // Given number of distinct keys

int result = tree.countBST(n);

System.out.println("Number of unique BSTs that can be formed with " + n + " distinct keys: " + result);

}

}
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30. Write a program to find out the postorder, preorder and inorder traversal on constructed bst and then perform delete operation on the tree and again perform inorder traversal.

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class BSTOperations {

Node root;

// Preorder traversal

void preorder(Node node) {

if (node == null)

return;

System.out.print(node.data + " ");

preorder(node.left);

preorder(node.right);

}

// Inorder traversal

void inorder(Node node) {

if (node == null)

return;

inorder(node.left);

System.out.print(node.data + " ");

inorder(node.right);

}

// Postorder traversal

void postorder(Node node) {

if (node == null)

return;

postorder(node.left);

postorder(node.right);

System.out.print(node.data + " ");

}

// Function to find the node with minimum value (used in deletion)

Node minValueNode(Node node) {

Node current = node;

while (current.left != null) {

current = current.left;

}

return current;

}

// Function to delete a node from the BST

Node deleteNode(Node root, int key) {

// Base case: If the tree is empty

if (root == null)

return root;

// Otherwise, recur down the tree

if (key < root.data)

root.left = deleteNode(root.left, key);

else if (key > root.data)

root.right = deleteNode(root.right, key);

else {

// Node to be deleted found

// Case 1: Node has only one child or no child

if (root.left == null)

return root.right;

else if (root.right == null)

return root.left;

// Case 2: Node has two children

// Get the inorder successor (smallest in the right subtree)

Node temp = minValueNode(root.right);

// Copy the inorder successor's content to this node

root.data = temp.data;

// Delete the inorder successor

root.right = deleteNode(root.right, temp.data);

}

return root;

}

public static void main(String[] args) {

BSTOperations tree = new BSTOperations();

/\* Example BST

50

/ \

30 70

/ \ / \

20 40 60 80

\*/

tree.root = new Node(50);

tree.root.left = new Node(30);

tree.root.right = new Node(70);

tree.root.left.left = new Node(20);

tree.root.left.right = new Node(40);

tree.root.right.left = new Node(60);

tree.root.right.right = new Node(80);

// Perform pre-order, in-order, and post-order traversals

System.out.println("Preorder traversal:");

tree.preorder(tree.root);

System.out.println("\nInorder traversal:");

tree.inorder(tree.root);

System.out.println("\nPostorder traversal:");

tree.postorder(tree.root);

// Perform delete operation

int keyToDelete = 20;

System.out.println("\n\nDeleting node with key " + keyToDelete);

tree.root = tree.deleteNode(tree.root, keyToDelete);

// Perform inorder traversal after deletion

System.out.println("\nInorder traversal after deletion:");

tree.inorder(tree.root);

}

}
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31. Write a program to find the minimum and maximum key values from BSTss.

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class MinMaxBST {

Node root;

// Function to find the minimum value node

Node findMin(Node node) {

Node current = node;

while (current.left != null) {

current = current.left;

}

return current;

}

// Function to find the maximum value node

Node findMax(Node node) {

Node current = node;

while (current.right != null) {

current = current.right;

}

return current;

}

public static void main(String[] args) {

MinMaxBST tree = new MinMaxBST();

/\* Example BST

50

/ \

30 70

/ \ / \

20 40 60 80

\*/

tree.root = new Node(50);

tree.root.left = new Node(30);

tree.root.right = new Node(70);

tree.root.left.left = new Node(20);

tree.root.left.right = new Node(40);

tree.root.right.left = new Node(60);

tree.root.right.right = new Node(80);

// Find minimum and maximum key values

Node minNode = tree.findMin(tree.root);

Node maxNode = tree.findMax(tree.root);

System.out.println("Minimum key in the BST: " + minNode.data);

System.out.println("Maximum key in the BST: " + maxNode.data);

}
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32. Write a recursive program to check whether given tree is complete tree or not.

class Node {

int data;

Node left, right;

public Node(int item) {

data = item;

left = right = null;

}

}

class CompleteBinaryTree {

Node root;

// Function to count total number of nodes

int countNodes(Node node) {

if (node == null)

return 0;

return (1 + countNodes(node.left) + countNodes(node.right));

}

// Function to check if the tree is complete

boolean isComplete(Node node, int index, int numberNodes) {

if (node == null)

return true;

if (index >= numberNodes)

return false;

return (isComplete(node.left, 2 \* index + 1, numberNodes) &&

isComplete(node.right, 2 \* index + 2, numberNodes));

}

public static void main(String[] args) {

CompleteBinaryTree tree = new CompleteBinaryTree();

/\* Example tree:

1

/ \

2 3

/ \ /

4 5 6

\*/

tree.root = new Node(1);

tree.root.left = new Node(2);

tree.root.right = new Node(3);

tree.root.left.left = new Node(4);

tree.root.left.right = new Node(5);

tree.root.right.left = new Node(6);

int nodeCount = tree.countNodes(tree.root);

int index = 0;

if (tree.isComplete(tree.root, index, nodeCount))

System.out.println("The tree is a complete binary tree.");

else

System.out.println("The tree is NOT a complete binary tree.");

}
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33. Write a program to construct an AVL tree and perform postorder traversal.

class Node {

int key, height;

Node left, right;

Node(int d) {

key = d;

height = 1;

}

}

class AVLTree {

Node root;

// Get height of the node

int height(Node N) {

if (N == null)

return 0;

return N.height;

}

// Get balance factor of node

int getBalance(Node N) {

if (N == null)

return 0;

return height(N.left) - height(N.right);

}

// Right rotate subtree rooted with y

Node rightRotate(Node y) {

Node x = y.left;

Node T2 = x.right;

// Perform rotation

x.right = y;

y.left = T2;

// Update heights

y.height = Math.max(height(y.left), height(y.right)) + 1;

x.height = Math.max(height(x.left), height(x.right)) + 1;

// Return new root

return x;

}

// Left rotate subtree rooted with x

Node leftRotate(Node x) {

Node y = x.right;

Node T2 = y.left;

// Perform rotation

y.left = x;

x.right = T2;

// Update heights

x.height = Math.max(height(x.left), height(x.right)) + 1;

y.height = Math.max(height(y.left), height(y.right)) + 1;

// Return new root

return y;

}

// Insert a key into subtree rooted with node

Node insert(Node node, int key) {

// Normal BST insertion

if (node == null)

return (new Node(key));

if (key < node.key)

node.left = insert(node.left, key);

else if (key > node.key)

node.right = insert(node.right, key);

else // Duplicate keys not allowed

return node;

// Update height

node.height = 1 + Math.max(height(node.left), height(node.right));

// Get balance factor

int balance = getBalance(node);

// If unbalanced, there are 4 cases

// Left Left Case

if (balance > 1 && key < node.left.key)

return rightRotate(node);

// Right Right Case

if (balance < -1 && key > node.right.key)

return leftRotate(node);

// Left Right Case

if (balance > 1 && key > node.left.key) {

node.left = leftRotate(node.left);

return rightRotate(node);

}

// Right Left Case

if (balance < -1 && key < node.right.key) {

node.right = rightRotate(node.right);

return leftRotate(node);

}

// return unchanged node

return node;

}

// Postorder traversal

void postOrder(Node node) {

if (node != null) {

postOrder(node.left);

postOrder(node.right);

System.out.print(node.key + " ");

}

}

public static void main(String[] args) {

AVLTree tree = new AVLTree();

/\* Constructing AVL Tree

Example Insertion Order: 10, 20, 30, 40, 50, 25

\*/

tree.root = tree.insert(tree.root, 10);

tree.root = tree.insert(tree.root, 20);

tree.root = tree.insert(tree.root, 30);

tree.root = tree.insert(tree.root, 40);

tree.root = tree.insert(tree.root, 50);

tree.root = tree.insert(tree.root, 25);

System.out.println("Postorder traversal of AVL tree:");

tree.postOrder(tree.root);

}
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34. Write a program to find the minimum and maximum nodes in an AVL tree of given height.

import java.util.Scanner;

public class AVLTreeMinMaxNodes {

// Function to calculate minimum number of nodes

static int minNodes(int height) {

if (height == 0)

return 0;

if (height == 1)

return 1;

return 1 + minNodes(height - 1) + minNodes(height - 2);

}

// Function to calculate maximum number of nodes

static int maxNodes(int height) {

return (int) Math.pow(2, height + 1) - 1;

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter height of AVL Tree: ");

int height = sc.nextInt();

System.out.println("Minimum number of nodes in AVL tree of height " + height + ": " + minNodes(height));

System.out.println("Maximum number of nodes in AVL tree of height " + height + ": " + maxNodes(height));

sc.close();

}

}
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35. Write a program to find the minimum number of nodes on a size-balanced tree.

import java.util.Scanner;

public class SizeBalancedTreeMinNodes {

// Function to find minimum number of nodes

static int minNodes(int height) {

if (height == 0)

return 0;

if (height == 1)

return 1;

return 1 + minNodes(height - 1) + minNodes(height - 2);

}

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

System.out.print("Enter height of Size-Balanced Tree: ");

int height = sc.nextInt();

System.out.println("Minimum number of nodes in size-balanced tree of height " + height + ": " + minNodes(height));

sc.close();

}
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36. write a program to implement a tree for a given infix expression.

import java.util.Stack;

// Node class

class Node {

String value;

Node left, right;

Node(String item) {

value = item;

left = right = null;

}

}

public class ExpressionTree {

// Function to check if a character is operator

boolean isOperator(String c) {

return c.equals("+") || c.equals("-") || c.equals("\*") || c.equals("/");

}

// Function to return precedence

int precedence(String op) {

switch (op) {

case "+": case "-":

return 1;

case "\*": case "/":

return 2;

}

return -1;

}

// Function to convert infix to postfix

String[] infixToPostfix(String[] infix) {

Stack<String> stack = new Stack<>();

StringBuilder result = new StringBuilder();

for (String token : infix) {

if (!isOperator(token) && !token.equals("(") && !token.equals(")")) {

result.append(token).append(" ");

} else if (token.equals("(")) {

stack.push(token);

} else if (token.equals(")")) {

while (!stack.isEmpty() && !stack.peek().equals("(")) {

result.append(stack.pop()).append(" ");

}

stack.pop();

} else {

while (!stack.isEmpty() && precedence(token) <= precedence(stack.peek())) {

result.append(stack.pop()).append(" ");

}

stack.push(token);

}

}

while (!stack.isEmpty()) {

result.append(stack.pop()).append(" ");

}

return result.toString().trim().split("\\s+");

}

// Function to build Expression Tree from postfix

Node buildTree(String[] postfix) {

Stack<Node> stack = new Stack<>();

for (String token : postfix) {

Node t = new Node(token);

if (isOperator(token)) {

t.right = stack.pop();

t.left = stack.pop();

}

stack.push(t);

}

return stack.peek();

}

// Inorder traversal (for testing)

void inorder(Node node) {

if (node != null) {

if (isOperator(node.value)) System.out.print("(");

inorder(node.left);

System.out.print(node.value);

inorder(node.right);

if (isOperator(node.value)) System.out.print(")");

}

}

public static void main(String[] args) {

ExpressionTree et = new ExpressionTree();

// Example: (a+b)\*(c-d)

String infixExpr = "( a + b ) \* ( c - d )";

String[] infix = infixExpr.split("\\s+");

String[] postfix = et.infixToPostfix(infix);

Node root = et.buildTree(postfix);

System.out.println("Inorder Traversal (reconstructed infix expression):");

et.inorder(root);

}
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37. Write a program to draw a tree for a given nested tree representation expression.

import java.util.Stack;

// Node class

class TreeNode {

char data;

TreeNode left, right;

public TreeNode(char data) {

this.data = data;

this.left = this.right = null;

}

}

public class NestedTree {

// Function to construct tree from nested expression

public static TreeNode constructTree(String expr) {

Stack<TreeNode> stack = new Stack<>();

TreeNode root = null, temp = null;

int k = 0; // 1 for left child, 2 for right child

for (int i = 0; i < expr.length(); i++) {

char ch = expr.charAt(i);

if (ch == '(') {

stack.push(temp);

k = 1;

} else if (ch == ',') {

k = 2;

} else if (ch == ')') {

stack.pop();

} else if (Character.isLetterOrDigit(ch)) {

temp = new TreeNode(ch);

if (root == null) {

root = temp;

} else {

if (k == 1) {

stack.peek().left = temp;

} else if (k == 2) {

stack.peek().right = temp;

}

}

}

}

return root;

}

// Preorder traversal to print tree

public static void preorder(TreeNode node) {

if (node != null) {

System.out.print(node.data + " ");

preorder(node.left);

preorder(node.right);

}

}

public static void main(String[] args) {

String expr = "A(B(D,E),C(F))"; // Example nested tree expression

TreeNode root = constructTree(expr);

System.out.println("Preorder Traversal of constructed tree:");

preorder(root);

}

}
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38. Write a program to find the left child of kth element from the given array representation tree.

public class ArrayTreeLeftChild {

public static void main(String[] args) {

int[] tree = {0, 12, 56, 3, 7, 9, 35, 11, 19, 25, 75}; // Index 0 is unused

int k = 3; // Find left child of kth element

if (2 \* k < tree.length) {

System.out.println("Left child of element at index " + k + " (" + tree[k] + "): " + tree[2 \* k]);

} else {

System.out.println("No left child for element at index " + k);

}

}
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39. Write a program to find the left child of kth element from the given leftmost child right sibling representation tree.

import java.util.\*;

class LCRSNode {

int data;

LCRSNode leftChild;

LCRSNode rightSibling;

public LCRSNode(int data) {

this.data = data;

this.leftChild = this.rightSibling = null;

}

}

public class LCRSTree {

// Store all nodes in list by level order to access kth easily

static List<LCRSNode> nodeList = new ArrayList<>();

// Utility to create sample LCRS tree from given array

public static LCRSNode createSampleLCRSTree(int[] values) {

// Let's manually create the tree structure

// Tree: 12(56(3,7,9),35(11,19),25,75)

LCRSNode root = new LCRSNode(values[0]);

nodeList.add(root); // 0 - 12

// Level 1

LCRSNode n56 = new LCRSNode(56);

nodeList.add(n56); // 1

LCRSNode n25 = new LCRSNode(25);

nodeList.add(n25); // 2

LCRSNode n75 = new LCRSNode(75);

nodeList.add(n75); // 3

root.leftChild = n56;

n56.rightSibling = n25;

n25.rightSibling = n75;

// Level 2

LCRSNode n3 = new LCRSNode(3);

nodeList.add(n3); // 4

LCRSNode n7 = new LCRSNode(7);

nodeList.add(n7); // 5

LCRSNode n9 = new LCRSNode(9);

nodeList.add(n9); // 6

n56.leftChild = n3;

n3.rightSibling = n7;

n7.rightSibling = n9;

LCRSNode n35 = new LCRSNode(35);

nodeList.add(n35); // 7

n56.rightSibling = n35;

LCRSNode n11 = new LCRSNode(11);

nodeList.add(n11); // 8

LCRSNode n19 = new LCRSNode(19);

nodeList.add(n19); // 9

n35.leftChild = n11;

n11.rightSibling = n19;

return root;

}

public static void main(String[] args) {

int[] values = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75}; // Input data

LCRSNode root = createSampleLCRSTree(values);

int k = 1; // Index in nodeList (0-based)

if (k >= 0 && k < nodeList.size()) {

LCRSNode kth = nodeList.get(k);

if (kth.leftChild != null) {

System.out.println("Left child of node " + kth.data + " is: " + kth.leftChild.data);

} else {

System.out.println("Node " + kth.data + " has no left child.");

}

} else {

System.out.println("Invalid k value.");

}

}
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40. Write a program for breadth first traversal on graph.

import java.util.\*;

public class GraphBFS {

private int vertices; // Number of vertices

private LinkedList<Integer>[] adjList; // Adjacency List

// Constructor

public GraphBFS(int v) {

vertices = v;

adjList = new LinkedList[v];

for (int i = 0; i < v; i++) {

adjList[i] = new LinkedList<>();

}

}

// Add edge

public void addEdge(int u, int v) {

adjList[u].add(v);

adjList[v].add(u); // For undirected graph

}

// BFS traversal

public void BFS(int start) {

boolean[] visited = new boolean[vertices];

Queue<Integer> queue = new LinkedList<>();

visited[start] = true;

queue.add(start);

System.out.println("BFS traversal starting from vertex " + start + ":");

while (!queue.isEmpty()) {

int node = queue.poll();

System.out.print(node + " ");

for (int neighbor : adjList[node]) {

if (!visited[neighbor]) {

visited[neighbor] = true;

queue.add(neighbor);

}

}

}

}

public static void main(String[] args) {

GraphBFS g = new GraphBFS(6); // Example with 6 vertices (0 to 5)

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(2, 4);

g.addEdge(4, 5);

g.BFS(0); // Start BFS from vertex 0

}
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41. Write a program for depth first traversal on graph.

import java.util.\*;

public class GraphDFS {

private int vertices; // Number of vertices

private LinkedList<Integer>[] adjList;

// Constructor

public GraphDFS(int v) {

vertices = v;

adjList = new LinkedList[v];

for (int i = 0; i < v; i++) {

adjList[i] = new LinkedList<>();

}

}

// Add edge

public void addEdge(int u, int v) {

adjList[u].add(v);

adjList[v].add(u); // For undirected graph

}

// DFS Utility (Recursive)

private void DFSUtil(int node, boolean[] visited) {

visited[node] = true;

System.out.print(node + " ");

for (int neighbor : adjList[node]) {

if (!visited[neighbor]) {

DFSUtil(neighbor, visited);

}

}

}

// DFS Traversal

public void DFS(int start) {

boolean[] visited = new boolean[vertices];

System.out.println("DFS traversal starting from vertex " + start + ":");

DFSUtil(start, visited);

}

public static void main(String[] args) {

GraphDFS g = new GraphDFS(6); // Example with 6 vertices (0 to 5)

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 3);

g.addEdge(2, 4);

g.addEdge(4, 5);

g.DFS(0); // Start DFS from vertex 0

}

}
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42. Write a program to check whether there is a cycle in a given directed graph or not.

Use this data for all following programs:

12, 56, 3, 7, 9, 35, 11, 19, 25, 75

import java.util.\*;

public class DirectedGraphCycle {

private int vertices;

private LinkedList<Integer>[] adjList;

public DirectedGraphCycle(int v) {

vertices = v;

adjList = new LinkedList[v];

for (int i = 0; i < v; i++)

adjList[i] = new LinkedList<>();

}

public void addEdge(int u, int v) {

adjList[u].add(v); // directed edge

}

// Utility method to check for cycle

private boolean isCyclicUtil(int node, boolean[] visited, boolean[] recStack) {

if (recStack[node]) return true; // Found a back edge -> cycle

if (visited[node]) return false;

visited[node] = true;

recStack[node] = true;

for (int neighbor : adjList[node]) {

if (isCyclicUtil(neighbor, visited, recStack))

return true;

}

recStack[node] = false;

return false;

}

public boolean isCyclic() {

boolean[] visited = new boolean[vertices];

boolean[] recStack = new boolean[vertices];

for (int i = 0; i < vertices; i++) {

if (!visited[i]) {

if (isCyclicUtil(i, visited, recStack))

return true;

}

}

return false;

}

public static void main(String[] args) {

DirectedGraphCycle graph = new DirectedGraphCycle(4);

graph.addEdge(0, 1);

graph.addEdge(1, 2);

graph.addEdge(2, 3);

graph.addEdge(3, 1); // Cycle from 3 → 1 → 2 → 3

if (graph.isCyclic())

System.out.println("Graph contains a cycle.");

else

System.out.println("Graph does not contain a cycle.");

}
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43. Write a program to sort given elements using insertion sort method.

public class InsertionSort {

public static void insertionSort(int[] arr) {

int n = arr.length;

for (int i = 1; i < n; ++i) {

int key = arr[i];

int j = i - 1;

// Move elements of arr[0..i-1], that are greater than key

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

}

}

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] arr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

System.out.println("Original array:");

printArray(arr);

insertionSort(arr);

System.out.println("Sorted array using Insertion Sort:");

printArray(arr);

}

} ![](data:image/png;base64,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)

44. Write a program to sort given elements using bubble sort method.

public class BubbleSort {

public static void bubbleSort(int[] arr) {

int n = arr.length;

boolean swapped;

// Outer loop for all passes

for (int i = 0; i < n - 1; i++) {

swapped = false;

// Last i elements are already in place

for (int j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

// Swap arr[j] and arr[j+1]

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

swapped = true;

}

}

// If no two elements were swapped in inner loop, array is sorted

if (!swapped)

break;

}

}

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] arr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

System.out.println("Original array:");

printArray(arr);

bubbleSort(arr);

System.out.println("Sorted array using Bubble Sort:");

printArray(arr);

}
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45. Write a program to sort given elements using bucket sort method.

import java.util.\*;

public class BucketSort {

public static void bucketSort(int[] arr, int numberOfBuckets) {

if (arr.length == 0)

return;

// 1. Find maximum and minimum values

int maxValue = arr[0];

int minValue = arr[0];

for (int num : arr) {

if (num > maxValue) maxValue = num;

if (num < minValue) minValue = num;

}

// 2. Initialize buckets

List<Integer>[] buckets = new ArrayList[numberOfBuckets];

for (int i = 0; i < numberOfBuckets; i++) {

buckets[i] = new ArrayList<>();

}

// 3. Distribute input array values into buckets

for (int num : arr) {

int bucketIndex = (num - minValue) \* (numberOfBuckets - 1) / (maxValue - minValue);

buckets[bucketIndex].add(num);

}

// 4. Sort individual buckets

for (List<Integer> bucket : buckets) {

Collections.sort(bucket);

}

// 5. Merge all buckets into original array

int index = 0;

for (List<Integer> bucket : buckets) {

for (int num : bucket) {

arr[index++] = num;

}

}

}

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] arr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

System.out.println("Original array:");

printArray(arr);

bucketSort(arr, 5); // You can change the number of buckets

System.out.println("Sorted array using Bucket Sort:");

printArray(arr);

}
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46. Write a program to sort given elements using merge sort method.

public class MergeSort {

// Method to merge two subarrays

public static void merge(int[] arr, int left, int middle, int right) {

// Sizes of two subarrays

int n1 = middle - left + 1;

int n2 = right - middle;

// Temporary arrays

int[] L = new int[n1];

int[] R = new int[n2];

// Copy data to temp arrays

for (int i = 0; i < n1; ++i)

L[i] = arr[left + i];

for (int j = 0; j < n2; ++j)

R[j] = arr[middle + 1 + j];

// Merge the temp arrays back into arr

int i = 0, j = 0;

int k = left;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

} else {

arr[k] = R[j];

j++;

}

k++;

}

// Copy remaining elements of L[]

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

// Copy remaining elements of R[]

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

// Method to sort array using Merge Sort

public static void mergeSort(int[] arr, int left, int right) {

if (left < right) {

// Find the middle point

int middle = (left + right) / 2;

// Sort first and second halves

mergeSort(arr, left, middle);

mergeSort(arr, middle + 1, right);

// Merge the sorted halves

merge(arr, left, middle, right);

}

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] arr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

System.out.println("Original array:");

printArray(arr);

mergeSort(arr, 0, arr.length - 1);

System.out.println("Sorted array using Merge Sort:");

printArray(arr);

}
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47. Write a program to sort given elements using quick sort method.

public class QuickSort {

// Method to partition the array

public static int partition(int[] arr, int low, int high) {

int pivot = arr[high]; // Last element as pivot

int i = (low - 1); // Index of smaller element

for (int j = low; j < high; j++) {

// If current element is smaller than or equal to the pivot

if (arr[j] <= pivot) {

i++;

// Swap arr[i] and arr[j]

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

// Swap arr[i+1] and arr[high] (pivot)

int temp = arr[i + 1];

arr[i + 1] = arr[high];

arr[high] = temp;

return i + 1;

}

// Method to sort the array using Quick Sort

public static void quickSort(int[] arr, int low, int high) {

if (low < high) {

// Get the partition index

int pi = partition(arr, low, high);

// Recursively sort the two halves

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);

}

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] arr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

System.out.println("Original array:");

printArray(arr);

quickSort(arr, 0, arr.length - 1);

System.out.println("Sorted array using Quick Sort:");

printArray(arr);

}
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48. Write a program to sort given elements using heap sort method.

public class HeapSort {

// Method to heapify a subtree rooted at index i

public static void heapify(int[] arr, int n, int i) {

int largest = i; // Initialize largest as root

int left = 2 \* i + 1; // Left child

int right = 2 \* i + 2; // Right child

// If left child is larger than root

if (left < n && arr[left] > arr[largest]) {

largest = left;

}

// If right child is larger than root

if (right < n && arr[right] > arr[largest]) {

largest = right;

}

// If largest is not root

if (largest != i) {

// Swap root with largest

int temp = arr[i];

arr[i] = arr[largest];

arr[largest] = temp;

// Recursively heapify the affected subtree

heapify(arr, n, largest);

}

}

// Method to perform heap sort

public static void heapSort(int[] arr) {

int n = arr.length;

// Build max heap

for (int i = n / 2 - 1; i >= 0; i--) {

heapify(arr, n, i);

}

// One by one extract elements from heap

for (int i = n - 1; i > 0; i--) {

// Move current root to end

int temp = arr[0];

arr[0] = arr[i];

arr[i] = temp;

// Call heapify on the reduced heap

heapify(arr, i, 0);

}

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] arr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

System.out.println("Original array:");

printArray(arr);

heapSort(arr);

System.out.println("Sorted array using Heap Sort:");

printArray(arr);

}
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49. Write a program to sort given elements using insertion sort method.

public class InsertionSort {

// Method to perform insertion sort

public static void insertionSort(int[] arr) {

int n = arr.length;

// Traverse through 1 to n

for (int i = 1; i < n; i++) {

int key = arr[i];

int j = i - 1;

// Move elements of arr[0..i-1] that are greater than key

// to one position ahead of their current position

while (j >= 0 && arr[j] > key) {

arr[j + 1] = arr[j];

j = j - 1;

}

arr[j + 1] = key;

}

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] arr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

System.out.println("Original array:");

printArray(arr);

insertionSort(arr);

System.out.println("Sorted array using Insertion Sort:");

printArray(arr);

}
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50. Write a program to construct min heap and max heap.

public class HeapConstruction {

// Method to heapify a subtree rooted at index i for Min Heap

public static void heapifyMin(int[] arr, int n, int i) {

int smallest = i;

int left = 2 \* i + 1;

int right = 2 \* i + 2;

// Check if left child is smaller than root

if (left < n && arr[left] < arr[smallest]) {

smallest = left;

}

// Check if right child is smaller than root

if (right < n && arr[right] < arr[smallest]) {

smallest = right;

}

// If smallest is not root, swap and heapify recursively

if (smallest != i) {

int temp = arr[i];

arr[i] = arr[smallest];

arr[smallest] = temp;

heapifyMin(arr, n, smallest);

}

}

// Method to build Min Heap

public static void buildMinHeap(int[] arr) {

int n = arr.length;

// Start heapifying from the last non-leaf node

for (int i = n / 2 - 1; i >= 0; i--) {

heapifyMin(arr, n, i);

}

}

// Method to heapify a subtree rooted at index i for Max Heap

public static void heapifyMax(int[] arr, int n, int i) {

int largest = i;

int left = 2 \* i + 1;

int right = 2 \* i + 2;

// Check if left child is larger than root

if (left < n && arr[left] > arr[largest]) {

largest = left;

}

// Check if right child is larger than root

if (right < n && arr[right] > arr[largest]) {

largest = right;

}

// If largest is not root, swap and heapify recursively

if (largest != i) {

int temp = arr[i];

arr[i] = arr[largest];

arr[largest] = temp;

heapifyMax(arr, n, largest);

}

}

// Method to build Max Heap

public static void buildMaxHeap(int[] arr) {

int n = arr.length;

// Start heapifying from the last non-leaf node

for (int i = n / 2 - 1; i >= 0; i--) {

heapifyMax(arr, n, i);

}

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] minHeapArr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

int[] maxHeapArr = {12, 56, 3, 7, 9, 35, 11, 19, 25, 75};

// Building and displaying Min Heap

System.out.println("Min Heap:");

buildMinHeap(minHeapArr);

printArray(minHeapArr);

// Building and displaying Max Heap

System.out.println("Max Heap:");

buildMaxHeap(maxHeapArr);

printArray(maxHeapArr);

}
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51. Write a program to find the number of leaf and non-leaf nodes of a max heap.

public class MaxHeapNodeCount {

// Method to count leaf nodes in a Max Heap

public static int countLeafNodes(int[] arr, int n) {

int count = 0;

// Leaf nodes are at indices from n/2 to n-1

for (int i = n / 2; i < n; i++) {

count++;

}

return count;

}

// Method to count non-leaf nodes in a Max Heap

public static int countNonLeafNodes(int[] arr, int n) {

int count = 0;

// Non-leaf nodes are from index 0 to n/2 - 1

for (int i = 0; i < n / 2; i++) {

count++;

}

return count;

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] maxHeapArr = {75, 56, 35, 19, 25, 12, 11, 7, 3, 9};

int n = maxHeapArr.length;

System.out.println("Max Heap:");

printArray(maxHeapArr);

int leafNodes = countLeafNodes(maxHeapArr, n);

int nonLeafNodes = countNonLeafNodes(maxHeapArr, n);

System.out.println("Number of Leaf Nodes: " + leafNodes);

System.out.println("Number of Non-Leaf Nodes: " + nonLeafNodes);

}

} ![](data:image/png;base64,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)

52. Write a program to delete maximum value from a max heap and then reheapify.

public class MaxHeapDeletion {

// Method to heapify the Max Heap

public static void heapifyMax(int[] arr, int n, int i) {

int largest = i;

int left = 2 \* i + 1;

int right = 2 \* i + 2;

// Check if left child is larger than root

if (left < n && arr[left] > arr[largest]) {

largest = left;

}

// Check if right child is larger than root

if (right < n && arr[right] > arr[largest]) {

largest = right;

}

// If largest is not root, swap and heapify recursively

if (largest != i) {

int temp = arr[i];

arr[i] = arr[largest];

arr[largest] = temp;

heapifyMax(arr, n, largest);

}

}

// Method to delete the root (maximum) from Max Heap

public static void deleteMax(int[] arr, int n) {

// Replace the root with the last element

arr[0] = arr[n - 1];

// Decrease the heap size by 1

n = n - 1;

// Call heapify to restore the heap property

heapifyMax(arr, n, 0);

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] maxHeapArr = {75, 56, 35, 19, 25, 12, 11, 7, 3, 9};

int n = maxHeapArr.length;

System.out.println("Original Max Heap:");

printArray(maxHeapArr);

// Delete the maximum element (root) and reheapify

deleteMax(maxHeapArr, n);

System.out.println("Max Heap after deleting the maximum element:");

printArray(maxHeapArr);

}
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53. Write a program to insert 20 in max heap.

public class MaxHeapInsertion {

// Method to heapify the Max Heap

public static void heapifyMax(int[] arr, int n, int i) {

int largest = i;

int left = 2 \* i + 1;

int right = 2 \* i + 2;

// Check if left child is larger than root

if (left < n && arr[left] > arr[largest]) {

largest = left;

}

// Check if right child is larger than root

if (right < n && arr[right] > arr[largest]) {

largest = right;

}

// If largest is not root, swap and heapify recursively

if (largest != i) {

int temp = arr[i];

arr[i] = arr[largest];

arr[largest] = temp;

heapifyMax(arr, n, largest);

}

}

// Method to insert a new element into Max Heap

public static void insertMaxHeap(int[] arr, int n, int value) {

// First insert the value at the end

arr[n] = value;

int i = n;

// Move the inserted element up to restore the heap property

while (i > 0 && arr[(i - 1) / 2] < arr[i]) {

int temp = arr[i];

arr[i] = arr[(i - 1) / 2];

arr[(i - 1) / 2] = temp;

i = (i - 1) / 2;

}

}

// Method to print array

public static void printArray(int[] arr) {

for (int num : arr)

System.out.print(num + " ");

System.out.println();

}

public static void main(String[] args) {

int[] maxHeapArr = {75, 56, 35, 19, 25, 12, 11, 7, 3, 9};

int n = maxHeapArr.length;

System.out.println("Original Max Heap:");

printArray(maxHeapArr);

// Insert 20 into Max Heap

insertMaxHeap(maxHeapArr, n, 20);

n++;

System.out.println("Max Heap after inserting 20:");

printArray(maxHeapArr);

}

} ![](data:image/png;base64,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)

54. Insert following keys 5, 28, 19, 15, 20, 33, 12, 17 and 10 in hash table using chaining hashing method and find minimum, maximum and average chain length in hash table.

import java.util.LinkedList;

public class HashTableWithChaining {

// Hash table size

static final int SIZE = 10;

// Create an array of LinkedLists to store elements at each index

LinkedList<Integer>[] table = new LinkedList[SIZE];

// Constructor to initialize the table

public HashTableWithChaining() {

for (int i = 0; i < SIZE; i++) {

table[i] = new LinkedList<>();

}

}

// Hash function to map values to a specific index

public int hashFunction(int key) {

return key % SIZE;

}

// Method to insert key into hash table

public void insert(int key) {

int index = hashFunction(key);

table[index].add(key); // Add key to the list at the hashed index

}

// Method to calculate the minimum, maximum, and average chain length

public void calculateChainLengths() {

int minLength = Integer.MAX\_VALUE, maxLength = Integer.MIN\_VALUE, totalChains = 0, totalElements = 0;

for (int i = 0; i < SIZE; i++) {

int chainLength = table[i].size();

if (chainLength > 0) {

totalChains++;

totalElements += chainLength;

minLength = Math.min(minLength, chainLength);

maxLength = Math.max(maxLength, chainLength);

}

}

// Calculate average chain length

double avgLength = totalChains > 0 ? (double) totalElements / totalChains : 0;

System.out.println("Minimum Chain Length: " + minLength);

System.out.println("Maximum Chain Length: " + maxLength);

System.out.println("Average Chain Length: " + avgLength);

}

// Method to display the hash table

public void displayHashTable() {

for (int i = 0; i < SIZE; i++) {

System.out.print("Index " + i + ": ");

for (Integer key : table[i]) {

System.out.print(key + " ");

}

System.out.println();

}

}

public static void main(String[] args) {

HashTableWithChaining hashTable = new HashTableWithChaining();

// Insert the keys into the hash table

int[] keys = {5, 28, 19, 15, 20, 33, 12, 17, 10};

for (int key : keys) {

hashTable.insert(key);

}

// Display the hash table

System.out.println("Hash Table:");

hashTable.displayHashTable();

// Calculate and display the chain lengths

System.out.println("\nChain Lengths:");

hashTable.calculateChainLengths();

}
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55. Write a program to display hash table after inserting elements 17, 16, 22, 36, 33, 46, 26, 144 into a hash table of size 10, using Double hashing, where h(x)= x mod 10, h2(x) = x mod 6 + 1.

public class HashTableWithDoubleHashing {

static final int SIZE = 10;

int[] table = new int[SIZE];

// Constructor to initialize the hash table

public HashTableWithDoubleHashing() {

for (int i = 0; i < SIZE; i++) {

table[i] = -1; // -1 denotes an empty slot

}

}

// First hash function: h1(x) = x % SIZE

public int hashFunction1(int key) {

return key % SIZE;

}

// Second hash function: h2(x) = 1 + (x % (SIZE - 1))

public int hashFunction2(int key) {

return 1 + (key % (SIZE - 1));

}

// Method to insert key into hash table using double hashing

public void insert(int key) {

int index = hashFunction1(key); // Primary hash function

int stepSize = hashFunction2(key); // Step size from secondary hash function

// Resolve collision using double hashing

while (table[index] != -1) {

index = (index + stepSize) % SIZE;

}

table[index] = key;

}

// Method to display the hash table

public void displayHashTable() {

for (int i = 0; i < SIZE; i++) {

System.out.print("Index " + i + ": ");

if (table[i] != -1) {

System.out.print(table[i]);

} else {

System.out.print("Empty");

}

System.out.println();

}

}

public static void main(String[] args) {

HashTableWithDoubleHashing hashTable = new HashTableWithDoubleHashing();

// Elements to insert into the hash table

int[] keys = {17, 16, 22, 36, 33, 46, 26, 144};

// Insert the elements into the hash table

for (int key : keys) {

hashTable.insert(key);

}

// Display the hash table

System.out.println("Hash Table using Double Hashing:");

hashTable.displayHashTable();

}
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56. Write a program to display hash table after inserting elements 17, 16, 22, 36, 33, 46, 26, 144 into a hash table of size 10, using linear probing, where h(x)= x mod 10.

public class HashTableWithLinearProbing {

static final int SIZE = 10;

int[] table = new int[SIZE];

// Constructor to initialize the hash table

public HashTableWithLinearProbing() {

for (int i = 0; i < SIZE; i++) {

table[i] = -1; // -1 denotes an empty slot

}

}

// Hash function: h(x) = x % SIZE

public int hashFunction(int key) {

return key % SIZE;

}

// Method to insert key into hash table using linear probing

public void insert(int key) {

int index = hashFunction(key); // Primary hash function

// Resolve collision using linear probing

while (table[index] != -1) {

index = (index + 1) % SIZE; // Move to the next index

}

table[index] = key;

}

// Method to display the hash table

public void displayHashTable() {

for (int i = 0; i < SIZE; i++) {

System.out.print("Index " + i + ": ");

if (table[i] != -1) {

System.out.print(table[i]);

} else {

System.out.print("Empty");

}

System.out.println();

}

}

public static void main(String[] args) {

HashTableWithLinearProbing hashTable = new HashTableWithLinearProbing();

// Elements to insert into the hash table

int[] keys = {17, 16, 22, 36, 33, 46, 26, 144};

// Insert the elements into the hash table

for (int key : keys) {

hashTable.insert(key);

}

// Display the hash table

System.out.println("Hash Table using Linear Probing:");

hashTable.displayHashTable();

}
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57. Write a program to display hash table after inserting elements 17, 16, 22, 36, 33, 46, 26, 144 into a hash table of size 10, using quadratic probing, where h(x)= x mod 10.

public class HashTableWithQuadraticProbing {

static final int SIZE = 10;

int[] table = new int[SIZE];

// Constructor to initialize the hash table

public HashTableWithQuadraticProbing() {

for (int i = 0; i < SIZE; i++) {

table[i] = -1; // -1 denotes an empty slot

}

}

// Hash function: h(x) = x % SIZE

public int hashFunction(int key) {

return key % SIZE;

}

// Method to insert key into hash table using quadratic probing

public void insert(int key) {

int index = hashFunction(key); // Primary hash function

int i = 1;

// Resolve collision using quadratic probing: index + i^2

while (table[index] != -1) {

index = (index + i \* i) % SIZE; // Quadratic probing formula

i++;

}

table[index] = key;

}

// Method to display the hash table

public void displayHashTable() {

for (int i = 0; i < SIZE; i++) {

System.out.print("Index " + i + ": ");

if (table[i] != -1) {

System.out.print(table[i]);

} else {

System.out.print("Empty");

}

System.out.println();

}

}

public static void main(String[] args) {

HashTableWithQuadraticProbing hashTable = new HashTableWithQuadraticProbing();

// Elements to insert into the hash table

int[] keys = {17, 16, 22, 36, 33, 46, 26, 144};

// Insert the elements into the hash table

for (int key : keys) {

hashTable.insert(key);

}

// Display the hash table

System.out.println("Hash Table using Quadratic Probing:");

hashTable.displayHashTable();

}

}
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