МИНИСТЕРСТВО НАУКИ И ВЫСШЕГО ОБРАЗОВАНИЯ РОССИЙСКОЙ ФЕДЕРАЦИИ

ФЕДЕРАЛЬНОЕ ГОСУДАРСТВЕННОЕ БЮДЖЕТНОЕ

ОБРАЗОВАТЕЛЬНОЕ УЧРЕЖДЕНИЕ

ВЫСШЕГО ОБРАЗОВАНИЯ

«НОВОСИБИРСКИЙ ГОСУДАРСТВЕННЫЙ ТЕХНИЧЕСКИЙ УНИВЕРСИТЕТ»

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Кафедра вычислительной техники

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCACTAJMDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwDz4daUUgpaTPpYiinU0UoqWbxHClFIKWpOiIop1IKUVJvEWlpBS1JvEUUtIKUVLN4jqWkq1Bp9zPgrGQp/ibgUjeJXFPRWdgqqWPoBWzBosa4Mzlz6DgVpRQRQriONVHsKOW5pz2MODSriTBfEa/7XX8q2bHQ7cHc4LgdS3T8quwQGV89FHU1auWENsVXjPAraFJW5mfn3FXF31X/ZcM7ze77f8E6nQQn9i2+xVVfmwMdPmNFR+Hz/AMSO2/4F/wChGii7Pg/reIf2n954OKUUgpRWrP06Iop1NFOFSbxFFKKQUtSdERRThTRT1VnbaqknsAKk3iApRV6DSbiXBfEa+/X8q0oNLt4sFgZG9W6flUtnXClJmLDbyztiONm+grRg0VzzPJtHovJrXUBRgAAD0p4pHSqaRBBZW9vgpGNw/iPJq0KQUooKHINoqeCAytnoo6mm28DTP6KOprSVQihVGAO1bUqd9XsfnvFnFccDF4bDO83u+woURqFUAAVm38u6cIOij9a0HcRxs56KMmsFnLsWPUnJrSs7KyPySg516jqzd338zv8Aw8f+JFbfRv8A0I0VF4eP/Eitvo3/AKEaKxPbS0PC6cKSlrVn6tEWnU6OGSU4jQt9KvwaUzYMr7R6LUOSR3UcPUqfCjPFXINMu58FYGC+rDArYs7OCGVCkYzkcnk19HxqPLT5R0pR97YxzCq8A48y5ua/W23yPmqDQwuDNvc+gGBWjFaiFcRw7R7LX0R5Mf8AcX8qTyo/7i/lR7PzOWHEHJtT/H/gHz6I3/uN+VKI3/uN+VfQXlJ/cX8qPKT+4v5Uey8zT/WSX8n4/wDAPn/y3/uN+VOEb/3G/KvfvKj/ALi/lR5Uf9wflR7LzD/WSX/Pv8f+AeBiN/7jflUsFs0r/MCqjqa92EcZ/hH4ivOfF+f7eOevlr/WqjSV9TxM+4qrUsJJ0o8snpe97fgYKqEUKowB0p2aSiug/HKtWdabnN3b6lLU5tkKxjq55+lZO6pb+fzbtsH5V+UVV3VzTd2ethqfJTSPRfDR/wCKftf+B/8AoZop/hU/8U3af8D/APQ2ooPTPD47OR/vfKPer0NlCnJG8+9PWpVrndWUj+gKOXUKOyu/MlQADAGB7VMtQrUy1KOpq2xPD/rU+or6Mi/1a/QV85w/61PqK+jIv9Un+6K6KOzPjOJ/jp/P9CSiiitj5YKKKKACiiigBprzfxf/AMh9/wDrmtekGvN/GH/Iff8A65r/AFpxPA4h/wB1+aMCobubyLaSTuBx9amrH1qfmOAHp8x/pVSdkfFUKfPUSM3dmkzTN1G6uex7kUemeFT/AMU3af8AA/8A0NqKb4UP/FNWn/A//Q2oqjtseSrUq1EtSrXEj+jGSrUq1EtTLVIyZPD/AK1PqK+jIv8AVJ/uivnOH/Wp9RX0ZF/qk/3RXRR2Z8ZxP8dP5/oSUUUVsfLBRRRQAUUUUANNebeMf+Q+/wD1zX+telHvXmvjD/kYH/65rTR4PEH+6/NGASAMnpXJ3Vx9ouZJezHj6dq3dWuPIsWAPzP8o/r+lcxupSZ8xgaVk5km6lzUW6l3VFj0bHp/hM/8Uzaf8D/9DaimeEz/AMUzaf8AA/8A0NqKo6zytalWolqVa4Ef0UyValWolqVapGTLEP8ArU/3hX0ZF/qk/wB0V85w/wCtT6ivoyL/AFSfQV0UdmfGcT/HT+f6ElFFFbHywUUUUAFFFFADa818Y/8AIff/AK5r/WvSjXmPjaVYdZlkbokQY/rTPCz5XwyXmjgNcufMuhEDxEP1P+RWXupskrSytIxyzEk0zNI8elT5IKKJN1GaZuozSsaWPU/CR/4piz/4H/6G1FM8JH/imLP/AIH/AOhtRTOux5etSrUS1Kteef0OyVamWoVqVapGTLEP+tT/AHhX0XHzED7V8+WNq0zhzxGp6+vtXc/8Jlq2c74f++K6KWiPzTizO8JTrRpOV5Rve3S9j03NGa80/wCEz1f+9F/3xSf8Jpq/9+H/AL4ra6Pkv7dw3n9x6ZmjNeZ/8Jpq/wDfh/74o/4TTV/78X/fFF0H9u4bz+49MzRmvM/+Ez1f/npF/wB8Uf8ACZ6v/wA9Iv8Av3RdB/b2G8/uPSzXjnxSuvK1XyAfmkRSfoP/AK+K1v8AhMdW/vx/98V5z4o1mbWtbluZ2UsgEY2jAwP/AK+aFqc+Jx9HGQUIJ6O5lbqTNMzRup2OWw/dS5qPNGaAseqeET/xS9n/AMD/APQ2opnhE/8AFL2f/A//AENqKLHWjzZalWolqVa85H9CMmWr9jZtcNubIiB5Pr7CorCya5bc3EQPJ9fYVvKFRQqgBR0ArWEerPzziviqOCi8Nhneb3fb/gjlCooVQAo6AUuabmjNbXPxitOVWTnN3b3Y7NLmmZozRcz5R+aM0zNGaLhyj80mabmjNFw5SC/uha2Ms2eQML9T0rht2TW94mu/9Vaqenzt/If1rnd1bQWlz18HS5YX7km6jNR5o3VVjrsSbqM1HmjdTsFj1jwef+KWsv8Agf8A6G1FM8Hn/ilbL/gf/obUVJ0nnS1o2Fi1025siIdT6+wqLT7BrptzZEQPJ9fYV0SKqIEUAKBgAdq8+MT9F4r4pjgoPD4Z3m932/4I9QqIFUAKOABS5pmaM1rc/Gq051pOc3dvdj80ZpmaM0XMuUfmjNMzRmi4+UfmjNMzRmi4co/NIWABJOAOtNzWZrd39m0xwDh5PkH49f0px1dioU3KSiczf3Ru72WbszcZ9O36VV3VHuo3V2pWPbUbKyJN1Gaj3UbqLDsSbqN1R7qN1Fgset+Dj/xStl/wP/0NqKPBZ/4pOy+sn/oxqKR0HQjw7pMUUaR2gVQvQO3+NL/wj+l/8+v/AJEb/GiiuIwzHWvK/cX/AIR/S/8An1/8iN/jR/wj+l/8+v8A5Eb/ABoooOCyD/hH9L/59f8AyI3+NJ/wj+l4/wCPX/yI3+NFFAWQv/CP6X/z6/8AkRv8aP8AhH9Lz/x6/wDkRv8AGiigLIP+Ef0v/n1/8iN/jSDw/pf/AD6/+RG/xoooCyF/4R/S/wDn1/8AIjf41k6r4Y0e5NuJrPdjP/LVx/I0UVpT+I3opc5T/wCEJ8Pf9A//AMjSf/FUf8IT4e/6B/8A5Gk/+KoorpO8T/hCfD3/AED/APyNJ/8AFUHwT4e/6B//AJGk/wDiqKKBi/8ACE+Hv+gf/wCRpP8A4qj/AIQnw9/0D/8AyNJ/8VRRQI6rw94f0uLQ7ZEtdqjdgCRv7x96KKKR2n//2Q==)

**Лабораторная работа №4**

по дисциплине: «WEB - ПРОГРАММИРОВАНИЕ»

на тему: **«Разграничение прав доступа к сайту»**

Вариант №6

Выполнил: Проверил:

Студент гр. АВТ-219: Гунько А. В.

Завёрткин М. А.

Новосибирск

2025

СОДЕРЖАНИЕ

Введение 3

Ход работы 3

Вывод 6

# **Задание**

Задания различаются структурой базы данных, регистрационными записями и паролями пользователей, имеющих разные права доступа к ней, реализованными в соответствии с заданиями к лабораторной работе №1, и являются модификацией лабораторной работы №3.

**Структура таблицы пользователей**

CREATE TABLE users (

id SERIAL PRIMARY KEY,

username VARCHAR(64) NOT NULL,

password VARCHAR(64) NOT NULL,

role user\_role

);

**Веб-сервер на GO**

File main.go:

package main

import (

"fmt"

"log"

"net/http"

"slices"

"strconv"

"strings"

)

func index\_handler(w http.ResponseWriter, r \*http.Request) {

request\_id := r.URL.Query().Get("id")

id, err := strconv.Atoi(request\_id)

if err != nil {

id = -1

}

query, orders, err := GetOrders(id)

if err != nil {

http.Error(w, "Internal DB error", http.StatusInternalServerError)

panic(err)

}

var session\_ptr \*SessionEntry

session, err := GetSession(r)

if err == nil {

session\_ptr = &session

} else {

session\_ptr = nil

}

PrintIndex(w, query, orders, session\_ptr)

}

func insert\_handler(w http.ResponseWriter, r \*http.Request) {

if !IsAuthorized(r, USER) {

http.Error(w, "Unauthorized", http.StatusUnauthorized)

return

}

if r.Method == http.MethodGet {

employes := GetIdName("employes")

items := GetIdName("items")

clients := GetIdName("clients")

orderers := GetIdName("orderers")

PrintInsert(w, employes, items, clients, orderers)

}

if r.Method == http.MethodPost {

var err error

employee, err := strconv.Atoi(r.FormValue("employee\_id"))

if err != nil {

http.Error(w, "Invalid employee id", http.StatusBadRequest)

return

}

price, err := strconv.Atoi(r.FormValue("price"))

if err != nil {

http.Error(w, "Invalid price", http.StatusBadRequest)

return

}

item, err := strconv.Atoi(r.FormValue("item\_id"))

if err != nil {

http.Error(w, "Invalid item id", http.StatusBadRequest)

return

}

client, err := strconv.Atoi(r.FormValue("client\_id"))

if err != nil {

http.Error(w, "Invalid client id", http.StatusBadRequest)

return

}

orderer, err := strconv.Atoi(r.FormValue("orderer\_id"))

if err != nil {

http.Error(w, "Invalid orderer id", http.StatusBadRequest)

return

}

err = InsertWithIds(employee, price, item, client, orderer)

if err != nil {

http.Error(w, "Error while inserting", http.StatusBadRequest)

return

}

http.Redirect(w, r, "/index", http.StatusSeeOther)

}

}

func update\_handler(w http.ResponseWriter, r \*http.Request) {

if !IsAuthorized(r, USER) {

http.Error(w, "Unauthorized", http.StatusUnauthorized)

return

}

if r.Method == http.MethodGet {

request\_id := r.URL.Query().Get("id")

id, err := strconv.Atoi(request\_id)

if err != nil {

http.Error(w, "Id not present", http.StatusBadRequest)

return

}

to\_update, err := GetOrderRaw(id)

employes := getIdNameOrdered("employes", to\_update.EmployeeId)

items := getIdNameOrdered("items", to\_update.ItemId)

clients := getIdNameOrdered("clients", to\_update.ClientId)

orderers := getIdNameOrdered("orderers", to\_update.OrdererId)

PrintUpdate(w, id, employes, to\_update.Price, items, clients, orderers)

}

if r.Method == http.MethodPost {

var err error

id, err := strconv.Atoi(r.FormValue("id"))

if err != nil {

http.Error(w, "Invalid order id", http.StatusBadRequest)

return

}

employee, err := strconv.Atoi(r.FormValue("employee\_id"))

if err != nil {

http.Error(w, "Invalid employee id", http.StatusBadRequest)

return

}

price, err := strconv.Atoi(r.FormValue("price"))

if err != nil {

http.Error(w, "Invalid price", http.StatusBadRequest)

return

}

item, err := strconv.Atoi(r.FormValue("item\_id"))

if err != nil {

http.Error(w, "Invalid item id", http.StatusBadRequest)

return

}

client, err := strconv.Atoi(r.FormValue("client\_id"))

if err != nil {

http.Error(w, "Invalid client id", http.StatusBadRequest)

return

}

orderer, err := strconv.Atoi(r.FormValue("orderer\_id"))

if err != nil {

http.Error(w, "Invalid orderer id", http.StatusBadRequest)

return

}

err = UpdateWithIds(id, employee, price, item, client, orderer)

if err != nil {

http.Error(w, "Error while updating", http.StatusBadRequest)

return

}

http.Redirect(w, r, "/index", http.StatusSeeOther)

}

}

func getIdNameOrdered(table string, id int) []IdName {

result := GetIdName(table)

for i, idName := range result {

if idName.Id == id {

tmp := result[i]

result = append(result[:i], result[i+1:]...)

result = slices.Insert(result, 0, tmp)

}

}

return result

}

func delete\_handler(w http.ResponseWriter, r \*http.Request) {

if !IsAuthorized(r, ADMIN) {

http.Error(w, "Unauthorized", http.StatusUnauthorized)

return

}

request\_id := r.URL.Query().Get("id")

id, err := strconv.Atoi(request\_id)

if err != nil {

http.Error(w, "Invalid id", http.StatusBadRequest)

return

}

err = Delete(id)

if err != nil {

http.Error(w, "Wrong id", http.StatusBadRequest)

return

}

http.Redirect(w, r, "/index", http.StatusSeeOther)

}

var login\_error\_str = "Invalid login"

func login\_handler(w http.ResponseWriter, r \*http.Request) {

if r.Method == http.MethodGet {

PrintLogin(w, nil)

}

if r.Method == http.MethodPost {

username := r.FormValue("username")

password := r.FormValue("password")

user, err := GetUserRecord(username)

if err == nil && strings.Compare(password, user.Password) == 0 {

err = CreateSession(w, r, user)

}

if err != nil {

PrintLogin(w, &login\_error\_str)

} else {

http.Redirect(w, r, "/index", http.StatusSeeOther)

}

}

}

func logout\_handler(w http.ResponseWriter, r \*http.Request) {

DeleteCurrentSession(w, r)

http.Redirect(w, r, "/index", http.StatusSeeOther)

}

func main() {

var err error

err = InitModel()

if err != nil {

log.Fatal(err)

return

}

defer DeinitModel()

http.HandleFunc("/index", index\_handler)

http.HandleFunc("/insert", insert\_handler)

http.HandleFunc("/update", update\_handler)

http.HandleFunc("/delete", delete\_handler)

http.HandleFunc("/login", login\_handler)

http.HandleFunc("/logout", logout\_handler)

fmt.Println("Start listening at http://localhost:8080/index")

log.Fatal(http.ListenAndServe(":8080", nil))

}

File model.go:

package main

import (

"database/sql"

"errors"

"fmt"

\_ "github.com/lib/pq"

"log"

"strings"

)

var db \*sql.DB

func InitModel() error {

var err error

db, err = sql.Open("postgres", "user=postgres dbname=orders sslmode=disable")

if err != nil {

log.Fatal(err)

return err

}

return nil

}

func DeinitModel() {

db.Close()

}

type Order struct {

Id int

Employee string

Price int

Item string

Client string

Orderer string

}

type OrderRaw struct {

Id int

EmployeeId int

Price int

ItemId int

ClientId int

OrdererId int

}

const sql\_select = `

SELECT orders.id,employes.name,orders.price,items.name,clients.name,orderers.name

FROM orders

LEFT JOIN employes ON employee\_id = employes.id

LEFT JOIN items ON item\_id = items.id

LEFT JOIN clients ON client\_id = clients.id

LEFT JOIN orderers ON orderer\_id = orderers.id

`

func GetOrders(id int) (string, []Order, error) {

result := make([]Order, 0, 8)

cur\_select := sql\_select

if id >= 0 {

cur\_select += fmt.Sprintf("WHERE orders.id = %d", id)

} else {

cur\_select += fmt.Sprintf("ORDER BY orders.id")

}

rows, err := db.Query(cur\_select)

if err != nil {

return "", nil, err

}

defer rows.Close()

for rows.Next() {

var order Order

err := rows.Scan(&order.Id, &order.Employee, &order.Price, &order.Item, &order.Client, &order.Orderer)

if err != nil {

fmt.Println(err)

continue

}

result = append(result, order)

}

return cur\_select, result, nil

}

func GetOrderRaw(id int) (OrderRaw, error) {

var result OrderRaw

cur\_select := `

SELECT id,employee\_id,price,item\_id,client\_id,orderer\_id

FROM orders

WHERE id = %d

`

err := db.QueryRow(fmt.Sprintf(cur\_select, id)).Scan(&result.Id, &result.EmployeeId, &result.Price, &result.ItemId, &result.ClientId, &result.OrdererId)

if err != nil {

return result, err

}

return result, nil

}

type IdName struct {

Id int

Name string

}

func GetIdName(table string) []IdName {

result := make([]IdName, 0, 8)

rows, err := db.Query(fmt.Sprintf("SELECT id,name FROM %s", table))

if err != nil {

panic(err)

}

defer rows.Close()

for rows.Next() {

var tmp IdName

err := rows.Scan(&tmp.Id, &tmp.Name)

if err != nil {

fmt.Println(err)

continue

}

result = append(result, tmp)

}

return result

}

func Delete(id int) error {

\_, err := db.Exec("DELETE FROM orders WHERE id = $1", id)

return err

}

const sql\_insert\_tmpl = `

INSERT INTO orders (employee\_id, price, item\_id, client\_id, orderer\_id) VALUES

($1, $2, $3, $4, $5);

`

func InsertWithIds(employee int, price int, item int, client int, orderer int) error {

\_, err := db.Exec(sql\_insert\_tmpl, employee, price, item, client, orderer)

return err

}

const sql\_update\_tmpl = `

UPDATE orders

SET employee\_id=$1, price=$2, item\_id=$3, client\_id=$4, orderer\_id=$5

WHERE id = $6

`

func UpdateWithIds(id int, employee int, price int, item int, client int, orderer int) error {

\_, err := db.Exec(sql\_update\_tmpl, employee, price, item, client, orderer, id)

return err

}

type UserRole int

const (

USER UserRole = 0

ADMIN UserRole = 1

)

type UserRecord struct {

Username string

Password string

Role UserRole

}

const sql\_select\_user = `

SELECT username,password,role

FROM users

WHERE username = '%s'

`

func GetUserRecord(username string) (UserRecord, error) {

var result UserRecord

var role\_str string

err := db.QueryRow(fmt.Sprintf(sql\_select\_user, username)).Scan(&result.Username, &result.Password, &role\_str)

if err != nil {

return result, err

}

if strings.Compare(role\_str, "user") == 0 {

result.Role = USER

} else if strings.Compare(role\_str, "admin") == 0 {

result.Role = ADMIN

} else {

return result, errors.New("Invalid user role in DB")

}

return result, nil

}

File sessions.go:

package main

import (

"errors"

"github.com/gorilla/sessions"

"net/http"

)

const session\_name = "session-name"

var store = sessions.NewCookieStore([]byte("secret-key"))

type SessionEntry struct {

User UserRecord

}

func GetSession(r \*http.Request) (SessionEntry, error) {

var result SessionEntry

session, \_ := store.Get(r, session\_name)

if session.IsNew {

return result, errors.New("Session doesn't exist")

}

var ok bool

result.User.Username, ok = session.Values["username"].(string)

if !ok {

return result, errors.New("Username for session not set")

}

var user\_role int

user\_role, ok = session.Values["role"].(int)

if !ok {

return result, errors.New("User role for session not set")

}

result.User.Role = UserRole(user\_role)

return result, nil

}

func IsAuthorized(r \*http.Request, role UserRole) bool {

session, err := GetSession(r)

if err != nil {

return false

}

return session.User.Role >= role

}

func CreateSession(w http.ResponseWriter, r \*http.Request, user UserRecord) error {

var user\_role int

user\_role = int(user.Role)

session := sessions.NewSession(store, session\_name)

session.Values["username"] = user.Username

session.Values["role"] = user\_role

err := session.Save(r, w)

return err

}

func DeleteCurrentSession(w http.ResponseWriter, r \*http.Request) error {

session, \_ := store.Get(r, session\_name)

if session.IsNew {

return errors.New("Session doesn't exist")

}

session.Options.MaxAge = -1

err := session.Save(r, w)

return err

}

File view.go:

package main

import (

"fmt"

"io"

"net/http"

)

const search\_form\_html = `

<form method="GET" action="">

<p>ID:<input type="number" step="1" min="1" name="id">

<input type="SUBMIT" value="Search"></p></form>

<a href="/index">Show all</a>

`

const table\_end = `

</tbody></table>

`

func make\_table\_header(w io.Writer, role \*UserRole) {

fmt.Fprintf(w, "%s", `

<table border="1"><tbody>

<tr><th><b>id</b></th><th><b>employee</b></th><th><b>price</b></th><th><b>item</b></th><th><b>client</b></th><th><b>orderer</b></th>`)

if role != nil {

fmt.Fprintf(w, "%s", `<th><b>Update</b></th>`)

if \*role >= ADMIN {

fmt.Fprintf(w, "%s", `<th><b>Delete</b></th>`)

}

}

fmt.Fprintf(w, "%s", `</tr>`)

}

func make\_row(w io.Writer, id int, employee string, price int, item string, client string, orderer string, role \*UserRole) {

fmt.Fprintf(w, `<tr><td>%d</td><td>%s</td><td>%d</td><td>%s</td><td>%s</td><td>%s</td>`, id, employee, price, item, client, orderer)

if role != nil {

fmt.Fprintf(w, `<td><a href="update?id=%d">Update</a></td>`, id)

if \*role >= ADMIN {

fmt.Fprintf(w, `<td><a href="delete?id=%d">Delete</a></td>`, id)

}

}

fmt.Fprintf(w, `</tr>`)

}

func PrintIndex(w http.ResponseWriter, query string, orders []Order, session \*SessionEntry) {

fmt.Fprintf(w, "<h1>Just a db, bro</h1><div>")

fmt.Fprintf(w, "<pre>%s</pre>", query)

var role \*UserRole = nil

if session != nil {

role = &session.User.Role

}

make\_table\_header(w, role)

for \_, order := range orders {

make\_row(w, order.Id, order.Employee, order.Price, order.Item, order.Client, order.Orderer, role)

}

fmt.Fprintf(w, "%s", table\_end)

fmt.Fprintf(w, search\_form\_html)

fmt.Fprintf(w, `<br/>`)

if session != nil {

fmt.Fprintf(w, `<a href="/insert">Insert</a>`)

fmt.Fprintf(w, `<div>Logged as %s</div>`, session.User.Username)

fmt.Fprintf(w, `<a href="/logout">Log out</a>`)

} else {

fmt.Fprintf(w, `<a href="/login">Login</a>`)

}

fmt.Fprintf(w, "</div>")

}

func PrintInsert(w http.ResponseWriter, employes []IdName, items []IdName, clients []IdName, orderers []IdName) {

fmt.Fprintf(w, "<html><form method=\"POST\" action=\"/insert\"><p>")

fmt.Fprintf(w, "Employee<select name=\"employee\_id\">")

print\_options(w, employes)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "Price<input type=\"number\" step=\"1\" min=\"1\" name=\"price\"/>")

fmt.Fprintf(w, "Item<select name=\"item\_id\">")

print\_options(w, items)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "Client<select name=\"client\_id\">")

print\_options(w, clients)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "Orderer<select name=\"orderer\_id\">")

print\_options(w, orderers)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "<input type=\"SUBMIT\" value=\"Add\"></p></form></html>")

}

func PrintUpdate(w http.ResponseWriter, id int, employes []IdName, price int, items []IdName, clients []IdName, orderers []IdName) {

fmt.Fprintf(w, "<html><form method=\"POST\" action=\"/update\"><p>")

fmt.Fprintf(w, "Employee<select name=\"employee\_id\">")

print\_options(w, employes)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "Price<input type=\"number\" step=\"1\" min=\"1\" name=\"price\" value=\"%d\"/>", price)

fmt.Fprintf(w, "Item<select name=\"item\_id\">")

print\_options(w, items)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "Client<select name=\"client\_id\">")

print\_options(w, clients)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "Orderer<select name=\"orderer\_id\">")

print\_options(w, orderers)

fmt.Fprintf(w, "</select>")

fmt.Fprintf(w, "<input type=\"hidden\" name=\"id\" value=\"%d\"/>", id)

fmt.Fprintf(w, "<input type=\"SUBMIT\" value=\"Update\"></p></form></html>")

}

func PrintLogin(w http.ResponseWriter, error \*string) {

fmt.Fprintf(w, "<html><form method=\"POST\" action=\"/login\"><p>")

fmt.Fprintf(w, "Login<input name=\"username\"/>")

fmt.Fprintf(w, "Password<input name=\"password\" type=\"password\"/>")

fmt.Fprintf(w, "<input type=\"SUBMIT\" value=\"Login\"></p></form>")

if error != nil {

fmt.Fprintf(w, "Error: %s", \*error)

}

fmt.Fprintf(w, "</html>")

}

func print\_options(w io.Writer, table []IdName) {

for \_, tmp := range table {

fmt.Fprintf(w, "<option value=\"%d\">%s</option>", tmp.Id, tmp.Name)

}

}