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**Цель работы**

Знакомство с внутренним представлением различных типов данных, используемых компьютером при их обработке.

**Задание (вариант 5)**

1. Разработать алгоритм ввода с клавиатуры int и long double число и показать на экране его внутреннее представление в двоичной системе счисления.

2. Написать и отладить программу на языке С, реализующую разработан-ный алгоритм. Программа должна

- иметь дружественный интерфейс

- выводить на экран информативное сообщение при вводе некорректных дан-ных

- предложить повторный ввод пока не будут введены корректные данные

3. Поменять местами заданные пользователем группы рядом стоящих бит, номера старших разрядов этих групп и количество бит в группе, вводится с клавиатуры.

**Описание решения**

Рассмотрим два различных решения задачи – для int и для long double. Так как int – целое число, то оно поддерживает битовые операции, а потому можно:

1. Создать битовые маски для групп
2. Обнулить биты в исходном числе
3. Использовать побитовое ИЛИ между исходным числом и группами, чтобы поменять их местами

Теперь подробнее о создании получении группы:

Так как пользователь вводит позицию слева направо, то необходимо сдивнуть исходное число на (sizeOfInt - pos - len + 1), чтобы отсечь ненужные биты, запишем результат этой операции в переменную result. Затем создадим маску, содержащую нули во всех полях, кроме младших разрядов длиной len. А после использовать побитовое И между result и маской.

Чтобы положить наш result в новую позицию нужно выполнить следующий алгоритм:

1. Сначала определим сдвиг delta = (sizeOfInt - pos - len + 1).
2. Затем нам надо обнулить все биты, соответствующие группе, в исходном числе.
3. Затем мы делаем побитовое ИЛИ между исходным числом и группой, сдвинутой на delta.

Данные операции выполняются дважды – для обеих групп.

В случае с переменной формата long double решение задачи меняется. Дробные числа не поддерживают побитовые сдвиги – это связано с тем, как они хранятся в памяти. Рассмотрим на примере float и double.

float

|  |  |  |
| --- | --- | --- |
| S | P | M |

31 30 23 22 0

double

|  |  |  |
| --- | --- | --- |
| S | P | M |

63 62 52 51 0

Дробные числа в памяти хранятся в виде трёх частей:

1. Знаковый бит (0 для положительных и 1 для отрицательных)
2. Порядок (степень, в которую будет вовзодиться двойка)
3. Мантисса (дробное число от 1 до 2, но в случае float и double хранится только дробная часть, т к единица хранится всегда, так что для более эффективного использования памяти единицу опускают).

В конце идёт перемножение S \* 2P \* 1.M

Также следует отметить, что порядок хранится со смещение на 127 бит в случае с float и 1023 бита для double. Это требуется для записи отрицательных степеней двойки.

Рассмотрим примеры (для float):

1. Число 15.375
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1. Число -25.105

![](data:image/png;base64,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)

Рассмотрим примеры (для double):

1. Число 15.375
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1. Число -25.105
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Теперь к алгоритму для long double:

Так как long double имеет размер больший, чем любое из целых чисел, то для решения задачи используется union из long double и массива unsigned char, поскольку размер такой переменной – 1 байт.

После ввода long double и указания расположения групп, необходимо создать два массива unsigned char такого же размера, что и в union, занести в них биты, соответствующие группам, после обнулить биты групп в исходном массиве и перезаписать их, используя ранее созданные два массива.

Суть операций такая же как и в случае с переменной int, но теперь нужно работать с массивами.

Основная идея заключается в использовании цикла от 0 до len, в котором вычисляется byteIndex1, byteIndex2 и bitIndex1, bitIndex2 на основе позиций и текущего значения переменной цикла. Так вычисляется нужная позиция внутри массива, что позволяет осуществлять запись. Для «сдвига» наших групп мы вычисляем shift как разницу между бит индексами, после чего смотрим на его знак: если он отрицательный, то сдвигаем первую группу вправо на (-shift) а вторую влево на (-shift), иначе необходимо сдвинуть первую группу влево на shift, а вторую вправо на shift.

**Исходный код программы**

// for int

#include <stdio.h>

const int sizeOfInt = sizeof(int) \* 8;

/\* io \*/

void printBinaryInteger(int n) {

    for (int i = sizeOfInt - 1; i >= 0; i--) {

        int bit = (n >> i) & 1;

        printf("%d", bit);

        if ((i % 8) == 0) {

            printf(" ");

        }

    }

    printf("\n");

}

void printLine() {

    printf("+");

    for (int i = 1; i <= sizeOfInt; i++) {

        printf("---");

        if (i != sizeOfInt) {

            printf("+");

        }

    }

    printf("+\n");

}

void beautifulPrint(int n) {

    printLine();

    printf("|");

    for (int i = 1; i <= sizeOfInt; i++) {

        printf("%2d |", i);

    }

    printf("\n");

    printLine();

    printf("|");

    for (int i = sizeOfInt - 1; i >= 0; i--) {

        int bit = (n >> i) & 1;

        printf("%2d |", bit);

    }

    printf("\n");

    printLine();

    printf("|");

    for (int i = sizeOfInt; i >= 1; i--) {

        printf("%2d |", i);

    }

    printf("\n");

    printLine();

}

/\* logic \*/

int getBitGroup(int number, int pos, int len) {

    int result = number >> (sizeOfInt - pos - len + 1);

    int mask = (1 << len) - 1;

    result &= mask;

    return result;

}

int setBitGroup(int number, int pos, int len, int value) {

    int delta = (sizeOfInt - pos - len + 1);

    int mask = ((1 << len) - 1) << delta;

    number &= ~mask;

    number |= (value << delta);

    return number;

}

int swapBitGroups(int number) {

    int pos1, len, pos2;

    printf("Enter the position of the fisrt bit of the first group (from left to right): ");

    scanf("%d", &pos1);

    printf("Enter the position of the first bit of the second group (from left to right): ");

    scanf("%d", &pos2);

    printf("Enter the number of bits in the groups: ");

    scanf("%d", &len);

    if (pos1 < 0 || pos1 >= sizeOfInt || len <= 0 || (pos1 + len) > sizeOfInt) {

        printf("Error: invalid parameters for the first group.\n");

        return number;

    }

    if (pos2 < 0 || pos2 >= sizeOfInt || len <= 0 || (pos2 + len) > sizeOfInt) {

        printf("Error: invalid parameters for the second group.\n");

        return number;

    }

    if ((pos2 + len > sizeOfInt) || (pos1 + len > sizeOfInt)) {

        printf("Error: groups are too long to rearrange.\n");

        return number;

    }

    int group1 = getBitGroup(number, pos1, len);

    printf("Your group 1:\n");

    printBinaryInteger(group1);

    int group2 = getBitGroup(number, pos2, len);

    printf("Your group 2:\n");

    printBinaryInteger(group2);

    number = setBitGroup(number, pos1, len, group2);

    number = setBitGroup(number, pos2, len, group1);

    return number;

}

int main() {

    int number;

    printf("Enter integer: ");

    scanf("%d", &number);

    getchar();

    printf("Your number:\n");

    printBinaryInteger(number);

    beautifulPrint(number);

    number = swapBitGroups(number);

    printf("Your number:\n");

    printBinaryInteger(number);

    beautifulPrint(number);

    printf("In decimal format: %d", number);

    return 0;

}

// for long double

#include <stdio.h>

#define ldBytes sizeof(long double)

union Data {

    long double number;

    unsigned char arr[ldBytes];

};

void printBinaryChar(unsigned char n) {

    int i, bit;

    for (i = 7; i >= 0; i--) {

        bit = (n >> i) & 1;

        printf("%d", bit);

    }

}

void printBits(unsigned char arr[]) {

    int i;

    for (i = ldBytes - 1; i >= 0; i--) {

        printBinaryChar(arr[i]);

        printf(" ");

    }

    printf("\n");

}

void swapBitGroups(union Data\* data) {

    int pos1, len, pos2, i, j, bitIndex, byteIndex1, byteIndex2, bitIndex1, bitIndex2, shift;

    unsigned char group1[ldBytes] = {0}, group2[ldBytes] = {0};

    printf("Enter the position of the fisrt bit of the first group (from left to right): ");

    scanf("%d", &pos1);

    printf("Enter the position of the first bit of the second group (from left to right): ");

    scanf("%d", &pos2);

    printf("Enter the number of bits in the groups: ");

    scanf("%d", &len);

    if (pos1 < 0 || pos1 >= ldBytes \* 8 || len <= 0 || (pos1 + len) > ldBytes \* 8) {

        printf("Error: invalid parameters for the first group.\n");

        return;

    }

    if (pos2 < 0 || pos2 >= ldBytes \* 8 || len <= 0 || (pos2 + len) > ldBytes \* 8) {

        printf("Error: invalid parameters for the second group.\n");

        return;

    }

    if ((pos2 + len > ldBytes \* 8) || (pos1 + len > ldBytes \* 8)) {

        printf("Error: groups are too long to rearrange.\n");

        return;

    }

    for (i = 0; i < len; i++) {

        byteIndex1 = ldBytes - (i + pos1) / 8 - 1;

        byteIndex2 = ldBytes - (i + pos2) / 8 - 1;

        bitIndex1 = 7 - ((i + pos1) % 8);

        bitIndex2 = 7 - ((i + pos2) % 8);

        if (data->arr[byteIndex1] & (1 << bitIndex1)) {

            group1[byteIndex1] |= (1 << bitIndex1);

        }

        if (data->arr[byteIndex2] & (1 << bitIndex2)) {

            group2[byteIndex2] |= (1 << bitIndex2);

        }

    }

    for (i = 0; i < len; i++) {

        byteIndex1 = ldBytes - (i + pos1) / 8 - 1;

        byteIndex2 = ldBytes - (i + pos2) / 8 - 1;

        bitIndex1 = 7 - ((i + pos1) % 8);

        bitIndex2 = 7 - ((i + pos2) % 8);

        data->arr[byteIndex1] &= ~(1 << bitIndex1);

        data->arr[byteIndex2] &= ~(1 << bitIndex2);

    }

    printf("group1: \n");

    printBits(group1);

    printf("group2: \n");

    printBits(group2);

    for (i = 0; i < len; i++) {

        byteIndex1 = ldBytes - (i + pos1) / 8 - 1;

        byteIndex2 = ldBytes - (i + pos2) / 8 - 1;

        bitIndex1 = ((i + pos1) % 8);

        bitIndex2 = ((i + pos2) % 8);

        shift = bitIndex1 - bitIndex2;

        if (shift < 0) {

            data->arr[byteIndex1] |= group2[byteIndex2] << (-shift);

            data->arr[byteIndex2] |= group1[byteIndex1] >> (-shift);

        } else {

            data->arr[byteIndex1] |= group2[byteIndex2] >> (shift);

            data->arr[byteIndex2] |= group1[byteIndex1] << (shift);

        }

    }

}

int main() {

    union Data data;

    printf("Enter long double number: ");

    scanf("%Lf", &data.number);

    printf("Your number: %Lf\n", data.number);

    printf("Original number in binary:\n");

    printBits(data.arr);

    swapBitGroups(&data);

    printf("After swapping:\n");

    printBits(data.arr);

    printf("Your number: %Lf\n", data.number);

    return 0;

}

**Выводы**

В ходе выполнения работы мы изучили, как компьютер хранит и обрабатывает различные типы данных, а также подробно рассмотрели двоичное представление целых и дробных чисел и операции сдвига битов. Мы узнали и применили следующие ключевые моменты:

Мы изучили, как целые числа хранятся в памяти компьютера в виде двоичных кодов. Для этого было реализовано отображение чисел в двоичном виде, что позволило визуализировать, как каждый бит числа используется для представления данных.

Рассмотрели особенности хранения как положительных, так и отрицательных чисел с использованием дополнительного кода. Этот метод позволяет эффективно представлять отрицательные числа и выполнять арифметические операции.

Мы рассмотрели три основных метода представления чисел со знаком: прямой код, обратный код и дополнительный код. Узнали, что прямой и обратный коды имеют недостатки (например, два представления для нуля), и что дополнительный код широко используется благодаря удобству выполнения арифметических операций.

Мы научились работать с побитовыми сдвигами чисел, как влево, так и вправо. Рассмотрели разницу между арифметическим и логическим сдвигом, особенно в контексте обработки отрицательных чисел, где важно сохранять или изменять знаковый бит.

Применили эти знания для обработки групп битов, извлекая их из числа и меняя их местами.

Также в процессе работы мы изучили темы представления чисел с плавающей запятой, где изучили структуру числа: знак, экспонента и мантисса. Это дало понимание, как числа с плавающей запятой хранятся в двоичной системе.

Был разработан и реализован алгоритм, который позволяет пользователю задавать две группы битов, а затем менять их местами. Для этого мы научились извлекать группы битов, обрабатывать их и устанавливать на новые позиции.

Таким образом, мы научились эффективно работать с двоичными представлениями данных, узнали, как компьютер хранит целые числа и числа с плавающей запятой, и реализовали операции сдвига и перестановки битовых групп с учётом внутренней структуры данных.