IComparable, IComparer And IEquatable Interfaces In C#

During implementation, often question rises on how to sort a collection of objects. To sort a collection requires how objects can first of all be compared to each other. A value type such as int, double, float can be compared if both of the objects have equal values. However, a reference type such as a class with multiple fields, the question is often difficult to answer. Well, in other words it depends. It depends how two objects are said to be compared / equated; when all fields have the same value or one of them is enough to decide if they are equal.  
  
C# provides a variety of interfaces to achieve the required behavior. Let’s have a look on them one by one:

1. **public** **class** Car
2. {
3. **public** **string** Name { **get**; **set**; }
4. **public** **int** MaxSpeed { **get**; **set**; }
5. }

**IComparable Interface:**  
Interface has a CompareTo method that takes a reference type as a parameter and returns an integer based on if current instance precedes, follows or occurs in the same position in the sort order as the other object (MSDN).  
  
The implementation of the CompareTo(Object) method must return an Int32 that has one of the three values, as in the following table.

|  |  |
| --- | --- |
| **Value** | **Meaning** |
| Less than zero | The current instance precedes the object specified by the CompareTo method in the sort order. |
| Zero | This current instance occurs in the same position in the sort order as the object specified by the CompareTo method. |
| Greater than zero | This current instance follows the object specified by the CompareTo method in the sort order. |

**Example**

1. **public** **class** Car: IComparable
2. {
3. **public** **string** Name
4. {
5. **get**;
6. **set**;
7. }
8. **public** **int** MaxSpeed
9. {
10. **get**;
11. **set**;
12. }
13. **public** **int** CompareTo(**object** obj)
14. {
15. **if** (!(obj **is** Car))
16. {
17. **throw** **new** ArgumentException("Compared Object is not of car");
18. }
19. Car car = obj **as** Car;
20. **return** Name.CompareTo(car.Name);
21. }
22. }

**At client:**

1. **private** **static** **void** Main(**string**[] args)
2. {
3. Car[] cars = **new** Car[]
4. {
5. **new** Car()
6. {
7. Name = "Zinco"
8. }, **new** Car()
9. {
10. Name = "VW"
11. }, **new** Car()
12. {
13. Name = "BMW"
14. }
15. };
16. Array.Sort(cars);
17. Array.ForEach(cars, x => Console.WriteLine(x.Name));
18. }

**Output**  
  
![result](data:image/jpeg;base64,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)  
 **IComparer interface**  
The CompareTo method from IComparable interface can sort on only one field at a time, so sorting on different properties with it is not possible. IComparer interface provides Compare method that Compares two objects and returns a value indicating whether one is less than, equal to, or greater than the other.  
  
A class that implements the IComparer interface must provide a Compare method that compares two objects.  
  
For example, you could create a CarComparer class that implements IComparer and that has a Compare method that com¬pares Car objects by Name. You could then pass a CarComparer object to the *Array.Sort method*, and it can use that object to sort an array of Car objects.

1. **public** **class** CarComparer: IComparer < Car >
2. {
3. **public** **enum** SortBy
4. {
5. Name,
6. MaxSpeed
7. }
8. **private** SortBy compareField = SortBy.Name;
9. **public** **int** Compare(Car x, Car y)
10. {
11. **switch** (compareField)
12. {
13. **case** SortBy.Name:
14. **return** x.Name.CompareTo(y.Name);
15. **break**;
16. **case** SortBy.MaxSpeed:
17. **return** x.MaxSpeed.CompareTo(y.MaxSpeed);
18. **break**;
19. **default**:
20. **break**;
21. }
22. **return** x.Name.CompareTo(y.Name);
23. }
24. }

**At client side**

1. **private** **static** **void** Main(**string**[] args)
2. {
3. Car[] cars = **new** Car[]
4. {
5. **new** Car()
6. {
7. Name = "Zinco"
8. }, **new** Car()
9. {
10. Name = "VW"
11. }, **new** Car()
12. {
13. Name = "BMW"
14. }
15. };
16. var carComparer = **new** CarComparer();
17. carComparer.compareField = CarComparer.SortBy.MaxSpeed;
18. Array.Sort(cars, carComparer);
19. }

**Output**  
  
![Output](data:image/jpeg;base64,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)  
  
**IEquatable Interface**  
If a class implements the IComparable interface, it provides a CompareTo method that enables you to determine how two objects should be ordered. Sometimes, you may not need to know how two objects should be ordered, but you need to know instead whether the objects are equal. The IEquatable interface provides that capability by requiring a class to provide an Equals method.

1. **class** Employee: IEquatable < Person >
2. {
3. **public** **string** FirstName
4. {
5. **get**;
6. **set**;
7. }
8. **public** **string** LastName
9. {
10. **get**;
11. **set**;
12. }
13. **public** **bool** Equals(Employee other)
14. {
15. **return** ((FirstName == other.FirstName) && (LastName == other.LastName));
16. }
17. }

**At client**

1. // The List of Persons.
2. **private** List < Employee > Employees = **new** List < Employee > ();
3. // Add a Person to the List.
4. // Make the new Person.
5. Employee emp = **new** Employee()
6. {
7. FirstName = “James”
8. LastName = “Moore”
9. };
10. **if** (Employees.Contains(emp))
11. {
12. MessageBox.Show("The list already contains this employee.");