Detyra 1.

Write a program to simulate **n nested loops** from **1** to **n**.

Kodi:

static void Loops(int[] arr, int index)

{

if (index >= arr.Length)

{

foreach (int element in arr) Console.Write("{0}", element);

Console.WriteLine();

}

else

{

for(int i = 1; i <= arr.Length; i++)

{

arr[index] = i;

Loops(arr, index + 1);

}

}

}

static void Main(string[] args)

{

Console.Write("N: ");

int n = Int32.Parse(Console.ReadLine());

int[] arr = new int[n];

Loops(arr, 0);

}

Rezultati:![](data:image/png;base64,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)

Detyra 2.

Write a program to generate **all variations with duplicates** of **n** elements class **k**. Sample input: n=3 k=2

Kodi:

static void GetCombinations(int[] arr, int index, int start, int end)

{

if (index >= arr.Length)

{

Console.Write("(");

for (int i = 0; i < arr.Length; i++)

if (i < arr.Length - 1) Console.Write("{0} ", arr[i]);

else Console.Write(arr[i]);

Console.Write("), ");

}

else

for (int i = start; i <= end; i++)

{

arr[index] = i;

GetCombinations(arr, index + 1, i, end);

}

}

static void Main(string[] args)

{

Console.Write("Enter N: ");

int n = Int32.Parse(Console.ReadLine());

Console.Write("Enter K: ");

int k = Int32.Parse(Console.ReadLine());

int[] arr = new int[k];

GetCombinations(arr, 0, 1, n);

}

Rezultati:![](data:image/png;base64,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)

Detyra 3.

Write a program to generate and print **all combinations with duplicates** of **k** elements from a set with **n** elements. Sample input:

Kodi:

static void GetCombinations(int[] arr, int index, int start, int end)

{

if (index >= arr.Length)

{

Console.Write("(");

for (int i = 0; i < arr.Length; i++)

if (i < arr.Length - 1) Console.Write("{0} ", arr[i]);

else Console.Write(arr[i]);

Console.Write("), ");

}

else

for (int i = start; i <= end; i++)

{

arr[index] = i;

GetCombinations(arr, index + 1, i, end);

}

}

static void Main(string[] args)

{

Console.Write("Enter N: ");

int n = Int32.Parse(Console.ReadLine());

Console.Write("Enter K: ");

int k = Int32.Parse(Console.ReadLine());

int[] arr = new int[k];

GetCombinations(arr, 0, 1, n);

}

Rezultati:![](data:image/png;base64,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)

Detyra 4.

You are given a **set of strings**. Write a **recursive program**, which **generates all subsets**, consisting exactly **k** strings chosen among the elements of this set. Sample input:

Kodi:

static string[] wordsArr;

static void FindSubsets(int[] arr, int index, int start, int end)

{

if (index >= arr.Length)

{

Console.Write("(");

for (int i = 0; i < arr.Length; i++)

{

Console.Write("{0}", wordsArr[arr[i]]);

if (i != arr.Length - 1) Console.Write(" ");

}

Console.Write("), ");

}

else

for (int i = start; i < end; i++)

{

arr[index] = i;

FindSubsets(arr, index + 1, i + 1, end);

}

}

static void Main(string[] args)

{

Console.Write("Enter array length: ");

int length = Int32.Parse(Console.ReadLine());

wordsArr = new string[length];

Console.WriteLine();

for (int i = 0; i < wordsArr.Length; i++)

{

Console.Write("Enter {0} word: ", i + 1);

wordsArr[i] = Console.ReadLine();

}

Console.Write("\nEnter K: ");

int k = Int32.Parse(Console.ReadLine());

int[] arr = new int[k];

Console.WriteLine();

FindSubsets(arr, 0, 0, length);

Console.ReadLine();

}
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