# Hbase实战之新浪微博

# 1、Hbase的namespace介绍

## 1、namespace基本介绍

在HBase中，namespace命名空间指对一组表的逻辑分组，类似RDBMS中的database，方便对表在业务上划分。Apache HBase从0.98.0, 0.95.2两个版本号開始支持namespace级别的授权操作，HBase全局管理员能够创建、改动和回收namespace的授权。

## 2、namespace的作用

1、配额管理：限制一个namespace可以使用的资源，包括region和table

2、命名空间安全管理：提供了另一个层面的多租户安全管理

3、Region服务器组：一个命名或一张表，可以被固定到一组RegionServers上，从而保证了数据隔离性

## 3、namespace的基本操作

创建namespace

hbase>create\_namespace 'nametest'

查看namespace

hbase>describe\_namespace 'nametest'

列出所有namespace

hbase>list\_namespace

在namespace下创建表

hbase>create 'nametest:testtable', 'fm1'

查看namespace下的表

hbase>list\_namespace\_tables 'nametest'

删除namespace

hbase>drop\_namespace 'nametest'

# 2、Hbase的数据版本的确界以及TTL

## 1、数据的确界

在Hbase当中，我们可以为数据设置上界和下界，其实就是定义数据的历史版本保留多少个，通过自定义历史版本保存的数量，我们可以实现历史多个版本的数据的查询

1、版本的下界

默认的版本下界是0，即禁用。row版本使用的最小数目是与生存时间（TTL Time To Live）相结合的，并且我们根据实际需求可以有0或更多的版本，使用0，即只有1个版本的值写入cell。

2、版本的上界

之前默认的版本上界是3，也就是一个row保留3个副本（基于时间戳的插入）。该值不要设计的过大，一般的业务不会超过100。如果cell中存储的数据版本号超过了3个，再次插入数据时，最新的值会将最老的值覆盖。（现版本已默认为1）

## 2、数据的TTL

在实际工作当中经常会遇到有些数据过了一段时间我们可能就不需要了，那么这时候我们可以使用定时任务去定时的删除这些数据，或者我们也可以使用Hbase的TTL（Time To Live）功能，让我们的数据定期的会进行清除

使用代码来设置数据的确界以及设置数据的TTL如下

## 3、通过代码实现版本设定以及数据的TTL

### 第一步：创建maven工程并添加jar包

创建maven工程，导入jar包坐标

<dependencies>  
 <!-- https://mvnrepository.com/artifact/org.apache.hbase/hbase-client -->  
 <dependency>  
 <groupId>org.apache.hbase</groupId>  
 <artifactId>hbase-client</artifactId>  
 <version>2.0.0</version>  
 </dependency>  
 <!-- https://mvnrepository.com/artifact/org.apache.hbase/hbase-server -->  
 <dependency>  
 <groupId>org.apache.hbase</groupId>  
 <artifactId>hbase-server</artifactId>  
 <version>2.0.0</version>  
 </dependency>  
  
 <dependency>  
 <groupId>junit</groupId>  
 <artifactId>junit</artifactId>  
 <version>4.12</version>  
 <scope>test</scope>  
 </dependency>  
 <dependency>  
 <groupId>org.testng</groupId>  
 <artifactId>testng</artifactId>  
 <version>6.14.3</version>  
 <scope>test</scope>  
 </dependency>  
  
 <!-- https://mvnrepository.com/artifact/org.apache.hbase/hbase-mapreduce -->  
 <dependency>  
 <groupId>org.apache.hbase</groupId>  
 <artifactId>hbase-mapreduce</artifactId>  
 <version>2.0.0</version>  
 </dependency>  
  
 <dependency>  
 <groupId>org.apache.hadoop</groupId>  
 <artifactId>hadoop-client</artifactId>  
 <version>2.7.5</version>  
 </dependency>  
 <dependency>  
 <groupId>org.apache.hadoop</groupId>  
 <artifactId>hadoop-hdfs</artifactId>  
 <version> 2.7.5</version>  
 </dependency>  
  
 <dependency>  
 <groupId>org.apache.hadoop</groupId>  
 <artifactId>hadoop-common</artifactId>  
 <version>2.7.5</version>  
 </dependency>  
</dependencies>  
<build>  
 <plugins>  
 <plugin>  
 <groupId>org.apache.maven.plugins</groupId>  
 <artifactId>maven-compiler-plugin</artifactId>  
 <version>3.0</version>  
 <configuration>  
 <source>1.8</source>  
 <target>1.8</target>  
 <encoding>UTF-8</encoding>  
 <!-- <verbal>true</verbal>-->  
 </configuration>  
 </plugin>  
 <!--将我们其他用到的一些jar包全部都打包进来 -->  
 <plugin>  
 <groupId>org.apache.maven.plugins</groupId>  
 <artifactId>maven-shade-plugin</artifactId>  
 <version>2.4.3</version>  
 <executions>  
 <execution>  
 <phase>package</phase>  
 <goals>  
 <goal>shade</goal>  
 </goals>  
 <configuration>  
 <minimizeJar>false</minimizeJar>  
 </configuration>  
 </execution>  
 </executions>  
 </plugin>  
 </plugins>  
</build>

### 第二步：代码开发

**public class** HBaseVersionAndTTL {  
 **public static void** main(String[] args) **throws** IOException, InterruptedException {  
 Configuration configuration = HBaseConfiguration.*create*();  
 configuration.set(**"hbase.zookeeper.quorum"**,**"node01:2181,node02:2181,node03:2181"**);  
 Connection connection = ConnectionFactory.*createConnection*();  
 Admin admin = connection.getAdmin();  
 **if**(!admin.tableExists(TableName.*valueOf*(**"version\_hbase"**))){  
 HTableDescriptor hTableDescriptor = **new** HTableDescriptor(TableName.*valueOf*(**"version\_hbase"**));  
 HColumnDescriptor f1 = **new** HColumnDescriptor(**"f1"**);  
 f1.setMinVersions(3);  
 f1.setMaxVersions(5);  
 *//针对某一个列族下面所有的列设置TTL* f1.setTimeToLive(30);  
 hTableDescriptor.addFamily(f1);  
 admin.createTable(hTableDescriptor);  
 }  
 Table version\_hbase = connection.getTable(TableName.*valueOf*(**"version\_hbase"**));  
 Put put = **new** Put(**"1"**.getBytes());  
 *//针对某一条具体的数据设置TTL  
 //put.setTTL(3000);* put.addColumn(**"f1"**.getBytes(),**"name"**.getBytes(),System.*currentTimeMillis*(),**"zhangsan"**.getBytes());  
 version\_hbase.put(put);  
 Thread.*sleep*(1000);  
 Put put2 = **new** Put(**"1"**.getBytes());  
 put2.addColumn(**"f1"**.getBytes(),**"name"**.getBytes(),System.*currentTimeMillis*(),**"zhangsan2"**.getBytes());  
 version\_hbase.put(put2);  
 Get get = **new** Get(**"1"**.getBytes());  
 get.setMaxVersions();  
 Result result = version\_hbase.get(get);  
 Cell[] cells = result.rawCells();  
 **for** (Cell cell : cells) {  
 System.***out***.println(Bytes.*toString*(CellUtil.*cloneValue*(cell)));  
 }  
 version\_hbase.close();  
 connection.close();  
 }  
}

# 3、hbase微博实战案例

## 1、需求分析

1) 微博内容的浏览，数据库表设计

2) 用户社交体现：关注用户，取关用户

3) 拉取关注的人的微博内容

## 2、代码实现

### 2.1 准备工作

#### 第一步：创建maven工程并导入jar包

直接使用在版本确界当中创建的工程以及导入的jar包即可

#### 第二步：拷贝三个配置文件到maven工程的下

将node01服务器的/export/servers/hbase-2.0.0/conf 这个路径下的三个配置文件，分别是

core-site.xml、hdfs-site.xml、hbase-site.xml三个配置文件，拷贝到maven工程的resources资源目录下

![](data:image/png;base64,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)

### 2.2 代码设计总览：

1) 创建命名空间以及表名的定义

2) 创建微博内容表

3) 创建用户关系表

4) 创建用户微博内容接收邮件表

5) 发布微博内容

6) 添加关注用户

7) 移除（取关）用户

8) 获取关注的人的微博内容

### 2.3 创建命名空间以及表名的定义

**代码实现：**

*//微博内容表的表名*private static final byte[] *TABLE\_CONTENT* = Bytes.*toBytes*("weibo:content");  
*//用户关系表的表名*private static final byte[] *TABLE\_RELATIONS* = Bytes.*toBytes*("weibo:relations");  
*//微博收件箱表的表名*private static final byte[] *TABLE\_RECEIVE\_CONTENT\_EMAIL* = Bytes.*toBytes*("weibo:receive\_content\_email");  
*/\*\*  
 \* 初始化命名空间  
 \*/*public void initNameSpace() throws IOException {  
 Connection connection = getConnection();  
 Admin admin = connection.getAdmin();  
 NamespaceDescriptor namespaceDescriptor = NamespaceDescriptor.*create*("weibo2").addConfiguration("creator","jim").build();  
 admin.createNamespace(namespaceDescriptor);  
 admin.close();  
 connection.close();  
}  
  
public Connection getConnection() throws IOException {  
 Configuration configuration = HBaseConfiguration.*create*();  
 configuration.set("hbase.zookeeper.quorum","node01:2181,node02:2181,node03:2181");  
 Connection connection = ConnectionFactory.*createConnection*();  
 return connection;  
}

### 2.4 创建微博内容表

**表结构：**

|  |  |
| --- | --- |
| **方法名** | creatTableeContent |
| Table Name | weibo:content |
| RowKey | 用户ID\_时间戳 |
| ColumnFamily | info |
| ColumnLabel | 标题,内容,图片 |
| Version | 1个版本 |

**代码实现：**

/\*\*  
 \* 创建微博内容存储表  
 \*  
 \* 方法名 creatTableeContent  
 Table Name weibo:content  
 RowKey 用户ID\_时间戳  
 ColumnFamily info  
 ColumnLabel 标题,内容,图片  
 Version 1个版本  
  
 \*  
 \*/  
**public void** creatTableeContent() **throws** IOException {  
 //获取连接  
 Connection connection = getConnection();  
 //获取管理员对象  
 Admin admin = connection.getAdmin();  
 //得到HTableDescriptor对象  
 HTableDescriptor hTableDescriptor = **new** HTableDescriptor(TableName.valueOf(**"weibo:content"**));  
 //添加列族info  
 HColumnDescriptor info = **new** HColumnDescriptor(**"info"**);  
 //设置版本确界  
 info.setMaxVersions(1);  
 info.setMinVersions(1);  
 info.setBlockCacheEnabled(**true**);  
 //设置数据压缩  
 // info.setCompressionType(Compression.Algorithm.SNAPPY);  
 info.setBlocksize(2048\*1024);  
 hTableDescriptor.addFamily(info);  
 //创建表  
 admin.createTable(hTableDescriptor);  
 admin.close();  
 connection.close();  
}

### 2.5 创建用户关系表

**表结构：**

|  |  |
| --- | --- |
| **方法名** | createTableRelations |
| Table Name | weibo:relations |
| RowKey | 用户ID |
| ColumnFamily | attends、fans |
| ColumnLabel | 关注用户ID，粉丝用户ID |
| ColumnValue | 用户ID |
| Version | 1个版本 |

**代码实现：**

/\*\*  
 \* 创建用户关系表  
 \* 方法名 createTableRelations  
 Table Name weibo:relations  
 RowKey 用户ID  
 ColumnFamily attends、fans  
 ColumnLabel 关注用户ID，粉丝用户ID  
 ColumnValue 用户ID  
 Version 1个版本  
  
 \*/  
**public void** createTableRelations() **throws** IOException {  
 //获取连接  
 Connection connection = getConnection();  
 //获取管理员对象  
 Admin admin = connection.getAdmin();  
 //得到表定义  
 HTableDescriptor hTableDescriptor = **new** HTableDescriptor(TableName.valueOf(**TABLE\_RELATIONS**));  
 HColumnDescriptor attends = **new** HColumnDescriptor(**"attends"**);  
 HColumnDescriptor fans = **new** HColumnDescriptor(**"fans"**);  
  
 attends.setBlocksize(2048\*1024);  
 attends.setBlockCacheEnabled(**true**);  
 attends.setMinVersions(1);  
 attends.setMaxVersions(1);  
  
  
 fans.setBlocksize(2048\*1024);  
 fans.setBlockCacheEnabled(**true**);  
 fans.setMinVersions(1);  
 fans.setMaxVersions(1);  
  
 hTableDescriptor.addFamily(attends);  
 hTableDescriptor.addFamily(fans);  
 admin.createTable(hTableDescriptor);  
 admin.close();  
 connection.close();  
}

### 2.6 创建微博收件箱表

**表结构：**

|  |  |
| --- | --- |
| **方法名** | createTableReceiveContentEmails |
| Table Name | weibo:receive\_content\_email |
| RowKey | 用户ID |
| ColumnFamily | info |
| ColumnLabel | 用户ID |
| ColumnValue | 取微博内容的RowKey |
| Version | 1000 |

**代码实现：**

/\*\*  
 \* 表结构：  
 方法名 createTableReceiveContentEmails  
 Table Name weibo:receive\_content\_email  
 RowKey 用户ID  
 ColumnFamily info  
 ColumnLabel 用户ID  
 ColumnValue 取微博内容的RowKey  
 Version 1000  
  
 \*/  
  
**public void** createTableReceiveContentEmails() **throws** IOException {  
 //获取连接  
 Connection connection = getConnection();  
 //得到管理员对象  
 Admin admin = connection.getAdmin();  
 //获取HTableDescriptor  
 HTableDescriptor hTableDescriptor = **new** HTableDescriptor(TableName.valueOf(**TABLE\_RECEIVE\_CONTENT\_EMAIL**));  
 //定义列族名称  
 HColumnDescriptor info = **new** HColumnDescriptor(**"info"**);  
 info.setMaxVersions(1000);  
 info.setMinVersions(1000);  
 info.setBlockCacheEnabled(**true**);  
 info.setBlocksize(2048\*1024);  
 hTableDescriptor.addFamily(info);  
 //创建表  
 admin.createTable(hTableDescriptor);  
 admin.close();  
 connection.close();  
}

### 2.7 发布微博内容

a、微博内容表中添加1条数据

b、微博收件箱表对所有粉丝用户添加数据

**代码实现：**

*/\*\*  
 \* 发布微博内容  
 \** ***@param uid*** *\** ***@param content*** *\*/***public void** publishWeiBo(String uid ,String content) **throws** IOException {  
 Connection connection = getConnection();  
 Table table = connection.getTable(TableName.*valueOf*(***TABLE\_CONTENT***));  
 String rowkey = uid + **"\_"**+ System.*currentTimeMillis*();  
 Put put = **new** Put(rowkey.getBytes());  
 put.addColumn(**"info"**.getBytes(),**"content"**.getBytes(),System.*currentTimeMillis*(),content.getBytes());  
 table.put(put);  
 *//微博用户关系表* Table table\_relations = connection.getTable(TableName.*valueOf*(***TABLE\_RELATIONS***));  
 Get get = **new** Get(uid.getBytes());  
 get.addFamily(**"fans"**.getBytes());  
 Result result = table\_relations.get(get);  
 Cell[] cells = result.rawCells();  
 **if**(cells.**length** <= 0){  
 **return** ;  
 }  
 List<**byte**[]> allFans = **new** ArrayList<**byte**[]>();  
 *//将所有的粉丝都获取到，然后将数据保存到粉丝表当中去* **for** (Cell cell : cells) {  
 **byte**[] bytes = CellUtil.*cloneQualifier*(cell);  
 allFans.add(bytes);  
 }  
 Table table\_receive\_content\_email = connection.getTable(TableName.*valueOf*(***TABLE\_RECEIVE\_CONTENT\_EMAIL***));  
 List<Put> putFansList = **new** ArrayList<>();  
 **for** (**byte**[] allFan : allFans) {  
 Put put1 = **new** Put(allFan);  
 put1.addColumn(**"info"**.getBytes(),Bytes.*toBytes*(uid),System.*currentTimeMillis*(),rowkey.getBytes());  
 putFansList.add(put1);  
 }  
 table\_receive\_content\_email.put(putFansList);  
}

### 2.8 添加关注用户

a、在微博用户关系表中，对当前主动操作的用户添加新关注的好友

b、在微博用户关系表中，对被关注的用户添加新的粉丝

c、微博收件箱表中添加所关注的用户发布的微博

**代码实现：**

/\*\*  
 \* 添加关注用户，一次可能添加多个关注用户  
 \* A 关注一批用户 B,C ,D  
 \* 第一步：A是B,C,D的关注者 在weibo:relations 当中attend列族当中以A作为rowkey，B,C,D作为列名，B,C,D作为列值，保存起来  
 \* 第二步：B,C,D都会多一个粉丝A 在weibo:relations 当中fans列族当中分别以B,C,D作为rowkey，A作为列名，A作为列值，保存起来  
 \* 第三步：A需要获取B,C,D 的微博内容存放到 receive\_content\_email 表当中去，以A作为rowkey，B,C,D作为列名，获取B,C,D发布的微博rowkey，放到对应的列值里面去  
 \*  
 \*  
 \* **@param uid** \* **@param attends** \*/  
**public void** addAttends(String uid ,String ...attends) **throws** IOException {  
 Connection connection = getConnection();  
 Table relation\_table = connection.getTable(TableName.valueOf(**TABLE\_RELATIONS**));  
 //用户关注人,attend列族当中添加数据  
 Put put = **new** Put(uid.getBytes());  
 **for** (String attend : attends) {  
 put.addColumn(**"attends"**.getBytes(),attend.getBytes(),attend.getBytes());  
 }  
 relation\_table.put(put);  
 //粉丝fans添加粉丝，A 关注B，那么自然B就需要添加一个粉丝A  
 **for** (String attend : attends) {  
 Put put1 = **new** Put(attend.getBytes());  
 put1.addColumn(**"fans"**.getBytes(),uid.getBytes(),uid.getBytes());  
 relation\_table.put(put1);  
 }  
  
 //获取uid的所有关注人的收件箱，放到收件箱列表weibo:receive\_content\_email里面去  
 //A 关注B，那么A需要获取B所有的微博内容  
 Table table\_content = connection.getTable(TableName.valueOf(**TABLE\_CONTENT**));  
 Scan scan = **new** Scan();  
 List<**byte**[]> rowkeyBytes = **new** ArrayList<>();  
 **for** (String attend : attends) {  
 RowFilter rowFilter = **new** RowFilter(CompareOperator.**EQUAL**,**new** SubstringComparator(attend+**"\_"**));  
 scan.setFilter(rowFilter);  
 ResultScanner scanner = table\_content.getScanner(scan);  
 **for** (Result result : scanner) {  
 //获取到数据的rowkey  
 **byte**[] rowkey = result.getRow();  
 rowkeyBytes.add(rowkey);  
 }  
 }  
  
  
  
  
 **if**(rowkeyBytes.size() > 0){  
 Table table\_receive\_content = connection.getTable(TableName.valueOf(**TABLE\_RECEIVE\_CONTENT\_EMAIL**));  
 List<Put> recPuts = **new** ArrayList<Put>();  
  
 **for** (**byte**[] rowkeyByte : rowkeyBytes) {  
 Put put1 = **new** Put(uid.getBytes());  
 String rowKeyStr = Bytes.toString(rowkeyByte);  
 String attendUid = rowKeyStr.substring(0, rowKeyStr.indexOf(**"\_"**));  
 **long** timestamp = Long.parseLong(rowKeyStr.substring(rowKeyStr.indexOf(**"\_"**) + 1));  
  
 put1.addColumn(**"info"**.getBytes(),attendUid.getBytes(), timestamp,rowkeyByte);  
 recPuts.add(put1);  
 }  
  
 table\_receive\_content.put(recPuts);  
  
 }  
  
}

### 2.9 移除（取关）用户

a、在微博用户关系表中，对当前主动操作的用户移除取关的好友(attends)

b、在微博用户关系表中，对被取关的用户移除粉丝

c、微博收件箱中删除取关的用户发布的微博

**代码实现：**

/\*\*  
 \* 取消关注 A取消关注 B,C,D这三个用户  
 \* 其实逻辑与关注B,C,D相反即可  
 \* 第一步：在weibo:relation关系表当中，在attends列族当中删除B,C,D这三个列  
 \* 第二步：在weibo:relation关系表当中，在fans列族当中，以B,C,D为rowkey，查找fans列族当中A这个粉丝，给删除掉  
 \* 第三步：A取消关注B,C,D,在收件箱中，删除取关的人的微博的rowkey  
 \*/  
**public void** attendCancel(String uid,String ...cancelAttends) **throws** IOException {  
 Connection connection = getConnection();  
 Table table\_relations = connection.getTable(TableName.valueOf(**TABLE\_RELATIONS**));  
  
 //移除A关注的B,C,D这三个用户  
 **for** (String cancelAttend : cancelAttends) {  
 Delete delete = **new** Delete(uid.getBytes());  
 delete.addColumn(**"attends"**.getBytes(),cancelAttend.getBytes());  
 table\_relations.delete(delete);  
 }  
  
 //B,C,D这三个用户移除粉丝A  
 **for** (String cancelAttend : cancelAttends) {  
 Delete delete = **new** Delete(cancelAttend.getBytes());  
 delete.addColumn(**"fans"**.getBytes(),uid.getBytes());  
 table\_relations.delete(delete);  
 }  
  
 //收件箱表当中 A移除掉B,C,D的信息  
 Table table\_receive\_connection = connection.getTable(TableName.valueOf(**TABLE\_RECEIVE\_CONTENT\_EMAIL**));  
  
 **for** (String cancelAttend : cancelAttends) {  
 Delete delete = **new** Delete(uid.getBytes());  
 delete.addColumn(**"info"**.getBytes(),cancelAttend.getBytes());  
 table\_receive\_connection.delete(delete);  
  
 }  
 table\_receive\_connection.close();  
 table\_relations.close();  
 connection.close();  
}

### 2.10 获取关注的人的微博内容

a、从微博收件箱中获取所关注的用户的微博RowKey

b、根据获取的RowKey，得到微博内容

**代码实现：**

/\*\*  
 \* 某个用户获取收件箱表内容  
 \* 例如A用户刷新微博，拉取他所有关注人的微博内容  
 \* A 从 weibo:receive\_content\_email 表当中获取所有关注人的rowkey  
 \* 通过rowkey从weibo:content表当中获取微博内容  
 \*/  
**public void** getContent(String uid) **throws** IOException {  
 //从weibo:receive\_content\_email 表当中获取用户id为uid的人的所有的微博列表  
 Connection connection = getConnection();  
 //从 weibo:receive\_content\_email  
 Table table\_receive\_content\_email = connection.getTable(TableName.valueOf(**TABLE\_RECEIVE\_CONTENT\_EMAIL**));  
 //定义list集合里面存储我们的所有的Get对象，用于下一步的查询  
 List<Get> rowkeysList = **new** ArrayList<Get>();  
 Get get = **new** Get(uid.getBytes());  
 //设置最大版本为5个  
 get.setMaxVersions(5);  
 Result result = table\_receive\_content\_email.get(get);  
 Cell[] cells = result.rawCells();  
 **for** (Cell cell : cells) {  
 **byte**[] rowkeys = CellUtil.cloneValue(cell);  
 Get get1 = **new** Get(rowkeys);  
 rowkeysList.add(get1);  
 }  
 //从weibo:content表当中通过用户id进行查询微博内容  
 //table\_content内容表  
 Table table\_content = connection.getTable(TableName.valueOf(**TABLE\_CONTENT**));  
 //所有查询出来的内容进行打印出来  
 Result[] results = table\_content.get(rowkeysList);  
 **for** (Result result1 : results) {  
 **byte**[] value = result1.getValue(**"info"**.getBytes(), **"content"**.getBytes());  
 **byte**[] row = result1.getRow();  
 String rowkey = Bytes.toString(row);  
 String[] split = rowkey.split(**"\_"**);  
 Content content = **new** Content();  
 content.setUid(split[0]);  
 content.setTimeStamp(Long.parseLong(split[1]));  
 content.setContent(Bytes.toString(value));  
 System.**out**.println(content.toString());  
 }  
}