ViBe.h（头文件，一般做申明函数、类使用，不做具体定义）

1. #pragma once
2. #include <iostream>
3. #include "opencv2/opencv.hpp"
5. **using namespace cv;**
6. **using namespace std;**
8. #define NUM\_SAMPLES 20      //每个像素点的样本个数
9. #define MIN\_MATCHES 2       //#min指数
10. #define RADIUS 20       //Sqthere半径
11. #define SUBSAMPLE\_FACTOR 16 //子采样概率，决定背景更新的概率

14. **class ViBe\_BGS**
15. {
16. **public:**
17. ViBe\_BGS(**void);  //构造函数**
18. ~ViBe\_BGS(**void);  //析构函数，对开辟的内存做必要的清理工作**
20. **void init(const Mat \_image);   //初始化**
21. **void processFirstFrame(const Mat \_image); //利用第一帧进行建模**
22. **void testAndUpdate(const Mat \_image);  //判断前景与背景，并进行背景跟新**
23. Mat getMask(**void){return m\_mask;};  //得到前景**
25. **private:**
26. Mat m\_samples[NUM\_SAMPLES];  //每一帧图像的每一个像素的样本集
27. Mat m\_foregroundMatchCount;  //统计像素被判断为前景的次数，便于跟新
28. Mat m\_mask;  //前景提取后的一帧图像
29. };

ViBe.cpp（上面所提到的申明的具体定义）

1. #include <opencv2/opencv.hpp>
2. #include <iostream>
3. #include "ViBe.h"
5. **using namespace std;**
6. **using namespace cv;**
8. **int c\_xoff[9] = {-1,  0,  1, -1, 1, -1, 0, 1, 0};  //x的邻居点，9宫格**
9. **int c\_yoff[9] = {-1,  0,  1, -1, 1, -1, 0, 1, 0};  //y的邻居点**
11. ViBe\_BGS::ViBe\_BGS(**void)**
12. {
14. }
15. ViBe\_BGS::~ViBe\_BGS(**void)**
16. {
18. }
20. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Assign space and init \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
21. **void ViBe\_BGS::init(const Mat \_image)  //成员函数初始化**
22. {
23. **for(int i = 0; i < NUM\_SAMPLES; i++) //可以这样理解，针对一帧图像，建立了20帧的样本集**
24. {
25. m\_samples[i] = Mat::zeros(\_image.size(), CV\_8UC1);  //针对每一帧样本集的每一个像素初始化为8位无符号0，单通道
26. }
27. m\_mask = Mat::zeros(\_image.size(),CV\_8UC1); //初始化
28. m\_foregroundMatchCount = Mat::zeros(\_image.size(),CV\_8UC1);  //每一个像素被判断为前景的次数，初始化
29. }
30. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Init model from first frame \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
31. **void ViBe\_BGS::processFirstFrame(const Mat \_image)**
32. {
33. RNG rng;    //随机数产生器
34. **int row, col;**
35. **for(int i = 0; i < \_image.rows; i++)**
36. {
37. **for(int j = 0; j < \_image.cols; j++)**
38. {
39. **for(int k = 0 ; k < NUM\_SAMPLES; k++)**
40. {
41. // Random pick up NUM\_SAMPLES pixel in neighbourhood to construct the model
42. **int random = rng.uniform(0, 9);  //随机产生0-9的随机数，主要用于定位中心像素的邻域像素**
43. row = i + c\_yoff[random]; //定位中心像素的邻域像素
44. **if (row < 0)   //下面四句主要用于判断是否超出边界**
45. row = 0;
46. **if (row >= \_image.rows)**
47. row = \_image.rows - 1;
48. col = j + c\_xoff[random];
49. **if (col < 0)    //下面四句主要用于判断是否超出边界**
50. col = 0;
51. **if (col >= \_image.cols)**
52. col = \_image.cols - 1;
53. m\_samples[k].at<uchar>(i, j) = \_image.at<uchar>(row, col);  //将相应的像素值复制到样本集中
54. }
55. }
56. }
57. }
59. /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Test a new frame and update model \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/
60. **void ViBe\_BGS::testAndUpdate(const Mat \_image)**
61. {
62. RNG rng;
63. **for(int i = 0; i < \_image.rows; i++)**
64. {
65. **for(int j = 0; j < \_image.cols; j++)**
66. {
67. **int matches(0), count(0);**
68. **float dist;**
69. **while(matches < MIN\_MATCHES && count < NUM\_SAMPLES) //逐个像素判断，当匹配个数大于阀值MIN\_MATCHES，或整个样本集遍历完成跳出**
70. {
71. dist = abs(m\_samples[count].at<uchar>(i, j) - \_image.at<uchar>(i, j)); **//当前帧像素值与样本集中的值做差，取绝对值**
72. **if (dist < RADIUS)  //当绝对值小于阀值是，表示当前帧像素与样本值中的相似**
73. matches++;
75. count++;  //**取样本值的下一个元素作比较**
76. }
77. **if (matches >= MIN\_MATCHES)  //匹配个数大于阀值MIN\_MATCHES个数时，表示作为背景**
78. {
79. // It is a background pixel
80. m\_foregroundMatchCount.at<uchar>(i, j) = 0;  //被检测为前景的个数赋值为0
81. // Set background pixel to 0
82. m\_mask.at<uchar>(i, j) = 0;  //该像素点值也为0
83. // 如果一个像素是背景点，那么它有 1 / defaultSubsamplingFactor 的概率去**更新自己的模型样本值**
84. **int random = rng.uniform(0, SUBSAMPLE\_FACTOR);   //以1/defaultSubsamplingFactor概率跟新背景**
85. **if (random == 0)**
86. {
87. random = rng.uniform(0, NUM\_SAMPLES);
88. m\_samples[random].at<uchar>(i, j) = \_image.at<uchar>(i, j); //**以上述概率把该像素的值作为它的一个背景值。**
89. }
90. **// 同时也有 1 / defaultSubsamplingFactor 的概率去更新它的邻居点的模型样本值**
91. random = rng.uniform(0, SUBSAMPLE\_FACTOR);
92. **if (random == 0)**
93. {
94. **int row, col;**
95. random = rng.uniform(0, 9);
96. row = i + c\_yoff[random];
97. **if (row < 0)   //下面四句主要用于判断是否超出边界**
98. row = 0;
99. **if (row >= \_image.rows)**
100. row = \_image.rows - 1;
101. random = rng.uniform(0, 9);
102. col = j + c\_xoff[random];
103. **if (col < 0)   //下面四句主要用于判断是否超出边界**
104. col = 0;
105. **if (col >= \_image.cols)**
106. col = \_image.cols - 1;
108. random = rng.uniform(0, NUM\_SAMPLES);
109. m\_samples[random].at<uchar>(row, col) = \_image.at<uchar>(i, j);  **//模型样本值更新**
110. }
111. }
112. **else  //匹配个数小于阀值MIN\_MATCHES个数时，表示作为前景**
113. {
114. // It is a foreground pixel
115. m\_foregroundMatchCount.at<uchar>(i, j)++;  **//检测为前景的个数加1**
116. // Set background pixel to 255
117. m\_mask.at<uchar>(i, j) =255;    **//前景点用白色（255）表示**
119. //如果某个像素点连续N次（这里为50次）被检测为前景，则认为一块静止区域被误判为运动，将其更新为**背景点**
120. **if (m\_foregroundMatchCount.at<uchar>(i, j) > 50)**
121. {
122. **int random = rng.uniform(0, SUBSAMPLE\_FACTOR);**
123. **if (random == 0)**
124. {
125. random = rng.uniform(0, NUM\_SAMPLES);
126. m\_samples[random].at<uchar>(i, j) = \_image.at<uchar>(i, j);
127. }
128. }
129. }
130. }
131. }
132. }

main.cpp（你懂的……![大笑](data:image/gif;base64,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)）

1. #include <opencv2/opencv.hpp>
2. #include "ViBe.h"
3. #include <iostream>
4. #include <cstdio>
5. #include<stdlib.h>
6. **using namespace cv;**
7. **using namespace std;**
9. **int main(int argc, char\* argv[])**
10. {
11. Mat frame, gray, mask;
12. VideoCapture capture;
13. capture.open("E:\\overpass\\11.avi");    //输入视频地址
15. **if (!capture.isOpened())**
16. {
17. cout<<"No camera or video input!\n"<<endl;
18. **return -1;**
19. }
21. ViBe\_BGS Vibe\_Bgs; //定义一个背景差分对象
22. **int count = 0; //帧计数器，统计为第几帧**
24. **while (1)**
25. {
26. count++;
27. capture >> frame;
28. **if (frame.empty())**
29. **break;**
30. cvtColor(frame, gray, CV\_RGB2GRAY); //转化为灰度图像
32. **if (count == 1)  //若为第一帧**
33. {
34. Vibe\_Bgs.init(gray);
35. Vibe\_Bgs.processFirstFrame(gray); //背景模型初始化
36. cout<<" Training GMM complete!"<<endl;
37. }
38. **else**
39. {
40. Vibe\_Bgs.testAndUpdate(gray);
41. mask = Vibe\_Bgs.getMask();    //计算前景
42. morphologyEx(mask, mask, MORPH\_OPEN, Mat());   //形态学处理消除前景图像中的小噪声，这里用的开运算
43. imshow("mask", mask);
44. }
46. imshow("input", frame);
48. **if ( cvWaitKey(10) == 'q' )    //键盘键入q,则停止运行，退出程序**
49. **break;**
50. }
51. system("pause");
52. **return 0;**
53. }