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Данная статья будет посвящена делегатам. Делегатами пользуются достаточно редко, но все же это достаточно интересная возможность, чтобы с ней познакомиться, тем более что не во всех языках программирования она есть.

Что же такое делегат? Делегат - это специализированный класс, производный от класса**System.MulticastDelegate**, либо от **System.Delegate**. По сути, делегат - это ссылка на метод. Отличие **System.MulticastDelegate** от **System.Delegate** в том, что первый содержит несколько ссылок на методы, а второй всего одну. Обычно используют класс **System.MulticastDelegate**, так как, по сути, он более функциональный. В **C++** есть подобная возможность, но там используются обычные указатели, что не безопасно. Делегат - это более удобное средство.

Зачем они нужны? В основном их используют для того, чтобы делать более гибкие методы и для того, чтобы разделить работу между классами. Надо заметить, что использование делегатов достаточно усложняет код, из-за чего их часто боятся.

С помощью делегатов мы можем передавать одну функцию в качестве параметра другой функции. Использовать это можно по-разному, например: представим, что у нас есть функция сортирующая массив любых объектов. Для того чтобы отсортировать объекты, нужно уметь их сравнивать. Т.е. необходимо в каждом объекте реализовывать интерфейс **IComparable**, либо просто передавать в нашу функцию сортировки еще одну функцию, которая будет сравнивать объекты. В принципе одно и то же, но в первом случае нам придется изменять класс, а это может быть достаточно неудобно, если вообще возможно, поэтому использование делегатов в данном случае является вполне оправданным решением.

Конечно же, без делегатов можно обойтись, но в некоторых случаях они способны облегчить вам жизнь.

Для того чтобы создать делегат используется ключевое слово **delegate**. Создать класс наследник от**System.MulticastDelegate** или от **System.Delegate** не получится.

Давайте разберемся, как работают делегаты на практике. Допустим, что у нас есть класс **Money**(деньги), у данного класса есть метод **Send** (перевод). Предположим, что все банки осуществляют перевод только в определенной валюте, поэтому необходимо перед переводом перевести деньги из одной валюты в другую. Мы можем делать всю работу прямо в методе **Send**, а можем использовать одну из функций: **rub2usd** (из рублей в доллары), **usd2rub** (из долларов в рубли). Таких функций может быть много, но для примера нам хватит двух. Это выглядит более логично, т.к. мы разграничиваем две разные операции (перевод денег, и покупка/продажа валюты).

Итак, осуществим задуманное. Начнем с класса **Money**:

class Money

{

public double count; //кол-во денег

public string type; //вид валюты

public Money(double m)

{

count = m;

type = "rub";

}

public delegate void MoneyDelegate(Money m1);

}

Класс весьма примитивный, но обратите внимание на последнюю запись. Мы создаем делегат**MoneyDelegate**, который будет ссылаться на функцию, принимающую в качестве параметра объект типа **Money**. Т.е. мы заранее прописываем прототип функции. Разумеется, что подобных функций может быть огромное количество. В нашем примере таких функций будет 2: **rub2usd** и **usd2rub**.

А сейчас напишем класс **MoneyOperation**, в котором будут содержаться методы для работы с деньгами:

class MoneyOperation

{

public void rub2usd(Money m1)

{

m1.type = "usd";

m1.count /= 24;

}

public void usd2rub(Money m1)

{

m1.type = "rub";

m1.count \*= 24;

}

public void send(Money m1, string bank, Money.MoneyDelegate proc)

{

if (proc.Target != null)

{

proc(m1);

}

Console.WriteLine(m1.count + " " + m1.type + " успешно переведены в " + bank);

}

}

Давайте разбираться. У нас есть 2 почти одинаковых метода: **usd2rub** и **rub2usd**. Думаю, что назначение этих методов понятно. Разумеется, что жестко прописывать курсы валют это ошибка, но сейчас для нас это не важно, это лишь пример. Сейчас для нас наибольший интерес представляет функция **send**. Данная функция принимает в качестве аргументов 3 параметра: объект **Money** (деньги которые нужно перевести), строковую переменную **bank** (название банка) и делегат типа**Money.MoneyDelegate**. Напомню, что делегат - это, по сути, ссылка на метод. В данный момент мы не знаем, на какой именно метод будет ссылаться делегат. Что же происходит внутри метода **Send**? Сперва мы проверяем, не пустой ли делегат. Делегат - это объект и у него есть ряд полезных методов и свойств, target - как раз такое свойство. Если делегат не указывает ни на какой метод, то **target**равен **null**, в противном случае он содержит имя класса. Если делегат не пустой, то мы вызываем связанный с ним метод. Напомню, что в качестве аргумента передается один параметр, это было прописано при объявлении делегата.

Настало время проверить, как это все работает. Для примера напишем простую программу:

static void Main(string[] args)

{

Money m = new Money(456);

MoneyOperation oper = new MoneyOperation();

Money.MoneyDelegate del = new Money.MoneyDelegate(oper.rub2usd);

oper.send(m, "Сбербанк", del);

Console.ReadLine();

}

Разберем все по полочкам. Сперва мы создаем экземпляр класса **Money**. С помощью конструктора "перечисляем" 456 рублей на счет. После этого создаем объект класса **MoneyOperation**. А дальше идет самое интересное, мы создаем делегат, который ссылается на метод **rub2usd** объекта **oper**. Ну а дальше мы переводим наши денежки в "Сбербанк", при этом переведя их в доллары. если бы мы вместо**rub2usd** написали **usd2rub**, то в программе возникла бы логическая ошибка, т.к. мы не сделали необходимых проверок.

Если мы захотим узнать на какой метод ссылается делегат, то можем воспользоваться свойством**Method**.

Напомню, что делегат может ссылаться на несколько методов, которые будут вызываться по цепочке. Это делает делегаты мощным инструментом, но на практике он применяется не часто.

Надеюсь, что вы поняли общий принцип работы делегатов. В следующей статье мы познакомимся с событиями. На этом все.

![http://blog.nguen.net/image/books/12.jpg](data:image/jpeg;base64,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)Хочешь изучить C#? Купи книгу, не жалей денег!  
  
[Основы ASP.NET с примерами на C#](http://www.books.ru/shop/books/143757?partner=ledworm)

Автор: Нгуен Павел (LedWorm)  
Блог автора: [nguen.net](http://nguen.net/)  
Оригинал статьи: <http://nguen.net/post208-delegate.html>