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**Цель:** научиться осуществлять процедуру поиска расстояний на основе матрицы смежности.

**Методические указания.**

**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Выведите матрицу на экран.
2. Для сгенерированного графа осуществите процедуру поиска расстояний, реализованную в соответствии с приведенным выше описанием. При  реализации алгоритма в качестве очереди используйте класс **queue** из стандартной библиотеки С++.

**3.**\* Реализуйте процедуру поиска расстояний для графа, представленного списками смежности.

**Задание 2\***

1. Реализуйте процедуру поиска расстояний на основе обхода в глубину.
2. Реализуйте процедуру поиска расстояний на основе обхода в глубину для графа, представленного списками смежности.
3. Оцените время работы реализаций алгоритмов поиска расстояний на основе обхода в глубину и обхода в ширину для графов разных порядков.

**Описание метода реализации:**

1)Создали матрицу смежности

2)Осуществили процедуру поиска расстояния

**Результаты работы программы:**

1)Вывели матрицу
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2)Осуществили процедуру поиска расстояния

![](data:image/png;base64,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)

**Вывод:** в ходе выполнения лабораторной работы, мы научились осуществлять процедуру поиска расстояний на основе матрицы смежности.

**Листинг:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace lab\_9

{

internal class Program

{

const int w = 30;

const int h = 7;

struct graf

{

public int[,] matrSM;

}//граф

//ПОИСК \/ \/ \/

static void BFSD(in int[,] matr, int v, ref int[] DIST, Queue<int> Q)

{

DIST[v] = 0;

while (Q.Count != 0)

{

v = Q.Dequeue();

Console.Write(Convert.ToChar(v + 65) + "|");

for (int i = 1; i < DIST.Length; i++)

{

if (matr[v + 1, i + 1] != 0 && DIST[i] == -1)

{

Q.Enqueue(i);

DIST[i] = DIST[v] + 1;

}

}

}

}

//ГЕНЕРАЦИЯ МАТРИЦЫ СМЕЖНОСТИ \/ \/ \/

static void matrSMgen(graf gr, int rand\_key)

{

Random rand = new Random(rand\_key);

int ras = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length));

for (int i = 1; i < ras; i++)

{

gr.matrSM[i, 0] = i;

gr.matrSM[0, i] = i;

}

gr.matrSM[0, 0] = -29;

for (int i = 1; i < ras; i++)

{

for (int j = 1; j < i; j++)

{

gr.matrSM[i, j] = 1 + rand.Next(Convert.ToInt32(ras \* 1.5));

if (gr.matrSM[i, j] > 9)

{ gr.matrSM[i, j] = 0; }

else

{ gr.matrSM[i, j] = 1; }

gr.matrSM[j, i] = gr.matrSM[i, j];

}

}

}

//ВЫВОД МАТРИЦЫ СМЕЖНОСТИ \/ \/ \/

static void matrSMprint(graf gr)

{

if (Math.Sqrt(gr.matrSM.Length) < 5)

{

Console.WindowWidth = 11;

Console.WindowHeight = 11;

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

else

{

Console.WindowWidth = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length)) \* 2 + 1;

Console.WindowHeight = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length)) + 1;

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

int ras = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length));

for (int i = 0; i < ras; i++)

{

for (int j = 0; j < ras; j++)

{

if (i == 0 || j == 0)

{

Console.Write(" " + Convert.ToChar(gr.matrSM[i, j] + 64));

}

else

{

if (true) { if (gr.matrSM[i, j] == 0) { sc(2); } else { sc(1); } }//ЦВЕТНАЯ ТАБЛИЦА

Console.Write(" " + gr.matrSM[i, j]);

sc(0);

}

}

Console.WriteLine();

}

}

//ИЗМЕНЕНИЕ ЦВЕТА КОНСОЛИ \/ \/ \/ (0 - жёлтый; 1 - зелённый; 2 - красный)

static void sc(byte mod)

{

switch (mod)

{

case 0:

Console.ForegroundColor = ConsoleColor.DarkYellow;

break;

case 1:

Console.ForegroundColor = ConsoleColor.DarkGreen;

break;

case 2:

Console.ForegroundColor = ConsoleColor.DarkRed;

break;

}

}

//ИЗМЕНЕНИЕ РАЗМЕРА КОНСОЛИ \/ \/ \/

static void consize(int weigh, int hight)

{

Console.SetWindowSize(weigh - 1, hight - 1);

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

Console.SetWindowSize(weigh, hight);

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

static void Main(string[] args)

{

Console.Title = "лаб 9";

sc(0);

Console.CursorVisible = false;

int mod = 0;

graf A = new graf();

consize(w, h);

MenuMain:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" 1) Сгенерировать графы");

Console.WriteLine(" 2) Вывести матрицы графов");

Console.WriteLine(" 3) поиск расстояния");

Console.Write("\n■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

mod = Convert.ToInt32(Console.ReadKey().KeyChar);

if ((mod < 49 || mod > 54) && mod != 32)

{

Console.Clear();

consize(w, h);

goto MenuMain;

}

switch (mod)

{

case 49://СОЗДАНИЕ ГРАФА

{

int ras;

Console.Clear();

consize(w, 8);

ERROR1:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" Введите размер графа");

Console.WriteLine(" (от 0 до 14)\n\n\n");

Console.Write("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.SetCursorPosition(15, Console.WindowHeight - 3);

if (int.TryParse(Console.ReadLine(), out ras) == false)

{

Console.Clear();

consize(w, 12);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" введено некоректное число\n");

sc(0);

goto ERROR1;

}

if (ras < 0)

{

Console.Clear();

consize(w, 13);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" Размер матрицы не может");

Console.WriteLine(" быть отрицательным!\n");

sc(0);

goto ERROR1;

}

if (ras > 14)

{

Console.Clear();

consize(w, 12);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" превышен максимальный размер\n");

sc(0);

goto ERROR1;

}

ras++;

A.matrSM = new int[ras, ras];

matrSMgen(A, ras);

Console.Clear();

consize(w, h + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" !граф успешно создан!\n");

sc(0);

goto MenuMain;

}

case 50://ВЫВОД ГРАФОВ

{

if (A.matrSM == null)

{

Console.Clear();

consize(w, h + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" граф не сгенерирован\n");

sc(0);

goto MenuMain;

}

Console.Clear();

graf buf = A;

matrSMprint(buf);

Console.ReadKey();

Console.Clear();

consize(w, h);

goto MenuMain;

}

case 51:

{

if (A.matrSM == null)

{

Console.Clear();

consize(w, h + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" граф не сгенерирован\n");

sc(0);

goto MenuMain;

}

Console.Clear();

consize((Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1) \* 2 + 1, 2);

int[] DIST = new int[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1];

for (int i = 0; i < DIST.Length; i++)

{

DIST[i] = -1;

}

Queue<int> Q = new Queue<int>();

Q.Enqueue(0);

BFSD(A.matrSM, 0, ref DIST, Q);

Console.WriteLine();

for (int i = 0; i < DIST.Length; i++)

{

Console.Write(DIST[i] + "|");

}

Console.ReadKey();

Console.Clear();

consize(w, h);

goto MenuMain;

}

}

}

}

}