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# Цель работы

Реализовать программу, принимающую список городов и цен на прямой и обратный перелёт между ними и выдающую информацию о наиболее выгодном перелёте между какимилибо городами.

# Описание реализуемого класса

Класс Matrix, содержит поля double\*\* matrix (двумерный массив цен на рейсы, схожий с матрицей смежности), int size\_of\_matrix (размер матрицы смежности),Map<string, int>\* map\_City\_name\_to\_index (для хранения названия и получения его индекса), Map<int, string>\* map\_index\_to\_name\_City (для хранения индекса и получения его названия города), const int INF (значение «бесконечности», которого невозможно достичь (означает, что между пунктами нет пути)). Класс содержит следующие методы:

* Конструктор – получает на вход список строк, обрабатывает их и в результате выдает матрицу смежности, где по горизонтали начальный пункт, по вертикали – конечный, и на пересечении строк – цена перелёта из одного пункта в другой.
* Деструктор – вызывает метод clear (на основе обычного удаления двоичного дерева).
* *string Ford\_Bellman(string start\_City,string end\_City) –* функция поиска кратчайшего пути из города отправления *start\_City* в город пребывания *end\_City* по алгоритму Форда-Беллмана*.*
* *void print\_way (int i, int j, int\*\* p, Map<int, string>\* map\_index\_to\_name\_City, string&cur)* – функция, рекурсивно записывающая путь в строку.

# Оценка временной сложности алгоритмов

* *string Ford\_Bellman(string start\_City, string end\_City)* – O(n^3)
* *print\_path (int i, int j, int\*\* p, Map<int, string>\* map\_index\_to\_name\_City, string&cur)* – O(n^2)

# Описание реализованных unit-тестов

Реализованные мною тесты проверяют нахождение кратчайшего (наиболее выгодного) маршрута: когда между городами есть маршрут и когда нет.

# Примеры работы программы

![](data:image/png;base64,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)

**Программа**

**laba4.3.cpp**

#include "iostream"

#include "Map.h"

#include "fstream"

#include "string"

#include "adjacency\_matrix.h"

#include "Used\_function.h"

using namespace std;

int main() {

ifstream input("input.txt");

List<string>\* list\_fly = new List<string>();

string city\_Start;

string city\_End;

InputDataFromFile(list\_fly, input);

cout << "Flight schedule: " << endl;

for (int i = 0; i < list\_fly->get\_size(); i++)

cout << list\_fly->at(i) << endl;

cout << "Enter the departure city" << endl;

getline(cin, city\_Start);

cout << "Enter your arrival city" << endl;

getline(cin, city\_End);

Matrix\* matrix\_ford\_bellman = new Matrix(list\_fly);

cout << matrix\_ford\_bellman->Ford\_Bellman(city\_Start, city\_End);

}

**adjacency\_matrix.h**

pragma once

#include"List.h"

#include"Map.h"

#include<string>

#include<iostream>

class Matrix {

public:

Matrix(List<string>\* data) {

map\_City\_name\_to\_index = new Map<string, int>();

map\_index\_to\_name\_City = new Map<int, string>();

int N = data->get\_size();

int index\_city = 0;

int index\_start\_vertex = -1; //starting vertex

for (int i = 0; i < N; i++) //we filled in all the indexes of different cities and count their number

{

string str\_cur = data->at(i);

int cur = str\_cur.find(';'); //first occurrence ";"

int cur1 = str\_cur.find(';', cur + 1); //second occurrence ";"

string str\_name\_city1 = str\_cur.substr(0, cur); //getting the first city

string str\_name\_city2 = str\_cur.substr(cur + 1, cur1 - cur - 1); //getting the second city

str\_name\_city2.erase(0, 1);

if (!map\_City\_name\_to\_index->find\_is(str\_name\_city1))

{

map\_City\_name\_to\_index->insert(str\_name\_city1, index\_city);

map\_index\_to\_name\_City->insert(index\_city, str\_name\_city1);

index\_city++;

}

if (!map\_City\_name\_to\_index->find\_is(str\_name\_city2))

{

map\_City\_name\_to\_index->insert(str\_name\_city2, index\_city);

map\_index\_to\_name\_City->insert(index\_city, str\_name\_city2);

index\_city++;

}

}

// filling in the path matrix

size\_of\_matrix = index\_city;

matrix = new double\* [size\_of\_matrix];

for (int i = 0; i < size\_of\_matrix; i++)

matrix[i] = new double[size\_of\_matrix];

for (int i = 0; i < size\_of\_matrix; i++)

for (int j = 0; j < size\_of\_matrix; j++)

matrix[i][j] = INF;

// filling in the price matrix

for (int i = 0; i < N; i++)

{

int price\_1\_to\_2 = INF;

int price\_2\_to\_1 = INF;

string str\_cur = data->at(i);

int cur = str\_cur.find(';'); //first entering ;

int cur1 = str\_cur.find(';', cur + 1); //second entering ;

int cur2 = str\_cur.find(';', cur1 + 1); //third entering ;

int cur3 = str\_cur.find(';', cur2 + 1); //fourth entering ;

string str\_name\_city1 = str\_cur.substr(0, cur); //getting the first city

string str\_name\_city2 = str\_cur.substr(cur + 1, cur1 - cur - 1); //getting the second city

str\_name\_city2.erase(0, 1);

if (str\_cur.substr(cur1 + 2, cur2 - 2 - cur1) != "N/A")

price\_1\_to\_2 = stof(str\_cur.substr(cur1 + 2, cur2 - 2 - cur1));

if (str\_cur.substr(cur2 + 2, cur3 - 1) != "N/A")

price\_2\_to\_1 = stoi(str\_cur.substr(cur2 + 2, cur3 - 2 - cur2));

matrix[map\_City\_name\_to\_index->find(str\_name\_city1)][map\_City\_name\_to\_index->find(str\_name\_city2)] = price\_1\_to\_2;

matrix[map\_City\_name\_to\_index->find(str\_name\_city2)][map\_City\_name\_to\_index->find(str\_name\_city1)] = price\_2\_to\_1;

}

}

string Ford\_Bellman(string start\_City, string end\_City)

{

string cur;

while (!map\_City\_name\_to\_index->find\_is(start\_City))

{

std::cout << "The departure city is missing, enter it again" << endl;

std::cin >> start\_City;

}

while (!map\_City\_name\_to\_index->find\_is(end\_City))

{

std::cout << "The arrival city is missing, enter it again" << endl;

std::cin >> end\_City;

}

int index\_start\_vertex = map\_City\_name\_to\_index->find(start\_City); //find the index of the city of departure

int index\_end\_vertex = map\_City\_name\_to\_index->find(end\_City); //find the index of the city of departure

double\* distance = new double[size\_of\_matrix];

int\* pre = new int[size\_of\_matrix]; //ancestors

for (int i = 0; i < size\_of\_matrix; i++)

{

distance[i] = INF;

pre[i] = -1;

}

distance[map\_City\_name\_to\_index->find(start\_City)] = 0;

for (int i = 0; i < size\_of\_matrix - 1; i++)

{

for (int j = 0; j < size\_of\_matrix; j++)

{

for (int k = 0; k < size\_of\_matrix; k++)

{

if (matrix[j][k] != INF)

{

if (distance[k] > distance[j] + matrix[j][k])

{

distance[k] = distance[j] + matrix[j][k];

pre[k] = j;

}

}

}

}

}

if (distance[map\_City\_name\_to\_index->find(end\_City)] != INF)

{

cur = "The best route for the price: " + to\_string(distance[map\_City\_name\_to\_index->find(end\_City)]) + '\n';

this->print\_way(cur, start\_City, end\_City, distance, pre);

cur.erase(cur.size() - 2);

cur += '\n';

}

else {

cur = "This route can't be built, try waiting for the flight schedule for tomorrow!";

}

return cur;

}

private:

void print\_way(string& cur, string start\_City, string end\_City, double\* distance, int\* pre)

{

List<int> way;

for (int cur = map\_City\_name\_to\_index->find(end\_City); cur != -1; cur = pre[cur])

way.push\_back(cur);

way.reverse();

cur = cur + "Way from " + start\_City + " to " + end\_City + ": ";

for (int i = 0; i < way.get\_size(); ++i)

cur = cur + map\_index\_to\_name\_City->find(way.at(i)) + "->";

}

double\*\* matrix;

int size\_of\_matrix;

Map<string, int>\* map\_City\_name\_to\_index;

Map<int, string>\* map\_index\_to\_name\_City;

const double INF = 1000000000;

};

**Map.h**

#pragma once

#define COLOR\_RED 1

#define COLOR\_BLACK 0

#include"List.h"

using namespace std;

template<typename T, typename T1>

class Map {

public:

class Node

{

public:

Node(bool color = COLOR\_RED, T key = T(), Node\* parent = NULL, Node\* left = NULL, Node\* right = NULL, T1 value = T1()) :color(color), key(key), parent(parent), left(left), right(right), value(value) {}

T key;

T1 value;

bool color;

Node\* parent;

Node\* left;

Node\* right;

};

~Map()

{

if (this->Root != NULL)

this->clear();

Root = NULL;

delete TNULL;

TNULL = NULL;

}

Map(Node\* Root = NULL, Node\* TNULL = new Node(0)) :Root(TNULL), TNULL(TNULL) {}

void printTree()

{

if (Root)

{

print\_helper(this->Root, "", true);

}

else throw std::out\_of\_range("Tree is empty!");

}

void insert(T key, T1 value)

{

if (this->Root != TNULL)

{

Node\* node = NULL;

Node\* parent = NULL;

/\* Search leaf for new element \*/

for (node = this->Root; node != TNULL; )

{

parent = node;

if (key < node->key)

node = node->left;

else if (key > node->key)

node = node->right;

else if (key == node->key)

throw std::out\_of\_range("key is repeated");

}

node = new Node(COLOR\_RED, key, TNULL, TNULL, TNULL, value);

node->parent = parent;

if (parent != TNULL)

{

if (key < parent->key)

parent->left = node;

else

parent->right = node;

}

insert\_fix(node);

}

else

{

this->Root = new Node(COLOR\_BLACK, key, TNULL, TNULL, TNULL, value);

}

}

List<T>\* get\_keys() {

List<T>\* list = new List<T>();

this->ListKey(Root, list);

return list;

}

List<T1>\* get\_values() {

List<T1>\* list = new List<T1>();

this->ListValue(Root, list);

return list;

}

T1 find(T key)

{

Node\* node = Root;

while (node != TNULL && node->key != key)

{

if (node->key > key)

node = node->left;

else

if (node->key < key)

node = node->right;

}

if (node != TNULL)

return node->value;

else

throw std::out\_of\_range("Key is missing");

}

void remove(T key)

{

this->delete\_node(this->find\_key(key));

}

void clear()

{

this->clear\_tree(this->Root);

this->Root = NULL;

}

bool find\_is(T key) {

Node\* node = Root;

while (node != TNULL && node->key != key) {

if (node->key > key)

node = node->left;

else

if (node->key < key)

node = node->right;

}

if (node != TNULL)

return true;

else

return false;

}

void increment\_value(T key) {

Node\* cur = this->find\_value(key);

cur->value++;

}

private:

Node\* Root;

Node\* TNULL;

//delete functions

void delete\_node(Node\* find\_node)

{

Node\* node\_with\_fix, \* cur\_for\_change;

cur\_for\_change = find\_node;

bool cur\_for\_change\_original\_color = cur\_for\_change->color;

if (find\_node->left == TNULL)

{

node\_with\_fix = find\_node->right;

transplant(find\_node, find\_node->right);

}

else if (find\_node->right == TNULL)

{

node\_with\_fix = find\_node->left;

transplant(find\_node, find\_node->left);

}

else

{

cur\_for\_change = minimum(find\_node->right);

cur\_for\_change\_original\_color = cur\_for\_change->color;

node\_with\_fix = cur\_for\_change->right;

if (cur\_for\_change->parent == find\_node)

{

node\_with\_fix->parent = cur\_for\_change;

}

else

{

transplant(cur\_for\_change, cur\_for\_change->right);

cur\_for\_change->right = find\_node->right;

cur\_for\_change->right->parent = cur\_for\_change;

}

transplant(find\_node, cur\_for\_change);

cur\_for\_change->left = find\_node->left;

cur\_for\_change->left->parent = cur\_for\_change;

cur\_for\_change->color = find\_node->color;

}

delete find\_node;

if (cur\_for\_change\_original\_color == COLOR\_RED)

{

this->delete\_fix(node\_with\_fix);

}

}

//swap links(parent and other) for rotate

void transplant(Node\* current, Node\* current1)

{

if (current->parent == TNULL)

{

Root = current1;

}

else if (current == current->parent->left)

{

current->parent->left = current1;

}

else

{

current->parent->right = current1;

}

current1->parent = current->parent;

}

void clear\_tree(Node\* tree)

{

if (tree != TNULL)

{

clear\_tree(tree->left);

clear\_tree(tree->right);

delete tree;

}

}

//find functions

Node\* minimum(Node\* node)

{

while (node->left != TNULL)

{

node = node->left;

}

return node;

}

Node\* maximum(Node\* node)

{

while (node->right != TNULL)

{

node = node->right;

}

return node;

}

Node\* grandparent(Node\* current)

{

if ((current != TNULL) && (current->parent != TNULL))

return current->parent->parent;

else

return TNULL;

}

Node\* uncle(Node\* current)

{

Node\* current1 = grandparent(current);

if (current1 == TNULL)

return TNULL; // No grandparent means no uncle

if (current->parent == current1->left)

return current1->right;

else

return current1->left;

}

Node\* sibling(Node\* n)

{

if (n == n->parent->left)

return n->parent->right;

else

return n->parent->left;

}

Node\* find\_key(T key)

{

Node\* node = this->Root;

while (node != TNULL && node->key != key)

{

if (node->key > key)

node = node->left;

else

if (node->key < key)

node = node->right;

}

if (node != TNULL)

return node;

else

throw std::out\_of\_range("Key is missing");

}

//all print function

void print\_helper(Node\* root, string indent, bool last)

{

if (root != TNULL)

{

cout << indent;

if (last)

{

cout << "R----";

indent += " ";

}

else

{

cout << "L----";

indent += "| ";

}

string sColor = !root->color ? "black" : "red";

cout << root->key << " (" << sColor << ")" << endl;

print\_helper(root->left, indent, false);

print\_helper(root->right, indent, true);

}

}

void list\_key\_or\_value(int mode, List<T>\* list)

{

if (this->Root != TNULL)

this->key\_or\_value(Root, list, mode);

else

throw std::out\_of\_range("Tree empty!");

}

void key\_or\_value(Node\* tree, List<T>\* list, int mode)

{

if (tree != TNULL)

{

key\_or\_value(tree->left, list, mode);

if (mode == 1)

list->push\_back(tree->key);

else

list->push\_back(tree->value);

key\_or\_value(tree->right, list, mode);

}

}

//fix

void insert\_fix(Node\* node)

{

Node\* uncle;

/\* Current node is COLOR\_RED \*/

while (node != this->Root && node->parent->color == COLOR\_RED)//

{

/\* node in left tree of grandfather \*/

if (node->parent == this->grandparent(node)->left)//

{

/\* node in left tree of grandfather \*/

uncle = this->uncle(node);

if (uncle->color == COLOR\_RED)

{

/\* Case 1 - uncle is COLOR\_RED \*/

node->parent->color = COLOR\_BLACK;

uncle->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

node = this->grandparent(node);

}

else {

/\* Cases 2 & 3 - uncle is COLOR\_BLACK \*/

if (node == node->parent->right)

{

/\*Reduce case 2 to case 3 \*/

node = node->parent;

this->left\_rotate(node);

}

/\* Case 3 \*/

node->parent->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

this->right\_rotate(this->grandparent(node));

}

}

else {

/\* Node in right tree of grandfather \*/

uncle = this->uncle(node);

if (uncle->color == COLOR\_RED)

{

/\* Uncle is COLOR\_RED \*/

node->parent->color = COLOR\_BLACK;

uncle->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

node = this->grandparent(node);

}

else {

/\* Uncle is COLOR\_BLACK \*/

if (node == node->parent->left)

{

node = node->parent;

this->right\_rotate(node);

}

node->parent->color = COLOR\_BLACK;

this->grandparent(node)->color = COLOR\_RED;

this->left\_rotate(this->grandparent(node));

}

}

}

this->Root->color = COLOR\_BLACK;

}

void delete\_fix(Node\* node)

{

Node\* sibling;

while (node != this->Root && node->color == COLOR\_BLACK)//

{

sibling = this->sibling(node);

if (sibling != TNULL)

{

if (node == node->parent->left)//

{

if (sibling->color == COLOR\_BLACK)

{

node->parent->color = COLOR\_BLACK;

sibling->color = COLOR\_RED;

this->left\_rotate(node->parent);

sibling = this->sibling(node);

}

if (sibling->left->color == COLOR\_RED && sibling->right->color == COLOR\_RED)

{

sibling->color = COLOR\_BLACK;

node = node->parent;

}

else

{

if (sibling->right->color == COLOR\_RED)

{

sibling->left->color = COLOR\_RED;

sibling->color = COLOR\_BLACK;

this->left\_rotate(sibling);

sibling = this->sibling(node);

}

sibling->color = node->parent->color;

node->parent->color = COLOR\_RED;

sibling->right->color = COLOR\_RED;

this->left\_rotate(node->parent);

node = this->Root;

}

}

else

{

if (sibling->color == COLOR\_BLACK);

{

sibling->color = COLOR\_RED;

node->parent->color = COLOR\_BLACK;

this->right\_rotate(node->parent);

sibling = this->sibling(node);

}

if (sibling->left->color == COLOR\_RED && sibling->right->color)

{

sibling->color = COLOR\_BLACK;

node = node->parent;

}

else

{

if (sibling->left->color == COLOR\_RED)

{

sibling->right->color = COLOR\_RED;

sibling->color = COLOR\_BLACK;

this->left\_rotate(sibling);

sibling = this->sibling(node);

}

sibling->color = node->parent->color;

node->parent->color = COLOR\_RED;

sibling->left->color = COLOR\_RED;

this->right\_rotate(node->parent);

node = Root;

}

}

}

}

this->Root->color = COLOR\_BLACK;

}

//Rotates

void left\_rotate(Node\* node)

{

Node\* right = node->right;

/\* Create node->right link \*/

node->right = right->left;

if (right->left != TNULL)

right->left->parent = node;

/\* Create right->parent link \*/

if (right != TNULL)

right->parent = node->parent;

if (node->parent != TNULL)

{

if (node == node->parent->left)

node->parent->left = right;

else

node->parent->right = right;

}

else {

this->Root = right;

}

right->left = node;

if (node != TNULL)

node->parent = right;

}

void right\_rotate(Node\* node)

{

Node\* left = node->left;

/\* Create node->left link \*/

node->left = left->right;

if (left->right != TNULL)

left->right->parent = node;

/\* Create left->parent link \*/

if (left != TNULL)

left->parent = node->parent;

if (node->parent != TNULL)

{

if (node == node->parent->right)

node->parent->right = left;

else

node->parent->left = left;

}

else

{

this->Root = left;

}

left->right = node;

if (node != TNULL)

node->parent = left;

}

void ListValue(Node\* tree, List<T1>\* list) {

if (tree != TNULL) {

ListValue(tree->left, list);

list->push\_back(tree->value);

ListValue(tree->right, list);

}

}

void ListKey(Node\* tree, List<T>\* list) {

if (tree != TNULL) {

ListKey(tree->left, list);

list->push\_back(tree->key);

ListKey(tree->right, list);

}

}

Node\* find\_value(T key) {

Node\* node = Root;

while (node != TNULL && node->key != key) {

if (node->key > key)

node = node->left;

else

if (node->key < key)

node = node->right;

}

if (node != TNULL)

return node;

}

};

**List.h**

#pragma once

using namespace std;

template<typename T>

class List

{

private:

class Node {

public:

Node(T data = T(), Node\* Next = NULL)

{

this->data = data;

this->Next = Next;

}

Node\* Next;

T data;

};

public:

void push\_back(T obj) // add to the end of the list

{

if (head != NULL)

{

this->tail->Next = new Node(obj);

tail = tail->Next;

}

else {

this->head = new Node(obj);

this->tail = this->head;

}

Size++;

}

void push\_front(T obj) // adding to the top of the list

{

if (head != NULL)

{

Node\* current = new Node;

current->data = obj;

current->Next = this->head;

this->head = current;

}

else {

this->head = new Node(obj);

}

this->Size++;

}

void pop\_back() { // deleting the last element

if (head != NULL)

{

Node\* current = head;

while (current->Next != tail)//that is we are looking for the penultimate one

current = current->Next;

delete tail;

tail = current;

tail->Next = NULL;

Size--;

}

else throw std::out\_of\_range("out\_of\_range");

}

void pop\_front() { //deleting the first element

if (head != NULL)

{

Node\* current = head;

head = head->Next;

delete current;

Size--;

}

else throw std::out\_of\_range("out\_of\_range");

}

void insert(T obj, size\_t k) // adding an item by index (insert before an item that was previously available by this index)

{

if (k >= 0 && this->Size > k)

{

if (this->head != NULL)

{

if (k == 0)

this->push\_front(obj);

else

if (k == this->Size - 1)

this->push\_back(obj);

else

{

Node\* current = new Node;//to add an element

Node\* current1 = head;//to search for the total element

for (int i = 0; i < k - 1; i++)

{

current1 = current1->Next;

}

current->data = obj;

current->Next = current1->Next;//points to the next element

current1->Next = current;

Size++;

}

}

}

else {

throw std::out\_of\_range("out\_of\_range");

}

}

T at(size\_t k) {// getting an item by index

if (this->head != NULL && k >= 0 && k <= this->Size - 1)

{

if (k == 0)

return this->head->data;

else

if (k == this->Size - 1)

return this->tail->data;

else

{

Node\* current = head;

for (int i = 0; i < k; i++)

{

current = current->Next;

}

return current->data;

}

}

else {

throw std::out\_of\_range("out\_of\_range");

}

}

void remove(int k) { // deleting an item by index

if (head != NULL && k >= 0 && k <= Size - 1)

{

if (k == 0) this->pop\_front();

else

if (k == this->Size - 1) this->pop\_back();

else

if (k != 0)

{

Node\* current = head;

for (int i = 0; i < k - 1; i++) //go to the pre element

{

current = current->Next;

}

Node\* current1 = current->Next;

current->Next = current->Next->Next;

delete current1;

Size--;

}

}

else

{

throw std::out\_of\_range("out\_of\_range");

}

}

size\_t get\_size() { // getting the list size

return Size;

}

void print\_to\_console() // output list items to the console using a separator, do not use at

{

if (this->head != NULL)

{

Node\* current = head;

for (int i = 0; i < Size; i++)

{

cout << current->data << ' ';

current = current->Next;

}

}

}

void clear() // deleting all list items

{

if (head != NULL)

{

Node\* current = head;

while (head != NULL)

{

current = current->Next;

delete head;

head = current;

}

Size = 0;

}

}

void set(size\_t k, T obj) // replacing an element by index with the passed element

{

if (this->head != NULL && this->get\_size() >= k && k >= 0)

{

Node\* current = head;

for (int i = 0; i < k; i++)

{

current = current->Next;

}

current->data = obj;

}

else

{

throw std::out\_of\_range("out\_of\_range");

}

}

bool isEmpty() // checking for an empty list

{

return (bool)(head);

}

void reverse() // changes the order of items in the list

{

int Counter = Size;

Node\* HeadCur = NULL;

Node\* TailCur = NULL;

for (int j = 0; j < Size; j++)

{

if (HeadCur != NULL)

{

if (head != NULL && head->Next == NULL)

{

TailCur->Next = head;

TailCur = head;

head = NULL;

}

else

{

Node\* cur = head;

for (int i = 0; i < Counter - 2; i++)

cur = cur->Next;

TailCur->Next = cur->Next;

TailCur = cur->Next;

cur->Next = NULL;

tail = cur;

Counter--;

}

}

else

{

HeadCur = tail;

TailCur = tail;

Node\* cur = head;

for (int i = 0; i < Size - 2; i++)

cur = cur->Next;

tail = cur;

tail->Next = NULL;

Counter--;

}

}

head = HeadCur;

tail = TailCur;

}

public:

List(Node\* head = NULL, Node\* tail = NULL, int Size = 0) :head(head), tail(tail), Size(Size) {}

~List()

{

if (head != NULL)

{

this->clear();

}

};

private:

Node\* head;

Node\* tail;

int Size;

};

**Used\_function.h**

#pragma once

#include<iostream>

#include<fstream>

void InputDataFromFile(List<string>\* data, ifstream& file) //entering from a file

{

while (!file.eof()) {

string s1;

getline(file, s1);

data->push\_back(s1);

}

}

# Вывод

В данной лабораторной работе я познакомился с алгоритмом Форда-Беллмана и реализовал программу, находящую наиболее выгодный путь с помощью этого алгоритма.