**Name: \_\_\_\_\_\_\_SOLUTION\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

Use this quiz to help you prepare for the Paper-and-Pencil portion of Exam 1. Print it and write your answers directly on the printed copy, or read the electronic copy and write your answers on your own document – your choice. ***Answer all questions.*** Make additional notes as desired. ***Not sure of an answer?*** Ask your instructor to explain in class and revise as needed then. ***Key problems* include: 7, 15, 16, 20, 21, 23, 24, 27, 32, and 33.**

Throughout, where you are asked to “circle your choice”, you can circle or underline it (whichever you prefer).

Throughout, assume that there are no global variables (if you happen to know what they are).

1. Consider the ***secret***  function defined to the right. What are the values of:

def **secret**(x):

y = (x + 1) \*\* 2

return y

* 1. **secret(2)** \_\_\_\_\_\_\_\_ **9** \_\_\_\_\_\_\_\_\_\_\_
  2. **secret(secret(2))** \_\_\_\_ **100** \_\_\_\_\_\_\_

1. Consider the ***mystery*** function defined to the right. What are the values of:

def **mystery**(x, y):

result = x + (3 \* y)

return result

* 1. **mystery(5, 2)** \_\_\_\_\_**11** \_\_\_\_\_\_
  2. **mystery(2, 5)**  \_\_\_\_\_**17**\_\_\_\_\_\_\_
  3. **x = 2**

**y = 5**

**mystery(x, y)**  \_\_\_\_\_**17**\_\_\_\_\_\_\_

* 1. **x = 2**

**y = 5**

**mystery(y, x)**  \_\_\_\_**11**\_\_\_\_\_\_\_

1. Consider the ***secret*** and ***mystery*** functions defined above. What are the values of:
   1. **x = 2**

**y = 5**

**secret(3) + mystery(x, y)**  \_\_\_\_\_\_**33**\_\_\_\_\_\_\_\_

* 1. **secret(mystery(2, 1))**  \_\_\_\_\_\_**36**\_\_\_\_\_\_\_\_\_\_\_\_
  2. **x = 2**

**y = 1**

**mystery(secret(x), secret(y))**  \_\_\_\_\_\_\_**21**\_\_\_\_\_\_\_\_\_\_
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1. Consider the code snippet to the right. Explain briefly why there is a ***red X*** beside ***Line 3***.

**The name (i.e., variable) *n* in *main* is undefined. That is, it has no value when Line 3 executes.**

**The presence of a name (variable) *n* in *foo* is irrelevant. Names defined inside one function are *independent* of names defined in other functions.**

1. ![](data:image/png;base64,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)Consider the code snippet to the right. Explain briefly why there is a ***red X*** beside ***Line 7***.

**The name (variable) *a* in *foo* is undefined. That is, it has no value when Line 7 executes.**

**The presence of a variable *a* in *main* is irrelevant. Names defined inside one function are *independent* of names defined in other functions.**

1. Consider the code snippets defined below. They are contrived examples with poor style but will run without errors. For each, what does it print when *main* runs?

(Each is an independent problem. Pay close attention to the order in which the statements are executed.)

def **main**():

x = 5

y = foo(x)

print(y)

def **foo**(x):

x = 10

print(x)

return x \*\* 3

def **main**():

x = 5

x = foo(x)

print(x)

def **foo**(x):

print(x)

return x \*\* 3

def **main**():

x = 5

foo(x)

print(x)

def **foo**(x):

print(x)

return x \*\* 3

***Prints:*** \_\_\_\_\_ **5** \_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_ **10** \_\_\_\_\_\_ \_\_\_\_\_\_ **5** \_\_\_\_\_\_\_\_

\_\_\_\_\_ **5** \_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_ **1000** \_\_\_ \_\_\_\_\_\_ **125** \_\_\_\_\_

1. **Consider** the code to the left. It is a contrived example with poor style but will run without errors. In this problem, you will trace the execution of the code. ***As each location is encountered during the run:***

**def main():**

a = 2

b = 3

c = 44

d = 55

**foo1(a, b)**

**#### Location 1**

**foo2(c, d)**

**#### Location 2**

r = 25

s = 35

r = **foo3(r, s)**

**#### Location 3**

**def foo1(a, b):**

**#### Location 4**

a = 88

b = 99

**#### Location 5**

**def foo2(**x, y**):**

**#### Location 6**

a = 400

b = 500

y = 600

**#### Location 7**

**def foo3(**s, r**):**

**#### Location 8**

return r + s

**main()**

**#### Location 9**

***1. CIRCLE* each variable** that is ***defined*** at that location.

***2. WRITE t***he ***VALUE*** of each variable that you ***circled*** directly ***BELOW*** the circle.

For example, the run defines the functions and then calls ***main***, as usual. The first of the nine locations **to be encountered** is **Location 4**. At Location 4, the only variables defined are ***a*** and ***b***, with values ***2*** and ***3*** at that point of the program’s run. So, on the row for Location 4, I have circled ***a*** and ***b*** and written their values at Location 4 directly below them.

Note that you fill out the table **in the order that the locations are encountered,** ***NOT from top to bottom. ASK FOR HELP IF YOU DO NOT UNDERSTAND WHAT THIS PROBLEM ASKS YOU TO DO.***

***None of the above are defined at Location 9***

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Location 1** | **a**  **2** | **b**  **3** | **c**  **44** | **d**  **55** | **r** | **s** | **x** | **y** |
| **Location 2** | **a**  **2** | **b**  **3** | **c**  **44** | **d**  **55** | **r** | **s** | **x** | **y** |
| **Location 3** | **a** | **b**  **3**  **55**  **2**  **44** | **c** | **d** | **r** | **s**  **60**  **35** | **x** | **y** |
| **Location 4** | **a**  **2** | **b**  **3** | **c** | **d** | **r** | **s** | **x** | **y** |
| **Location 5** | **a**  **88** | **b**  **99** | **c** | **d** | **r** | **s** | **x** | **y** |
| **Location 6** | **a** | **b** | **c** | **d** | **r** | **s** | **x**  **44**  **55** | **y** |
| **Location 7** | **a**  **400** | **b**  **500** | **c** | **d** | **r** | **s** | **x** | **y**  **44**  **600** |
| **Location 8** | **a** | **b** | **c** | **d** | **r**  **35** | **s**  **25** | **x** | **y** |
| **Location 9** | **a** | **b** | **c** | **d** | **r** | **s** | **x** | **y** |

1. What is the value of each of the following expressions?

**17 // 4 = 4 Hint: This is a WHOLE number (i.e., integer).**

**17 % 4 = 1 Hint: This is the REMAINDER from 17 // 4.**

**3 / 4 = 0.75**

**7 % 2 = 1 Aside: If x % 2 == 0, then x is EVEN.   
 If x % 2 == 1, then x is ODD.**

**7 \*\* 2 = 49**

**'fun' + 'ny' = 'funny'**

**'hot' \* 5 = 'hothothothothot'**

**'fun' + 3 This is not a legal expression. It breaks when it runs.**

**10 ^ 2 This does NOT evaluate to 100. The ^ (caret) symbol does NOT mean exponentiation (raising to a power) in Python. It has an entirely different meaning that is not important to our current work.[[1]](#footnote-1) We won’t ask you what ^ means on the test, but it is important to know that ^ is NOT exponentiation.**

1. List ***two*** reasons why functions are useful and important.

Reason 1: **They help *organize* the code, which makes it easier to get the code correct when writing it and to maintain that code’s correctness as changes are made later in the lifetime of the software.**

Reason 2: **They *allow for code re-use*, by allowing the function to be called multiple times with different values for the parameters.**

1. Consider the two functions shown to the right.

def **foo2**(a):

z = 100

if a > 10:

z = 98

if a <= 10:

z = 99

return z

def **foo1**(a):

z = 100

if a > 10:

z = 98

else:

z = 99

return z

* 1. Are ***foo1*** and ***foo2*** logically equivalent? That is, is it the case that, for all integers ***x,***

**foo1(x) == foo2(x)**

***Yes*** ***No*** (circle your choice)

If they are NOT logically equivalent, specify an ***x*** for which  
it is NOT true that **foo1(x) == foo2(x) \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

* 1. Which runs faster, ***foo1*** or ***foo2*** ? (circle your choice)

Explain.

***foo1*** does one comparison (of ***a*** versus **10**) and one assignment.

Function ***foo2*** also does only one assignment, but it always does TWO comparisons.

1. Consider the two functions shown to the right.

def **foo1**(a):

z = 100

if a > 10:

z = 98

else:

z = 99

return z

def **foo2**(a):

z = 100

if a > 10:

z = 98

if a < 10:

z = 99

return z

* 1. Are ***foo1*** and ***foo2*** logically equivalent? That is, is it the case that, for all integers ***x,***

**foo1(x) == foo2(x)**?

***Yes*** ***No*** (circle your choice)

If they are NOT logically equivalent, specify an ***x*** for which  
it is NOT true that **foo1(x) == foo2(x) \_\_\_\_\_10\_\_\_\_\_\_**

**foo1(10)** returns **99**, while **foo2(10)** returns **100**.

* 1. Which runs faster, ***foo1*** or ***foo2*** ? (circle your choice)

Explain.Same reasoning as in the previous problem.

1. Assume that you have a variable (name) **x**  that is a positive integer. Write a snippet of code that prints **30** if **x** is odd.

if (x % 2) == 1:

print(30)

1. Continuing the previous problem, write a snippet of code that prints **30** if **x** is odd and prints **22** if **x** is even.

The solution in this box is CORRECT.

if (x % 2) == 1:

print(30)

else:

print(22)

The solution in this box is WRONG. It achieves the same effect as that of the correct answer (to the left), but it does so in a way that is less efficient and an abuse of conditionals.

if (x % 2) == 1:

print(30)

if (x % 2) == 0:

print(22)

1. Continuing the previous problem, write a snippet of code that prints **30** if **x** is odd and prints **'hello'** if **x**  is greater than or equal to **100**. Note that when **x** is (for example) **151** this snippet would print both **30** and **'hello'**.

if (x % 2) == 1:

print(30)

if x >= 100:

print(*'hello'*)

In the previous problem, the conditions (odd or even) were exclusive of each other, so ELSE is called for. In this problem, both conditions may fire, so we need separate IFs for them.

1. Write a snippet of code that would construct an **rg.Point** object at **(300, 444)** and give the **rg.Point** object a name. You can choose any reasonable name that you like.

point = rg.Point(300, 444)

Names like p or p1 or point1 all are reasonable. Names like A or b are NOT reasonable. Names like x or circle are TERRIBLE choices.

1. Assume that you have a variable (name) **p2** that is an **rg.Point** object. Write a snippet of code that would triple the y-coordinate of **p2**.

p2.y = p2.y \* 3

1. Assume that you have a variable (name) **p2** that is an **rg.Point** object and a variable named **x** that is a floating point number. Write a snippet of code that would increase the x-coordinate of **p2** by **x**. (Note: using ***x*** as a variable name here is a poor choice, but solve the problem as written anyhow.)

p2.x = p2.x + x

1. Assume that you have a variable (name) **circle9**  that is an **rg.Circle** object. Write a snippet of code that would make the radius of **circle9**  decrease by **30**.

circle9.radius = circle9.radius - 30

1. Continuing the previous problem, write a snippet of code that would make the radius of **circle9**  decrease by **30** unless doing so would make that radius less than **1**, in which case the code should make the radius be **1**.

if circle9.radius >= 31:

circle9.radius = circle9.radius - 30

else:

circle9.radius = 1

1. Assume that you have a variable (name) **rectangle**  that is an **rg.Rectangle** object. Write a snippet of code that would use its **get\_upper\_left\_corner** method to print the rectangle’s upper-left corner.

print(rectangle.get\_upper\_left\_corner())

1. Assume that you have a name (variable) **fido** that refers to a **Dog** object. Assume further that **Dog** objects have a **bark** method that takes as an argument the number of times to bark. Write a statement that would make **fido** bark 5 times.

fido.bark(5)

1. Write a snippet of code that would print the following numbers (but each on its own line):

**5 8 11 14 17 20 23 26 29 32 35**

Note: No credit for just 11 ***print*** statements, that is, for  
 print(5) print(8) print(11) ... print(35).

for k in range(11):

print((3 \* k) + 5)

1. Assume that you have a name (variable) **win3**  that is an **rg.RoseWindow** object, and also names (variables) **r** and **s** that are positive, even integers, with **s > r**.

Write a snippet of code that would construct **rg.Circle** objects, with each centered at **(300, 200)**, but with radii that are:

**r r + 2 r + 4 r + 6 ... s**

For example, if **r** is **8** and **s** is **14**, your code must construct **4**  **rg.Circle** objects, with radii **8**, **10**, **12**, and **14**, respectively.

Your code must also attach each **rg.Circle** that it constructs to **win3**.

Write code for the generic case for **r** and **s**. That is, use the names (variables) **r** and **s** in your code. You should use a **range** statement in your solution. You may NOT use the multiple-argument form of **range** in this problem. That is, the **range** expression in your solution must have only a ***single*** argument.

center = rg.Point(300, 300)

for k in range( ((s – r) // 2) + 1):

circle = rg.Circle(center, r + (2 \* k))

circle.attach\_to(win3)

1. For each of the 3 code snippets below, what does it print?  
   (Write each answer directly below its code snippet.)

**Hint:** Solve problems like this by make a ***table with the variables, showing the places where their values change***. Here is an example of a table appropriate for the **3rd (rightmost)** problem. It was made by tracing the code by hand, starting from line 1 of the table (which came from the statement **b = 0**) and continuing downward from there as the by-hand trace continues.

**k b**

**0**

**0**

1. **1**

**2**

**3**

b = 0  
for k in range(5):

if (k + 4) % 3 == 2:

b = b + 1

print('b is:', b)

print(k, b)

print(b)

a = 10

for k in range(8):

if k % 2 == 0:

a = a + k

print(k, a)

print(a)

**4 2**

for j in range(4):

print((j \* 2) + 1)

**1 0 10 0 0**

**3 2 12 b is: 1**

**5 4 16 1 1**

**7 6 22 2 1**

**22 3 1**

**b is: 2**

**4 2**

**2**

1. What gets printed when ***main*** is called in the program shown to the right?

**def main():**

a = 2

b = 3

**foo1()**

**print**(a, b)

**foo2(a, b)**

**print**(a, b)

**foo3(a, b)**

**print**(a, b)

**def foo1():**

a = 88

b = 99

**def foo2(**a, b**):**

a = 400

b = 500

**def foo3(**x, y**):**

x = 44

y = 55

Write the output in the provided box.

**Output**

**2 3**

**2 3**

**2 3**
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1. Consider the snippet of code shown to the right. Circle whichever of the following is correct, assuming that **foo\_11** and **foo\_12** were written as they appear in the snippet intentionally.
   * + Line 44 is sensible but Line 47 is not.
     + Line 47 is sensible but Line 44 is not.
     + Both Line 44 and Line 47 are sensible.
     + Neither Line 44 nor Line 47 is sensible.

The foo\_11 function does not ***return*** a value, so it is silly for line 44 to capture the returned value (which is necessarily None).

1. Consider the code snippet below. It is a contrived example with poor style, but it will run without errors. What does it print when it runs? (Consider using ***post-it notes*** as was done in one of the videos you watched on function calls.)

Write your answer in the box to the right of the code.

def **main**():

one()

two()

three()

def **one**():

print(*'One!'*)

return 1 + two()

def **two**():

print(*'Two!'*)

return 1

print('*Done!*')

def **three**():

print(*'Three!'*, two(), one())

main()

**Output:**

One!

Two!

Two!

Two!

One!

Two!

Three! 1 2

***Here is an explanation of what happens in the above:***

1. The definitions are all read, then ***main***  is called at the bottom of the code.
2. ***main*** calls ***one***.
3. ***one*** prints **One!**  and then calls ***two***.
4. ***two*** prints **Two!**  and then returns **1**. (The **print('Done!')**  statement is never reached, since a ***return*** statement really ***leaves the function***, returning to its caller.)
5. Control returns to ***one***, where the returned **1** is added to the **1** in **return 1 + two()**, yielding **2**, so **2** is returned from the ***one*** function, back to ***main***.
6. ***main*** ignores the returned value from ***one*** and calls ***two***.
7. ***two*** prints **Two!**  and returns **1**. (Again, the **print('Done')** is never reached.)
8. ***main*** ignores the returned value from ***two*** and calls ***three***.
9. ***three*** calls ***two***. two prints **Two!**  and returns **1** back to ***three***.
10. ***three*** calls ***one***. ***one*** prints **One!**, calls ***two*** which prints **Two!**  and returns **1** to ***one***. Then ***one*** adds the returned **1** to **1** and returns **2** to ***three***.
11. ***three*** has now computed the values of the 3 arguments to its ***print*** statement and prints them: **Three! 1 2**.
12. True or False: As a ***user*** of a function (that is, as someone who will ***call*** the function),  
    you *don’t need to know how the function is* ***implemented***;  
    you just need to know the ***specification*** of the function. **True** **False** (circle your choice)
13. Does the function definition shown to the right meet its specification? If not, why not?

def **get\_number**(x):

*"""*

*Returns x squared plus x cubed, for the given x.*

*For example, if x is 5, returns (5 \*\* 2) + (5 \*\* 3),*

*which is 150.*

*"""*

answer = (x \*\* 2) + (x \*\* 3)

print(answer)

**No – it does NOT meet its specification.**

**Its specification says to RETURN the answer, *not* PRINT it.**

def **get\_number**(x):

*"""*

*Returns x squared plus x cubed, for the given x.*

*For example, if x is 5, returns (5 \*\* 2) + (5 \*\* 3),*

*which is 150.*

*"""*

answer = (x \*\* 2) + (x \*\* 3)

print(answer)

return answer

1. Does the function definition shown to the right meet its specification? If not, why not?

**No – it does NOT meet its specification.**

**Its specification does NOT say to PRINT anything, so doing so violates the specification. Printing is a SIDE-EFFECT – a function must have no side-effects beyond what the specification specifies.**

1. Does the function definition shown to the right meet its specification? If not, why not?

def **test\_get\_number**(x):

*""" Tests the get\_number function.* *"""*

answer1 = get\_number(5)

answer2 = get\_number(1)

answer3 = get\_number(2)

**No – it does NOT meet its specification.**

**Its specification says to TEST the function. The code CALLS the function (good!), but does nothing with the returned value. As such, it does not TEST whether the returned value is correct.**

**(This explanation continues on the next page)**

**Testing the returned value requires either printing it (so that the human user can check whether or not the returned value is correct) or otherwise checking the returned value (e.g., by comparing the returned value to the correct answer and printing an appropriate message as a result).**

**Furthermore, we will also require that you print the EXPECTED value to be returned, so that you can demonstrate that you really did have something to check the answer against.**

**IMPORTANT: Finally, if you simply *RUN* your function and *THEN* provide the “expected value” as the value that your function produces, that is NOT A TEST and you will get NO CREDIT for doing so.**

**You MUST have tests that are either *GIVEN* to you by us (possibly as an example in the specification, possibly in the testing code) or *COMPUTED BY HAND* by you.**

1. Consider a function whose name is ***print\_string*** that takes two arguments as in this example:

**print\_string('Robots rule!', 4)**

The function should print the given string the given number of times. So, the above function call should produce this output:

**Robots rule!**

**Robots rule!**

**Robots rule!**

**Robots rule!**

Write (in the space to the right)  
a complete implementation,  
***including the header (def) line***,  
of the above ***print\_string*** function.

**Answer:**

def **print\_string**(s, n):

for k in range(n):

print(s)

**A better answer might choose better names for s and n (e.g. string\_to\_print and times\_to\_print), but the answer above is acceptable in this context.**

1. Assume that you have a function ***is\_perfect*** whose specification is as shown to the right.

def **is\_perfect**(m):

*"""*

*What comes in: an integer m.*

*What goes out: Returns True if the argument m*

*is “perfect”. Returns False otherwise.*

*"""*

Consider a function whose name is ***add\_them*** that takes two integer arguments ***m*** and ***n*** (with *m* ≤ *n*) and returns the sum of the integers from ***m*** to ***n***, inclusive, that are NOT perfect. Write (in the space below) a complete implementation, ***including the header (def) line***, of the ***add\_them*** function. Note that you do not need to know what makes a number “perfect” to solve this problem.

**Answer:**

def **add\_them**(m, n):

total = 0

for k in range(n - m + 1):

if not is\_perfect(k + m):

total = total + (k + m)

return total

The IF statement in the above could also be written as:

if is\_perfect(k + m) != True:

or as:

if is\_perfect(k + m) == False:

1. But just in case you are curious, here is what it does mean: bitwise exclusive-OR. Since **10** is **0110**  in binary and **2**  is **0010**  in binary and **0110**  bitwise exclusive-OR’ed with **0010**  is **0100**, which is **8**  in decimal, **10 ^ 2** evaluates to **8**. [↑](#footnote-ref-1)