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####a. Plot the data from each dataset using a scatter plot.

ggplot(bcd\_df, aes(x=x, y=y, color=label)) +  
 geom\_point() + ggtitle("Binary Classifier Data")
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ggplot(tcd\_df, aes(x=x, y=y, color=label)) +  
 geom\_point() + ggtitle("Trinary Classifier Data")
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####b. The k nearest neighbors algorithm categorizes an input value by looking at the labels for the k nearest points and assigning a category based on the most common label. In this problem, you will determine which points are nearest by calculating the Euclidean distance between two points. As a refresher, the Euclidean distance between two points:

####Fitting a model is when you use the input data to create a predictive model. There are various metrics you can use to determine how well your model fits the data. You will learn more about these metrics in later lessons. For this problem, you will focus on a single metric; accuracy. Accuracy is simply the percentage of how often the model predicts the correct result. If the model always predicts the correct result, it is 100% accurate. If the model always predicts the incorrect result, it is 0% accurate.

####Fit a k nearest neighbors model for each dataset for k=3, k=5, k=10, k=15, k=20, and k=25. Compute the accuracy of the resulting models for each value of k. Plot the results in a graph where the x-axis is the different values of k and the y-axis is the accuracy of the model.

# First Value  
head(bcd\_df)

## label x y  
## 1 0 70.88469 83.17702  
## 2 0 74.97176 87.92922  
## 3 0 73.78333 92.20325  
## 4 0 66.40747 81.10617  
## 5 0 69.07399 84.53739  
## 6 0 72.23616 86.38403

str(bcd\_df)

## 'data.frame': 1498 obs. of 3 variables:  
## $ label: int 0 0 0 0 0 0 0 0 0 0 ...  
## $ x : num 70.9 75 73.8 66.4 69.1 ...  
## $ y : num 83.2 87.9 92.2 81.1 84.5 ...

# creating test and training data sets   
bcd.subset <- as.data.frame(bcd\_df)  
head(bcd.subset)

## label x y  
## 1 0 70.88469 83.17702  
## 2 0 74.97176 87.92922  
## 3 0 73.78333 92.20325  
## 4 0 66.40747 81.10617  
## 5 0 69.07399 84.53739  
## 6 0 72.23616 86.38403

nomalize <- function(x) {  
 return ((x - min(x))/(max(x)-min(x)))}  
  
set.seed(123)  
dat.d <- sample(1:nrow(bcd\_df), size=nrow(bcd\_df)\*0.7, replace = FALSE)  
  
train.bcd <- bcd\_df[dat.d,]  
test.bcd <- bcd\_df[-dat.d,]  
  
train.bcd\_labels <- bcd\_df[dat.d,1]  
test.bcd\_labels <- bcd\_df[-dat.d,1]  
  
## KNN model and accuracy  
  
knn.3 <- knn(train=train.bcd, test=test.bcd, cl=train.bcd\_labels, k=3)  
bcd.ACC.3 <-100 \* sum(test.bcd\_labels == knn.3)/NROW(test.bcd\_labels)  
bcd.ACC.3

## [1] 98

knn.5 <- knn(train=train.bcd, test=test.bcd, cl=train.bcd\_labels, k=5)  
bcd.ACC.5 <-100 \* sum(test.bcd\_labels == knn.5)/NROW(test.bcd\_labels)  
bcd.ACC.5

## [1] 97.55556

knn.10 <- knn(train=train.bcd, test=test.bcd, cl=train.bcd\_labels, k=10)  
bcd.ACC.10 <-100 \* sum(test.bcd\_labels == knn.10)/NROW(test.bcd\_labels)  
bcd.ACC.10

## [1] 98

knn.15 <- knn(train=train.bcd, test=test.bcd, cl=train.bcd\_labels, k=15)  
bcd.ACC.15 <-100 \* sum(test.bcd\_labels == knn.15)/NROW(test.bcd\_labels)  
bcd.ACC.15

## [1] 97.55556

knn.20 <- knn(train=train.bcd, test=test.bcd, cl=train.bcd\_labels, k=20)  
bcd.ACC.20 <-100 \* sum(test.bcd\_labels == knn.20)/NROW(test.bcd\_labels)  
bcd.ACC.20

## [1] 97.55556

knn.25 <- knn(train=train.bcd, test=test.bcd, cl=train.bcd\_labels, k=25)  
bcd.ACC.25 <-100 \* sum(test.bcd\_labels == knn.25)/NROW(test.bcd\_labels)  
bcd.ACC.25

## [1] 98.44444

# First Value  
head(tcd\_df)

## label x y  
## 1 0 30.08387 39.63094  
## 2 0 31.27613 51.77511  
## 3 0 34.12138 49.27575  
## 4 0 32.58222 41.23300  
## 5 0 34.65069 45.47956  
## 6 0 33.80513 44.24656

str(tcd\_df)

## 'data.frame': 1568 obs. of 3 variables:  
## $ label: int 0 0 0 0 0 0 0 0 0 0 ...  
## $ x : num 30.1 31.3 34.1 32.6 34.7 ...  
## $ y : num 39.6 51.8 49.3 41.2 45.5 ...

# creating test and training data sets   
tcd.subset <- as.data.frame(tcd\_df)  
head(tcd.subset)

## label x y  
## 1 0 30.08387 39.63094  
## 2 0 31.27613 51.77511  
## 3 0 34.12138 49.27575  
## 4 0 32.58222 41.23300  
## 5 0 34.65069 45.47956  
## 6 0 33.80513 44.24656

nomalize <- function(x) {  
 return ((x - min(x))/(max(x)-min(x)))}  
  
set.seed(123)  
dat.d <- sample(1:nrow(tcd\_df), size=nrow(tcd\_df)\*0.7, replace = FALSE)  
  
train.tcd <- tcd\_df[dat.d,]  
test.tcd <- tcd\_df[-dat.d,]  
  
train.tcd\_labels <- tcd\_df[dat.d,1]  
test.tcd\_labels <- tcd\_df[-dat.d,1]  
  
## KNN model and accuracy  
  
knn.3 <- knn(train=train.tcd, test=test.tcd, cl=train.tcd\_labels, k=3)  
tcd.ACC.3 <-100 \* sum(test.tcd\_labels == knn.3)/NROW(test.tcd\_labels)  
tcd.ACC.3

## [1] 93.20594

knn.5 <- knn(train=train.tcd, test=test.tcd, cl=train.tcd\_labels, k=5)  
tcd.ACC.5 <-100 \* sum(test.tcd\_labels == knn.5)/NROW(test.tcd\_labels)  
tcd.ACC.5

## [1] 92.14437

knn.10 <- knn(train=train.tcd, test=test.tcd, cl=train.tcd\_labels, k=10)  
tcd.ACC.10 <-100 \* sum(test.tcd\_labels == knn.10)/NROW(test.tcd\_labels)  
tcd.ACC.10

## [1] 90.02123

knn.15 <- knn(train=train.tcd, test=test.tcd, cl=train.tcd\_labels, k=15)  
tcd.ACC.15 <-100 \* sum(test.tcd\_labels == knn.15)/NROW(test.tcd\_labels)  
tcd.ACC.15

## [1] 89.17197

knn.20 <- knn(train=train.tcd, test=test.tcd, cl=train.tcd\_labels, k=20)  
tcd.ACC.20 <-100 \* sum(test.tcd\_labels == knn.20)/NROW(test.tcd\_labels)  
tcd.ACC.20

## [1] 87.26115

knn.25 <- knn(train=train.tcd, test=test.tcd, cl=train.tcd\_labels, k=25)  
tcd.ACC.25 <-100 \* sum(test.tcd\_labels == knn.25)/NROW(test.tcd\_labels)  
tcd.ACC.25

## [1] 86.83652

#Plot the results in a graph where the x-axis is the different values of k and the y-axis is the accuracy of the model  
k\_value <- c(3,5,10,15,25)  
bcd.ACC\_value <- c(bcd.ACC.3,bcd.ACC.5,bcd.ACC.10,bcd.ACC.15,bcd.ACC.25)  
tcd.ACC\_value <- c(tcd.ACC.3,tcd.ACC.5,tcd.ACC.10,tcd.ACC.15,tcd.ACC.25)  
  
  
model\_accuracy <- matrix(c(3,bcd.ACC.3,tcd.ACC.3,5,bcd.ACC.5,tcd.ACC.5,10,bcd.ACC.10,tcd.ACC.10,15,bcd.ACC.15,tcd.ACC.15,20,bcd.ACC.20,tcd.ACC.20,25,bcd.ACC.25,tcd.ACC.25),ncol=3,byrow=TRUE)  
colnames(model\_accuracy) <- c("k","bcd","tcd")  
rownames(model\_accuracy) <- c("3","5","10","15","20","25")  
model\_accuracy <- as.data.frame(model\_accuracy)  
model\_accuracy

## k bcd tcd  
## 3 3 98.00000 93.20594  
## 5 5 97.55556 92.14437  
## 10 10 98.00000 90.02123  
## 15 15 97.55556 89.17197  
## 20 20 97.55556 87.26115  
## 25 25 98.44444 86.83652

ggplot(model\_accuracy, aes(x=k, y=bcd)) +  
 geom\_point() + ggtitle("Binary Classifier Data K Accuracy")
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ggplot(model\_accuracy, aes(x=k, y=tcd)) +  
 geom\_point() + ggtitle("Trinary Classifier Data K Accuracy")

![](data:image/png;base64,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)

####c. In later lessons, you will learn about linear classifiers. These algorithms work by defining a decision boundary that separates the different categories. ####Looking back at the plots of the data, do you think a linear classifier would work well on these datasets? Maybe? It’s hard to say for sure because the clusters have more then one k. However, since the data set allows for supervised learning, you could compare the accuracy of the linear classifier to the accuracy of KNN and check to see which model provides the better outcome.