![](data:image/jpeg;base64,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)

МИНОБРНАУКИ РОССИИ

Федеральное государственное бюджетное образовательное учреждение![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCAACAAEDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD8qqKKKAP/2Q==)высшего образования

**«МИРЭА — Российский технологический университет»**

# **РТУ МИРЭА**

|  |  |  |
| --- | --- | --- |
| **Институт кибернетики**  **Базовая кафедра № 252 «Информационная безопасность»** | | |
|  |

## **КУРСОВАЯ РАБОТА**

по дисциплине «*Методы программирования*»

**Тема курсовой работы** Программа учета заявок на авиабилеты

**Студент группы** ККСО-06-20 Швецов Дмитрий Андреевич \_\_\_\_\_\_\_\_\_\_

*(учебная группа, фамилия, имя, отчество студента) (подпись студента)*

**Руководитель курсовой работы\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_**

*должность, звание, ученая степень (подпись руководителя)*

**Рецензент** (при наличии) \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

*должность, звание, ученая степень ( подпись рецензента)*

Работа представлена к защите \_\_\_\_\_\_\_\_\_\_\_\_\_ 202\_ г.

Допущен к защите «\_\_\_\_\_» \_\_\_\_\_\_\_\_\_\_\_ 202\_\_г.

Оценка\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**Оглавление**

1. [ВВЕДЕНИЕ 3](#_Toc121264442)
2. [ТЕОРЕТИЧЕСКАЯ ЧАСТЬ 3](#_Toc121264443)
   1. [Общие сведения о базах данных и системах управления БД 3](#_Toc121264444)
   2. [Реляционные базы данных 7](#_Toc121264445)
   3. [Жизненный цикл базы данных 8](#_Toc121264446)
3. [Среды разработки приложений по работе с БД 9](#_Toc121264447)
   1. [Microsoft Visual Studio 9](#_Toc121264448)
   2. [.NET Core 9](#_Toc121264449)
   3. [Windows Forms 10](#_Toc121264450)
4. [ПРАКТИЧЕСКАЯ ЧАСТЬ 10](#_Toc121264451)
   1. [Класс Database 11](#_Toc121264452)
   2. [Реализация функции AddRecord & EditRecord 12](#_Toc121264453)
   3. [Реализация функции save() 13](#_Toc121264454)
   4. [Реализация функции load() 14](#_Toc121264455)
   5. [Реализация функции printDatabase() 15](#_Toc121264456)
   6. [Реализация функции search() 15](#_Toc121264457)
   7. [Вызов функции AddRecord 16](#_Toc121264458)
   8. [Вызов функции EditRecord 18](#_Toc121264459)
   9. [Реализация функции DeleteRecord 21](#_Toc121264460)

4.10.[Реализация меню консольного интерфейса 22](#_Toc121264461)

4.11.[Реализация main() 23](#_Toc121264462)

5. [ЗАКЛЮЧЕНИЕ 24](#_Toc121264463)

6. [Источники 25](#_Toc121264464)

# **ВВЕДЕНИЕ**

База данных — это упорядоченный набор структурированной информации или данных, которые обычно хранятся в электронном виде в компьютерной системе. Целью данной курсовой работы является разработка базы данных для учёта заявок на авиабилеты. При создании программы использовалась IDE “Visual Studio Code”. Программа была написана с помощью языка программирования высокого уровня С++. C++ относится к семье языков с C-подобным синтаксисом. Язык имеет ряд важных достоинств:

1)Производительность. Благодаря своей вычислительной мощности язык обеспечивает высокую скорость исполнения кода

2)Отсутствие существенной нагрузки. Язык не утяжеляет программы, позволяет использовать их даже на старых устройствах.

3)Универсальность. Возможно, этот главный плюс C++. Он кроссплатформенный и подходит для любых целей.

В настоящее время, С++ по прежнему пользуется спросом, несмотря на 1985 год появления.

# **ТЕОРЕТИЧЕСКАЯ ЧАСТЬ**

## **Общие сведения о базах данных и системах управления базами данных**

База данных – это набор данных для информационных сетей и пользователей, хранящихся в особом, организованном виде. Вид хранения данных определяется заданной структурой (схемой) базы данных и правилами ее управления.

Существуют следующие классификации баз данных:

− по модели данных;

− по среде постоянного хранения;

− по степени распределенности;

По модели данных выделяют следующие категории:

− иерархическая, когда база данных представлена в виде древовидной структуры, состоящей из объектов.

− сетевая, которая является расширением иерархической модели данных.

− реляционная, когда база данных представлена в виде сущностей, между которыми есть связь.

− объектно-ориентированная, когда данные в базе данных моделируются в виде объектов, их атрибутов, методов и классов.

− объектно-реляционная, которая основывается на объединении концепции реляционной модели данных с дополнительными объектно-ориентированными возможностями.

− функциональная, которая оперирует функциями и классами вместо таблиц и полей.

По среде постоянного хранения выделяют следующие категории:

− во вторичной памяти, когда средой постоянного хранения является периферийная энергонезависимая память.

− в оперативной памяти, когда все данные на стадии исполнения находятся в оперативной памяти.

− в третичной памяти, когда средой постоянного хранения является отсоединяемое от сервера устройство массового хранения.

По степени распределенности выделяют следующие категории:

− централизованная, когда база данных полностью поддерживается на одном компьютере.

− распределенная, когда составные части базы данных размещаются в различных узлах компьютерной сети.

− однородная, когда фрагменты распределенной базы данных в разных узлах поддерживаются средствами одной и той же СУБД.

− неоднородная, когда фрагменты распределенной базы данных в разных узлах поддерживаются средствами более чем одной СУБД.

− фрагментированная, когда методом распределения данных является горизонтальное или вертикальное фрагментирование.

− тиражированная, когда методом распределения данных является репликация.

Система управления базами данных – комплекс программных и языковых средств, которые обеспечивают управление созданием и использованием баз данных. Выделяют следующие функции СУБД:

− управление данными во внешней памяти (на дисках).

− управление данными в оперативной памяти с использованием дискового кэша.

− журнализация изменений (сохранение истории), резервное копирование и восстановление базы данных после сбоев.

− поддержка языков БД (язык определения данных, язык манипулирования данными). Каждая СУБД основывается на какой-либо модели данных, поэтому классификация СУБД включает в себя столько же категорий, сколько и классификация моделей данных.

Наиболее популярными СУБД являются Oracle, MySQL, Microsoft SQL Server, Postgree SQL. MySQL считается одной из самых распространенных СУБД.

MySQL — реляционная СУБД с открытым исходным кодом, главными плюсами которой являются ее скорость и гибкость, которая обеспечена поддержкой большого количества различных типов таблиц. Кроме того, это надежная бесплатная система с простым интерфейсом и возможностью синхронизации с другими базами данных. В совокупности эти факторы позволяют использовать MySQL как крупным корпорациям, так и небольшим компаниям.

Microsoft SQL Server оптимальна для использования в операционных системах семейства Windows, однако может работать и с Linux. Система позволяет синхронизироваться с другими программными продуктами компании Microsoft, а также обеспечивает надежную защиту данных и простой интерфейс, однако отличается высокой стоимостью лицензии и повышенным потреблением ресурсов. В целом, однако, сохраняет свою популярность, в немалой степени из-за того, что продукты корпорации Microsoft используются многими компаниями.

СУБД PostgreSQL — еще одна популярная и бесплатная система. Наибольшее применение нашла для управления БД веб-сайтов и различных сервисов. Она универсальна, то есть подойдет для работы с большинством популярных платформ. При этом PostgreSQL — объектно-реляционная СУБД, что дает ей некоторые преимущества над другими бесплатными СУБД, в большинстве являющимися реляционными.

Первая версия Oracle, которая является объектно-реляционной СУБД, появилась в конце 70-х, и с тех пор зарекомендовала себя как надежная, функциональная и практичная. СУБД Oracle постоянно развивается и дорабатывается, упрощая установку и первоначальную настройку и расширяя функционал. Однако существенным минусом данной СУБД является высокая стоимость лицензии, поэтому она используется в основном крупными компаниями и корпорациями, работающими с огромными объемами данных

## **Реляционные базы данных**

Реляционные базы данных представляют собой базы данных, которые используются для хранения и предоставления доступа к взаимосвязанным элементам информации. Реляционные базы данных основаны на реляционной модели — интуитивно понятном, наглядном табличном способе представления данных. Каждая строка, содержащая в таблице такой базы данных, представляет собой запись с уникальным идентификатором, который называют ключом. Столбцы таблицы имеют атрибуты данных, а каждая запись обычно содержит значение для каждого атрибута, что дает возможность легко устанавливать взаимосвязь между элементами данных. В первых базах данных данные каждого приложения хранились в отдельной уникальной структуре. Если разработчик хотел создать приложение для использования таких данных, он должен был хорошо знать конкретную структуру, чтобы найти необходимые данные. Такой метод организации был неэффективен, сложен в обслуживании и затруднял оптимизацию эффективности приложений.

Реляционная модель была разработана, чтобы устранить потребность в использовании разнообразных структур данных. Она обеспечила стандартный способ представления данных и отправки запросов, которые могли быть использованы в любых приложениях. Разработчики уяснили, что таблицы являются ключевым преимуществом реляционных баз данных, так как обеспечивают интуитивно понятный, эффективный и гибкий способ хранения структурированной информации и получения к ней доступа. Со временем, когда разработчики стали использовать язык структурированных запросов (SQL) для записи данных в базу и отправки запросов, стало очевидным и другое преимущество реляционной модели. Вот уже на протяжении многих лет SQL широко используется в качестве языка запросов в базах данных. Он основан на алгоритмах реляционной алгебры и четкой математической структуре, что обеспечивает простоту и эффективность при оптимизации любых запросов к базе данных.

Для сравнения: при использовании других подходов приходится создавать отдельные, уникальные запросы.

Реляционная модель данных включает следующие компоненты:

− Структурный аспект — данные в базе данных представляют собой набор отношений;

− Аспект целостности — отношения отвечают определённым условиям целостности. РМД поддерживает декларативные ограничения целостности уровня домена (типа данных), уровня отношения и уровня базы данных;

− Аспект обработки — РМД поддерживает операторы манипулирования отношениями.

## **Жизненный цикл базы данных**

Жизненный цикл базы данных – период создания и использования базы данных, охватывающий ее различные состояния, начиная с момента возникновения необходимости в данной базе данных и заканчивая моментом ее полного выхода из употребления в информационной системе.

Жизненный цикл базы данных включает в себя следующие этапы:

− этап начальной разработки;

− проектирование базы данных;

− реализация и загрузка;

− тестирование и оценка;

− функционирование;

− сопровождение;

− вывод из эксплуатации.

# **Среды разработки приложений по работе с БД**

## **Microsoft Visual Studio**

Microsoft Visual Studio — линейка продуктов компании Microsoft, включающих интегрированную среду разработки программного обеспечения и ряд других инструментов. Данные продукты позволяют разрабатывать как консольные приложения, так и игры и приложения с графическим интерфейсом, в том числе с поддержкой технологии Windows Forms, а также веб-сайты, веб-приложения, веб-службы как в родном, так и в управляемом кодах для всех платформ, поддерживаемых Windows, Windows Mobile, Windows CE, .NET Framework, Xbox, Windows Phone .NET Compact Framework и Silverlight. Visual Studio включает в себя редактор исходного кода с поддержкой технологии IntelliSense и возможностью простейшего рефакторинга кода. Встроенный отладчик может работать как отладчик уровня исходного кода, так и отладчик машинного уровня. Остальные встраиваемые инструменты включают в себя редактор форм для упрощения создания графического интерфейса приложения, веб-редактор, дизайнер классов и дизайнер схемы базы данных. Visual Studio позволяет создавать и подключать сторонние дополнения (плагины) для расширения функциональности практически на каждом уровне, включая добавление поддержки систем контроля версий исходного кода, добавление новых наборов инструментов или инструментов для прочих аспектов процесса разработки программного обеспечения.

## **.NET Core**

.NET — это модульная платформа для разработки программного обеспечения с открытым исходным кодом. Совместима с такими операционными системами как Windows, Linux и macOS. Была выпущена компанией Microsoft. Поддерживает такие языки программирования, как C#, Visual Basic .NET и F#. NET Core основана на .NET Framework. Платформа .NET Core отличается от неё модульностью, кроссплатформенностью, возможностью применения облачных технологий, и тем, что в ней произошло разделение между библиотекой CoreFX и средой выполнения CoreCLR.

.NET Core — модульная платформа. Каждый её компонент обновляется через менеджер пакетов NuGet, а значит можно обновлять её модули по отдельности, в то время как .NET Framework обновляется целиком. Каждое приложение может работать с разными модулями и не зависит от единого обновления платформы.

## **Windows Forms**

Windows Forms — это платформа пользовательского интерфейса для создания классических приложений Windows. Она обеспечивает один из самых эффективных способов создания классических приложений с помощью визуального конструктора в Visual Studio. Такие функции, как размещение визуальных элементов управления путем перетаскивания, упрощают создание классических приложений. В Windows Forms можно разрабатывать графически сложные приложения, которые просто развертывать, обновлять, и с которыми удобно работать как в автономном режиме, так и в сети. Приложения Windows Forms могут получать доступ к локальному оборудованию и файловой системе компьютера, на котором работает приложение.

# **ПРАКТИЧЕСКАЯ ЧАСТЬ**

Задачей курсовой работы была написание программы учета авиабилетов. Полный код программы состоит из двух частей . Библиотеки .h, с объявлением функций , и файл .срр, содержащий реализацию функций. Сама же программа реализована с использованием текстового файла .txt, базового и самого простого метода реализации БД.

Для начала, будет задан класс Database, где объявляются функции, а так же переменные , которые будут записаны в БД. **Public** — публичный. Классы и методы, объявленные public, могут быть доступны как внутри самого класса, так и в дочерних классах и в объектах, реализовавших класс. **Protected** — объявляет метод или свойство защищенными. То есть такими, которые не могут быть доступны из объекта, реализующего класс, но вполне может быть использовано в дочерних классах.

## **Класс Database**

*Листинг 1*

**class** Database

{

**public**:

Database(){count = 0;}

**void** addRecord(string name, string lastname, string flightnum, string date, string time);

string getNameById(**int** id);

string getLastNameById(**int** id);

string getFlightNumById(**int** id);

string getDateById(**int** id);

string getTimeById(**int** id);

**int** getCount();

**void** save();

**void** load();

**void** editRecord(**int** id, string name, string lastname, string flightnum, string date, string time);

**void** printDatabase();

**void** search();

**protected**:

**int** count;

string name[100];

string lastname[100];

string flightnum[100];

string date[100];

string time[100];

};

Первым делом, для того чтобы начать использование базы данных – нужно добавить первую запись в txt файл, чтобы после – вносить какие-либо изменения. Для точечных изменений записи – требуется задать каждой записи свой индекс начиная с 0, а после, с помощью заданной нумерации , возможно внести изменения путём замены данных переменных. Указатель this — это указатель, доступный только в нестатических функциях-членах class struct типа или union типа. Он указывает на объект, для которого вызывается функция-член. Статические функции-члены не имеют указателя this .

## **Реализация функции AddRecord & EditRecord**

*Листинг 2*

**int** Database::getCount()

{

**return** count;

}

**void** Database::addRecord(string name, string lastname, string flightnum, string date, string time)

{

**this**->name[count] = name;

**this**->lastname[count] = lastname;

**this**->flightnum[count] = flightnum;

**this**->date[count] = date;

**this**->time[count]=time;

++count;

}

**void** Database::editRecord(**int** id, string name, string lastname, string flightnum, string date, string time)

{

**this**->name[id] = name;

**this**->lastname[id] = lastname;

**this**->flightnum[id] = flightnum;

**this**->date[id]=date;

**this**->time[id]=time;

}

string Database::getNameById(**int** id)

{

**return** name[id];

}

string Database::getLastNameById(**int** id)

{

**return** lastname[id];

}

string Database::getFlightNumById(**int** id)

{

**return** flightnum[id];

}

string Database::getDateById(**int** id)

{

**return** date[id];

}

string Database::getTimeById(**int** id)

{

**return** time[id];

}

Реализация функции save() . Для работы с файлами необходимо подключить заголовочный файл <fstream>**.**В <fstream> определены несколько классов и подключены заголовочные файлы <ifstream>**—**файловый ввод и  <ofstream>**—**файловый вывод.

Файловый ввод/вывод аналогичен стандартному вводу/выводу, единственное отличие – это то, что ввод/вывод выполнятся не на экран, а в файл. Если ввод/вывод на стандартные устройства выполняется с помощью объектов cin и cout, то для организации файлового ввода/вывода достаточно создать собственные объекты, которые можно использовать аналогично операторам cin иcout.

Например, необходимо создать текстовый файл и записать в него строку . Для этого необходимо проделать следующие шаги:

1. создать объект класса ofstream**;**
2. связать объект класса с файлом, в который будет производиться запись;
3. записать строку в файл;
4. закрыть файл.

Почему необходимо создавать объект класса ofstream, а не класса ifstream? Потому, что нужно сделать запись в файл, а если бы нужно было считать данные из файла, то создавался бы объект класса ifstream

Если же появятся проблемы с открытием файла – с помощью cerr будет выведена ошибка. Так же происходит проверка переменных на %delete. Таким флагом будут далее помечаться данные после функции удаления.

## **Реализация функции save()**

*Листинг 3*

**void** Database::save()

{

ofstream output;

output.open("database.txt");

**if**(!output.is\_open())

{

cerr << "Error open database.txt" << endl;

exit(1);

}

output.clear();

string delete\_flag = "%delete";

**for**(**int** i=0; i < count; ++i)

{

**if**(getNameById(i) != delete\_flag && getLastNameById(i) != delete\_flag && getFlightNumById(i) != delete\_flag && getDateById(i) != delete\_flag && getTimeById(i) != delete\_flag)

{

output << getNameById(i) << " " << getLastNameById(i) << " " << getFlightNumById(i) << " " << getDateById(i) << " " << getTimeById(i) << endl;

}

}

output.close();

}

Функция load() требуется для загрузки уже существующих данных из файла в переменные. В данном случае аналогично функции save() – задаём в этот раз ifstream. В случае успешного открытия файла – с помощью цикла происходит считывание данных в случае, если переменная name не пустая.

## **Реализация функции load()**

*Листинг 4*

**void** Database::load()

{

ifstream input;

input.open("database.txt");

**if**(!input.is\_open())

{

cerr << "Error open database.txt" << endl;

exit(1);

}

**while**(!input.eof())

{

string name;

input >> name;

string lastname;

input >> lastname;

string flightnum;

input >> flightnum;

string date;

input >> date;

string time;

input >> time;

**if**(name != "")

{

addRecord(name,lastname,flightnum,date,time);

}

}

input.close();

}

Функция вывода и поиска совпадений реализована с помощью циклов и проверки на совпадения.

## **Реализация функции printDatabase()**

*Листинг 5.1*

**void** Database::printDatabase()

{

**for**(**int** i=0; i < count; ++i)

{

cout << i << "." << getNameById(i) << " " << getLastNameById(i) << " "<< getFlightNumById(i) << " " << getDateById(i) << " " << getTimeById(i) << endl;

}

}

## ***Реализация функции search()***

Листинг 5.2

**void** Database::search()

{

string data;

cout <<"Enter the some data from the ticket: ";

cin >> data;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**for**(**int** i=0; i < count; ++i)

{

**if** ((data == getNameById(i)) || (data == getLastNameById(i)) || (data == getFlightNumById(i)) || (data == getDateById(i)) || (data == getTimeById(i)))

{

cout << i << "." << getNameById(i) << " " << getLastNameById(i) << " "<< getFlightNumById(i) << " " << getDateById(i) << " " << getTimeById(i) << endl;

}

}

}

Самая важная функция любой базы данных – ввод этих самых данных, но эти самые данные обязаны пройти проверку на соответствие заданным шаблонам, чтобы избежать ошибок пользователей, которые будут не знакомы с функционалом программы.

Для того, чтобы пользователь не возвращался в самое начало, если будет допущена единичная ошибка в одной из переменных – был создан цикл. В случае, если все проверки будут пройдены – цикл прекратится. В противном случае , с помощью goto при выполнении else, будет произведён возврат в точку повторного ввода. Как только все проверки пройдены – происходит вызов заданной ранее функции addRecord, для записи полученных данных , а после – сохранения их в файл с помощью save() функции.

Для того, чтобы избежать принятия данных , которые пользователь случайно ввёл бы при записи переменной через пробел – была использована cin.ignore. Суть заключается в том, чтобы игнорировать все последующие введённые данные после первых. С помощью же find\_if – программа производит проверку имени и фамилии на наличие чисел, ибо в международно признанных нормах – числа не используются в именах. При прохождении проверки на числа – начинается проверка формата ввода номера билета. В данной БД форматом является запись типа “ХХХ-ХХХ-ХХХ”, возможно использование как чисел, так и букв или других специальных символов. Происходит сверка длины введенных данных, а так же наличие тире. Таким же образом реализована проверка остальных данных, как дата и врем, за исключением дополнительной проверки на наличие только чисел в записи, ибо буквы не могут быть задействованы в написании даты или времени.

## **Вызов функции AddRecord**

*Листинг 6.1*

**void** AddRecord(Database& server)

{

**bool** con = **true**;

**while**(con)

{

        nm:

cout << "Enter the passenger's first name: ";

string name;

cin >> name;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(find\_if(name.begin(), name.end(),(**int**(\*)(**int**))isdigit) == name.end())

{

            lm:

cout << "Enter the passengers's last name: ";

string lastname;

cin >> lastname;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(find\_if(lastname.begin(), lastname.end(),(**int**(\*)(**int**))isdigit) == lastname.end())

{

                jum1:

cout << "Enter the flight number (XXX-XXX-XXX) : ";

string flightnum;

cin >> flightnum;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(flightnum.length() == 11 && flightnum[3] == '-' && flightnum[7] == '-')

{

                    jum2:

cout << "Enter the date of the flight (DD-MM-YYYY): ";

string date;

cin >> date;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(date.length() == 10 && date[2] == '-' && date[5] == '-' && date[0] >= '0' && date[0] <= '9'&& date[1] >= '0' && date[1] <= '9'&& date[3] >= '0' && date[3] <= '9'&& date[4] >= '0' && date[4] <= '9'&& date[6] >= '0' && date[6] <= '9'&& date[7] >= '0' && date[7] <= '9'&& date[8] >= '0' && date[8] <= '9'&& date[9] >= '0' && date[9] <= '9')

{

                        jum3:

cout << "Enter the time of the flight (XX:XX): ";

string time;

cin >> time;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(time.length() == 5 && time[0] >= '0' && time[0] <= '9'&& time[1] >= '0' && time[1] <= '9' && time[2] == ':' && time[3] >= '0' && time[3] <= '9'&& time[4] >= '0' && time[4] <= '9')

{

server.addRecord(name,lastname,flightnum,date,time);

server.save();

con=**false**;

}

**else**

{

cout<<"Wrong data format"<<endl;

goto jum3;

}

}

**else**

{

cout<<"Wrong data format"<<endl;

goto jum2;

}

}

**else**

{

cout<<"Wrong data format"<<endl;

goto jum1;

}

}

**else**

{

cout<<"Enter the last name without numbers !"<<endl;

goto lm;

}

}

**else**

{

cout<<"Enter the first name without numbers !"<<endl;

goto nm;

}

}

}

Практически аналогичным образом реализована функция редактирования записи, за исключением появления переменной id , которая существует для определения, какую же запись программа должна отредактировать, а так же проверки этого самого id, путём подсчёта строк в файле , чтобы переменная не выходила за рамки и не содержала буквенные значения.

## **Вызов функции EditRecord**

*Листинг 6.2*

**void** EditRecord(Database& server)

{

    idi:

cout << "Enter the passenger's ID: ";

**int** id;

cin >> id;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(!cin)

{

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

cout<<"Only numbers are available"<<endl;

goto idi;

}

**int** numline = 0;

string line;

ifstream myfile("database.txt");

**if**(!myfile.is\_open())

{

cerr << "Error open database.txt" << endl;

goto idi;

}

**while** (getline(myfile, line)){++numline;}

**if**(id > -1 && id < numline)

{

**bool** con = **true**;

**while**(con)

{

            nm:

cout << "Enter the passenger's first name: ";

string name;

cin >> name;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(find\_if(name.begin(), name.end(),(**int**(\*)(**int**))isdigit) == name.end())

{

                lm:

cout << "Enter the passengers's last name: ";

string lastname;

cin >> lastname;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(find\_if(lastname.begin(), lastname.end(),(**int**(\*)(**int**))isdigit) == lastname.end())

{

                    jum1:

cout << "Enter the flight number (XXX-XXX-XXX) : ";

string flightnum;

cin >> flightnum;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(flightnum.length() == 11 && flightnum[3] == '-' && flightnum[7] == '-')

{

                        jum2:

cout << "Enter the date of the flight (DD-MM-YYYY): ";

string date;

cin >> date;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(date.length() == 10 && date[2] == '-' && date[5] == '-' && date[0] >= '0' && date[0] <= '9'&& date[1] >= '0' && date[1] <= '9'&& date[3] >= '0' && date[3] <= '9'&& date[4] >= '0' && date[4] <= '9'&& date[6] >= '0' && date[6] <= '9'&& date[7] >= '0' && date[7] <= '9'&& date[8] >= '0' && date[8] <= '9'&& date[9] >= '0' && date[9] <= '9')

{

                            jum3:

cout << "Enter the time of the flight (XX:XX): ";

string time;

cin >> time;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(time.length() == 5 && time[0] >= '0' && time[0] <= '9'&& time[1] >= '0' && time[1] <= '9' && time[2] == ':' && time[3] >= '0' && time[3] <= '9'&& time[4] >= '0' && time[4] <= '9')

{

server.editRecord(id,name,lastname,flightnum,date,time);

server.save();

con=**false**;

}

**else**

{

cout<<"Wrong data format"<<endl;

goto jum3;

}

}

**else**

{

cout<<"Wrong data format"<<endl;

goto jum2;

}

}

**else**

{

cout<<"Wrong data format"<<endl;

goto jum1;

}

}

**else**

{

cout<<"Enter the last name without numbers !"<<endl;

goto lm;

}

}

**else**

{

cout<<"Enter the first name without numbers !"<<endl;

goto nm;

}

}

}

**else**

{

cout<<"Incorrect ID"<<endl;

goto idi;

}

}

Функция удаления записи так же является неотъемлемой частью любой БД, чтобы была возможность избавиться от лишних или устаревших данных. Для начала, аналогично функции редактирования – проверка значения id на буквы и рамки действия. В случае прохождения всех проверок значения – производится замена данных нужной заявки на delete\_flag - %delete. В случае сохранения , данная строка в БД будет проигнорирована и удалена после перезапуска.

## **Реализация функции DeleteRecord**

*Листинг 7*

**void** DeleteRecord(Database& server)

{

    idd:

cout << "Enter the ID of the ticket: ";

**int** id;

cin >> id;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(!cin)

{

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

cout<<"Only numbers are available"<<endl;

goto idd;

}

**int** numline = 0;

string line;

ifstream myfile("database.txt");

**if**(!myfile.is\_open())

{

cerr << "Error open database.txt" << endl;

goto idd;

}

**while** (getline(myfile, line)){++numline;}

**if**(id > -1 && id < numline)

{

string delete\_flag = "%delete";

server.editRecord(id,delete\_flag, delete\_flag, delete\_flag, delete\_flag, delete\_flag);

server.save();

}

**else**

{

cout<<"Incorrect ID"<<endl;

goto idd;

}

}

То , без чего не вряд ли обойдется какая-либо база данных – интерфейс, в данном случае он является консольным, но также возможна его реализация в графическом виде, но для этого потребуются некоторые значительные изменения в изначальном коде.

Для начала вызывается функция загрузки базы данных, а так же создание цикла, чтобы отпала необходимость постоянного перезапуска программы, вместо этого написан кейс выхода , путём выхода из цикла меню. Как и было ранее – требуется проверка ввода на наличие букв или же сторонних символов.

## **Реализация меню консольного интерфейса**

*Листинг 8*

**void** menu(Database& server)

{

server.load();

    mn:

**bool** end = **false**;

**while**(!end)

{

cout << "----------BD's Menu---------" << endl << endl;

cout << "1. Record the new data" << endl;

cout << "2. Delete the data" << endl;

cout << "3. Edit the ticket's data" << endl;

cout << "4. Show all tickets" << endl;

cout << "5. Search for matches in the DB" << endl;

cout << "6. Exit" << endl;

cout << "\n\nSelect the function: ";

**int** answer;

cin>>answer;

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

**if**(!cin)

{

cin.clear();

cin.ignore(numeric\_limits<streamsize>::max(), '\n');

cout<<"Wrong data type"<<endl;

system("pause");

system("cls");

goto mn;

}

**switch**(answer)

{

**case** 1:

AddRecord(server);

system("pause");

system("cls");

**break**;

**case** 2:

DeleteRecord(server);

system("pause");

system("cls");

**break**;

**case** 3:

EditRecord(server);

system("cls");

**break**;

**case** 4:

server.printDatabase();

system("pause");

system("cls");

**break**;

**case** 5:

server.search();

system("pause");

system("cls");

**break**;

**case** 6:

end = **true**;

**break**;

**default**:

cout << "Wrong num " << endl;

system("pause");

system("cls");

**break**;

}

}

}

На последок – функция main, где задаётся переменная server, а так же menu(server) для работы функций.

## **Реализация main()**

*Листинг 9*

**int** main()

{

Database server;

menu(server);

**return** 0;

}

## **ЗАКЛЮЧЕНИЕ**

В ходе курсовой работы были получены теоретические и практические навыки по созданию баз данных с использованием языка C++. Написана программа, позволяющая работать с базой данных , которая хранится в txt файле, имеющее следующие функции:

− извлечение записи;

− добавление записи;

− удаление записи;

− редактирование записи;

− поиска и вывода записей;

Курсовая работа была выполнена в трех этапах:

− изучение теоретического материала;

− проектирование кода базы данных;

− создание программы.
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