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# Scope

* Purpose of this document is to create a test cycle from initiation till closure.
* The scope of testing is limited to the EPIC requirements provided on JIRA. Review of the document will be done by Senior Stakeholders. The document contains all the testing timelines.
* This is a formal Test approach document, for details around team combination, defect reporting and other management details please refer Test Plan.

# Test Approach

* Testing Levels:
* Unit Testing will be supported by development team with acceptance criteria provided from Quality Team and Product Owners.
* Integration Testing will be carried out by Quality team with Automation up to 80% for regression and 50% for functional changes.
* UAT and Pre-Prod will be carried out by App Support team, QA team to support Devops/AppSupport team for environment/configuration related details.
* Roles and Responsibilities Details: To be added
* Environment Details:
* QA to create environment for Automation/Manual/All types of testing.
* QA to create Stubs/Mocks/Test Data for password change requirement.
* Types of Testing:
* Backend/API testing to be carried out with RestAssured for Automation flow and Jmeter/Postman for functional manual flows.
* QA to create stubs for any third party integration of API’s.
* Database testing to be carried out up to an extent where data consistency is validated across all the micro services.
* For UI testing, Use Selenium/Appium depending on the technology stack.
* Performance Testing to be carried on different environment (Prod Replica) than QA, Jmeter to be used for performance testing with only 10% of total users would be changing password at a time. **Tps** to come from product team.
* Security Testing to be carried out by DevSec team supported by QA team
* Defect Management, triage and Reporting: To be added.
* Functional(Technical) Responsibilities for QA:
* Validate the **changePassword** API against the contract/spec provided by Dev Team.
* Validate responseCodes, responseBody, headers and other related semantics.
* Validate API with optional parameters.
* Validate Authorization testing scenarios.
* Integration testing multiple micro services and UI.
* Validate endpoint with multiple configuration like queryParams, pathParams.
* Send Mal-Formed content to validate robustness handling of the API.