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# Arima for forecasting

### Loading the relevant packages and data

library(forecast)  
library(lubridate)

##   
## Attaching package: 'lubridate'

## The following object is masked from 'package:base':  
##   
## date

library(tseries)  
library(fpp)

## Loading required package: fma

## Loading required package: expsmooth

## Loading required package: lmtest

## Loading required package: zoo

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

base\_data<-read.csv('D:/Freelancer\_questions/kevin/1134769745\_daily\_with\_workdays\_27.csv')  
colnames(base\_data)<-c("Date","Temperature","Humidity","Windspeed","Count","All\_workdays")  
base\_data<-base\_data[order(as.Date(base\_data$Date, format="%d/%m/%Y")),]  
base\_data<-base\_data[order(as.Date(base\_data$Date, format="%d/%m/%Y")),]  
base\_data$All\_workdays<-as.factor(base\_data$All\_workdays)  
head(base\_data)

## Date Temperature Humidity Windspeed Count All\_workdays  
## 1 07/07/2016 21.55958 70.04167 2.291667 184 1  
## 2 08/07/2016 22.31042 74.08333 2.666667 339 1  
## 3 09/07/2016 22.95125 75.45833 2.250000 409 0  
## 4 10/07/2016 23.32250 74.41667 2.708333 333 0  
## 5 11/07/2016 22.69667 68.41667 2.500000 344 1  
## 6 12/07/2016 22.59608 67.95833 2.500000 522 1

### Dividing the data into training and test set

#ARIMA programming starts  
## 75% of the sample size  
smp\_size <- floor(0.95 \* nrow(base\_data))  
print(smp\_size)

## [1] 1033

## set the seed to make your partition reproducible  
set.seed(123)  
train\_ind <- sample(seq\_len(nrow(base\_data)), size = smp\_size)  
  
train <- base\_data[1:smp\_size, ]  
test <- base\_data[smp\_size+1:nrow(base\_data), ]  
test<-na.omit(test)

### Create matrix of numeric predictors

xreg <- cbind(as\_workday=model.matrix(~train$All\_workdays),   
 Temp=train$Temperature,  
 Humidity=train$Humidity,  
 Windspeed=train$Windspeed  
 )  
  
# Remove intercept  
xreg <- xreg[,-1]  
  
# Rename columns  
colnames(xreg) <- c("All\_workdays","Temp","Humidity","Windspeed")  
  
#creating the same for the test data  
  
xreg1 <- cbind(as\_workday=model.matrix(~test$All\_workdays),   
 Temp=test$Temperature,  
 Humidity=test$Humidity,  
 Windspeed=test$Windspeed  
)  
  
# Remove intercept  
xreg1 <- xreg1[,-1]  
  
# Rename columns  
colnames(xreg1) <- c("All\_workdays","Temp","Humidity","Windspeed")

### Creating a time series variable for the traning data for arima forecasting

Count <- ts(train$Count, start=c(2016.6),frequency=365)

Inference : As the data is for each day the frequency will be 365 and the start date is 2016-7-7

### Fitting ARIMA model with seasonality

modArima <- auto.arima(Count, xreg=xreg)  
modArima

## Series: Count   
## Regression with ARIMA(1,1,1) errors   
##   
## Coefficients:  
## ar1 ma1 All\_workdays Temp Humidity Windspeed  
## 0.1945 -0.8571 36.8114 -0.8123 -1.2827 -24.4085  
## s.e. 0.0380 0.0198 7.6259 2.0231 0.2886 6.3385  
##   
## sigma^2 estimated as 13801: log likelihood=-6380.6  
## AIC=12775.2 AICc=12775.31 BIC=12809.78

Forecasted\_values<-forecast(modArima,nrow(test),xreg=xreg1)  
  
Final\_forecasted\_values<-Forecasted\_values$mean  
length(Final\_forecasted\_values)

## [1] 55

### calculating the MSE in the test dataset

mean((test$Count - Final\_forecasted\_values)^2)

## [1] 51860.74

### plotting forecasted values before seasonality removal

library(ggplot2)  
forecast(modArima,nrow(test),xreg=xreg1) -> fc  
autoplot(Count, series="Data") +   
autolayer(fc, series="Forecast") +   
autolayer(fitted(fc), series="Fitted")

![](data:image/png;base64,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)

### Fitting ARIMA without seasonality

### Deseasonaling the dataset and plotting

decompose\_data = decompose(Count, "additive")  
adjust\_count = Count - decompose\_data$seasonal  
plot(adjust\_count)
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modArima\_desea <- auto.arima(adjust\_count, xreg=xreg)  
modArima\_desea

## Series: adjust\_count   
## Regression with ARIMA(3,1,1) errors   
##   
## Coefficients:  
## ar1 ar2 ar3 ma1 All\_workdays Temp Humidity  
## 0.2376 0.0552 -0.0288 -0.9219 33.6719 -2.7078 -0.8318  
## s.e. 0.0360 0.0346 0.0343 0.0184 7.0878 1.7676 0.2657  
## Windspeed  
## -16.5851  
## s.e. 5.7804  
##   
## sigma^2 estimated as 11553: log likelihood=-6288.04  
## AIC=12594.09 AICc=12594.26 BIC=12638.54

Forecasted\_values\_des<-forecast(modArima\_desea,nrow(test),xreg=xreg1)  
Final\_forecasted\_values\_des<-Forecasted\_values\_des$mean

### plotting forecasted values after seasonality removal

library(ggplot2)  
forecast(modArima\_desea,nrow(test),xreg=xreg1) -> fc1  
autoplot(Count, series="Data") +   
autolayer(fc1, series="Forecast") +   
autolayer(fitted(fc1), series="Fitted")
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### Mean square Error component

mean((test$Count - Final\_forecasted\_values\_des)^2)

## [1] 36754.14

### Dynamic regression by taking lag variables of output as well as input with lag 1,2

library(dplyr)

## Warning: package 'dplyr' was built under R version 3.5.1

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:lubridate':  
##   
## intersect, setdiff, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

x<-train[order(as.Date(train$Date, format="%d/%m/%Y")),]  
  
train\_aug <- x %>%  
 mutate(count\_lag1 = lag(Count, n = 1, order\_by = Date),  
 count\_lag2 = lag(Count, n = 2, order\_by = Date),  
 temp\_lag1 = lag(Temperature, n = 1, order\_by = Date),  
 temp\_lag2 = lag(Temperature, n = 2, order\_by = Date),  
 Hum\_lag1 = lag(Humidity, n = 1, order\_by = Date),  
 Hum\_lag2 = lag(Humidity, n = 2, order\_by = Date),  
 Wind\_lag1 = lag(Windspeed, n = 1, order\_by = Date),  
 Wind\_lag2 = lag(Windspeed, n = 2, order\_by = Date)  
 )  
  
x1<-test[order(as.Date(test$Date, format="%d/%m/%Y")),]  
  
test\_aug <- x1 %>%  
 mutate(count\_lag1 = lag(Count, n = 1, order\_by = Date),  
 count\_lag2 = lag(Count, n = 2, order\_by = Date),  
 temp\_lag1 = lag(Temperature, n = 1, order\_by = Date),  
 temp\_lag2 = lag(Temperature, n = 2, order\_by = Date),  
 Hum\_lag1 = lag(Humidity, n = 1, order\_by = Date),  
 Hum\_lag2 = lag(Humidity, n = 2, order\_by = Date),  
 Wind\_lag1 = lag(Windspeed, n = 1, order\_by = Date),  
 Wind\_lag2 = lag(Windspeed, n = 2, order\_by = Date)  
 )

### OLS regression using the Dynamic lagged variables

my\_lm <- lm(Count ~ count\_lag1 + count\_lag2 + temp\_lag1 + temp\_lag2 +Hum\_lag1+Hum\_lag2+Wind\_lag1+Wind\_lag2,data = train\_aug[3:nrow(train\_aug), ])  
summary(my\_lm)

##   
## Call:  
## lm(formula = Count ~ count\_lag1 + count\_lag2 + temp\_lag1 + temp\_lag2 +   
## Hum\_lag1 + Hum\_lag2 + Wind\_lag1 + Wind\_lag2, data = train\_aug[3:nrow(train\_aug),   
## ])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -614.77 -130.09 9.72 132.51 1165.74   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 294.09214 47.59342 6.179 9.29e-10 \*\*\*  
## count\_lag1 -0.24892 0.03336 -7.463 1.81e-13 \*\*\*  
## count\_lag2 -0.11772 0.03275 -3.595 0.00034 \*\*\*  
## temp\_lag1 20.62815 1.78986 11.525 < 2e-16 \*\*\*  
## temp\_lag2 8.43898 1.90639 4.427 1.06e-05 \*\*\*  
## Hum\_lag1 0.48761 0.38250 1.275 0.20267   
## Hum\_lag2 0.52731 0.38248 1.379 0.16829   
## Wind\_lag1 17.31211 8.33838 2.076 0.03813 \*   
## Wind\_lag2 -6.19091 8.35632 -0.741 0.45895   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 193.3 on 1020 degrees of freedom  
## (2 observations deleted due to missingness)  
## Multiple R-squared: 0.2286, Adjusted R-squared: 0.2225   
## F-statistic: 37.78 on 8 and 1020 DF, p-value: < 2.2e-16

Inference: Keeping only the significant variables where the P value is <0.05 and removing the other variables

### OLS regression recreated with keeping only the significant variables

My\_lm\_final <-lm(Count ~ count\_lag1 + count\_lag2 + temp\_lag1 + temp\_lag2 , data = train\_aug[3:nrow(train\_aug), ])  
summary(My\_lm\_final)

##   
## Call:  
## lm(formula = Count ~ count\_lag1 + count\_lag2 + temp\_lag1 + temp\_lag2,   
## data = train\_aug[3:nrow(train\_aug), ])  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -594.78 -131.38 5.66 134.94 1135.19   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 378.78521 29.68109 12.762 < 2e-16 \*\*\*  
## count\_lag1 -0.27122 0.03221 -8.420 < 2e-16 \*\*\*  
## count\_lag2 -0.11323 0.03173 -3.568 0.000376 \*\*\*  
## temp\_lag1 21.15650 1.71722 12.320 < 2e-16 \*\*\*  
## temp\_lag2 8.41413 1.83701 4.580 5.21e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 193.8 on 1024 degrees of freedom  
## (2 observations deleted due to missingness)  
## Multiple R-squared: 0.222, Adjusted R-squared: 0.2189   
## F-statistic: 73.04 on 4 and 1024 DF, p-value: < 2.2e-16

### predicting the same on the test data to calculate MSE

predicted\_Dynm<-predict(My\_lm\_final,newdata = test\_aug)  
  
test\_aug$Predicted<-predicted\_Dynm  
test\_aug\_1<-na.omit(test\_aug)  
# Mean Square error for the dynamic regression#  
mean((test\_aug\_1$Count - test\_aug\_1$Predicted)^2)

## [1] 28639.19

### ploting predicted vs actual

plot(test\_aug\_1$Count,test\_aug\_1$Predicted,  
 xlab="predicted",ylab="actual")  
 abline(a=0,b=1)
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