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# Introduction:

Windows uses GUI(graphical User Interfaces) whereas LINUX uses CLI(Command Line Interface). To begin with, search “git for windows”, open the website <https://git-scm.com/downloads/win> download and install git for windows, create and open work space folder on desktop, right click and select open Git Bash here. Then start typing following commands.

# Linux commands:

## pwd

present working directory: terminal displays path of present working directory

ex. pwd ↵

output: /c/Users/asus/Desktop/Devops/shell

## ls

list of files and directories in pwd (similar to files and folders structure in windows)

* 1. ls : list of files and directories in pwd
  2. ls -l : list of files and directories with access details, date and time created in alphabetical order
  3. ls -lt : with latest to oldest file created
  4. ls -ltr : in reverse order
  5. ls \*/\*/….. to list complete list of parent directory
  6. ls -a >display hidden files
  7. ls -I >to check inode of a file

## mkdir <directory name>

to create directory/s in pwd

* 1. mkdir dir1
  2. mkdir d1 d2 d3 d4 ....

## touch <file\_name>

to create file/s in pwd

* 1. touch file1
  2. touch f1 f2 f3 f4 ....

## vi <filename> vim <filename>

vi editor is an editor on linux(just like ms-word, txt, notepad, vs in windows), vim is improved version, following commands to be used inside vi editor, to copy content from bowser(shift + insert/right click + paste)

* 1. press 'i' for insert mode
  2. press 'Esc' + :wq! --> save file
  3. press 'Esc' + :q! --> without save

## cat <filename>

to display content of a file in terminal

## cd <directory name> or cd <path>

change directory used to change to pwd to required directory

* 1. cd <dir1>, will change to the directory within pwd
  2. cd /c/Users/asus/Desktop/Devops/shell, by using path
  3. cd .. back from pwd
  4. cd ../../.. back from pwd three step

## commands inside VI editor

* 1. :/<pattern> search for a pattern(word) ex :/devops, :/development
  2. :%s/<current\_pattern>/<change\_pattern>/gi : search and replace a pattern
  3. :%s/DevOps/testing/gi , in whole file
  4. :1s/DevOps/testing/gi , first line
  5. :5,$s/testing/development/gi , fifth word till end
  6. :4,10s/dev/test/gi , 4th to 10th line
  7. :dd , delete whole line
  8. :set nu , set numbers inside file

## rm <filename>

command to remove a file or directory

* 1. rm <filename>
  2. rm f1 f2 f3 f4 .....
  3. rm -r <directory> (-r used as recursive to remove files inside directory one by one)
  4. rm -rf <directory> (-rf recursive forcefully, to remove files opened as well inside dir)
  5. rm -rf d1 d2 d3 ....

## wc <filename>

* 1. wc , word count command
  2. wc -l <file> , count lines
  3. wc -w f1 , count words
  4. wc -m f1 , count characters
  5. wc -c f1

## echo

to write <something> on terminal

* 1. echo "This is devops class"
  2. echo -e "This is devops class \nStarted on April” , \n used to next line

## > [Redirect]

Redirect is used to overwrite existing file, if file not there, it’ll create new file

* 1. echo "Testing" > f1 , wil write testing in file “f1”
  2. ls -l > f2

## >> [append]

append is used to add content to existing file, if file not there, it’ll create new file

* 1. echo "Testing" >> f1
  2. ls -ltr >> log

## du -sh <filename> , du -sh <directory>

displays memory of files or directory

* 1. du -sh \* , displays memory of all files and directories in pwd

## df -h

displays memory status of all drives mounted in the server/system

* 1. df -h . , displays current drive

## head <filename>

used to display content of a file from top (default ten lines)

* 1. head -3 <filename> , displays top three lines of a file

## tail <filename>

used to display content of a file from boom (default ten lines)

* 1. tail -1 <filename> , displays bottom first line of a file

## | [pipe]

Pipe is used to join/bridge content from previous command

* 1. ls | wc -l , list of files + number of lines, displays number of files in pwd
  2. head -20 f1 | tail -1 , top 20 lines in f2 + bottom 1st of top 20, display’s 20th line in f2

## free -m

displays ram memory in MB

* 1. free -g, displays ram memory in GB
  2. free -b , displays ram memory in Bytes

## clear or ctrl + l

clears the terminal

## uniq & sort

* 1. sort <filename> , arrange content of a file in ascending order line by line
  2. sort -r <filename>, arrange content in ascending order
  3. uniq <filename> , will remove consecutive duplicates
  4. sort <f1> | uniq , arrange content + remove duplicates (in a file)

## chmod [change mode]

this command is used to manage permissions of a file/directory, to check permissions, use ls command (ex. -rw-r--r-- 1 asus 197121 43 May 7 20:33 f1)

|  |  |
| --- | --- |
| 2^0--> 1, 2^1--> 2, 2^2 --> 4  Owner group others  rwx rwx rwx  r --> read  w --> write  x --> execute  22 21 20  4 2 1  r w x  owner group other  rwx r-x r--  7 5 4 | 1 only execute (001)(--x)  2 only write (010) (-r-)  3 write and execute (011) (w-x)  4 only read (100) (r--)  5 read & execute (101) (r-x)  6 read and write (110) (rw-)  7 read, write & execute(111) (rwx)  666  rw-rw-rw-  rwxrw-r-x  765 |

* 1. chmod 777 <f1> (rwxrwxrwx) read, write & execute access for user, group and others
  2. chmod 666 <directory> (rw-rw-rw-) read & write access for user, group and others
  3. chmod 765 f1 f2 f3 f4 .. (rwxrw-r-w)
  4. chmod -R 644 <d1> (recursive) permission applicable for files & directories inside d1

## umask (don’t practice)

umask is used to set default directory permissions during initial server creation, its gives opposite permissions as compared to of chmod(i.e. 000 gives full permission instead of 777)

in chmod rw- r-- r-- chmod 644

in umask --x -wx -wx umask 133

* 1. umask 000 (rwxrwxrwx) read, write & execute access for user, group and others
  2. umask 777 (---------) no access for user, group and ohers

## cp [copy]

used to copy and paste content of one file/directory to another, destination content is overwritten by source, if destination file doesn’t exist, new file is created

* 1. cp <file1> <file2>
  2. cp -r <dir1> <dir2>
  3. cp -p f1 f4 , destination file copies content and permissions from source
  4. cp file /home/dir1/dir2/f1
  5. cp file /home/dir1/dir2/
  6. cp -i f1 f5 , interactive mode, will ask to overwrite content of destination from source

## mv <file> <f1>

used to move file/directory to another directory if destination directory is same, this command acts as rename.

* 1. mv <file> /home/test/
  2. mv <d1> /home/test/d1

## chown <newname> <file>

this command is used to change ownership of a file/directory

* 1. chown developer file , transfer file’s ownership to developer
  2. chown test directory , transfer direcotory’s ownership to test
  3. chown dev:group1 dir1, transfer dir1’s ownership to dev of group1
  4. chown test:test\_group file

## sed [stream editor]

sed command will take content from file and changes made in terminal directly(not using vi) without affecting parent file

* 1. sed 's/pattern/new\_pattern/gi' f1 ,pattern to new pattern in f1(i->case insensitive)
  2. sed -i 's/testing/dev/gi' f3 , -i interactive mode
  3. sed '2s/pattern/new\_pattern/gi' filename , pattern change in 2nd line only
  4. sed '5,10s/pattern/new\_pattern/gi' filename , change in 5th and 10th line only
  5. sed '20,$s/pattern/new\_pattern/gi' filename , change from 20th till end of file
  6. sed -n '5p' filename , to display only 5th line of file
  7. sed -n '4,10p' f2 , to display 4th to 10th line
  8. sed -n '6,$p' f2 , to display 6th till end of file
  9. sed '3d' f1 , delete 3rd line of file
  10. sed '2,6d' f3 , delete 2nd and 6th line of file
  11. sed '10,$d' f3 , delete 10th to last line

## cut

cut is used to display column wise segregated content(separated by a delimiter), cut have limitation if there are more than specified delimiter(ex. extra space)

* 1. cut -d " " -f1 file , displays 1st column separated by <space>(delimiter)
  2. cut -d "\*" -f2 file , displays 2nd column separated by <\*>(delimiter)
  3. cut -d " " -f2,5,7 file , displays 2nd 5th and 7th column separated by <space>(delimiter)

## awk

awk is used to display column wise segregated content(separated by a delimiter), awk will ignore if there are extra spaces in segregating columns

* 1. awk -F " " '{print $1}' filename , displays 1st column separated by <space>
  2. awk -F " " '{print $3}' filename , displays 3rd column
  3. awk -F " " '{print $NF}' filename , displays last column
  4. awk -F " " '{print $(NF-1)}' filename , displays last but one column
  5. awk -F " " '{print $2,$4}' filename , displays 2nd and 4th column

## grep

grep is used to search a pattern

* 1. grep -i "linux" <filename> , displays line containing linux in file, -i -> case insensitive
  2. grep -in "Windows" f2 , displays line number containing Windows in f2 (-n)
  3. grep -ic "Windows" f2 , counts number of “windows” in f2 (-c)
  4. grep -iw "win" f2 , display only “Win” not windows (-w)
  5. grep -l "linux" \* , display files containing linux in all files and directories
  6. grep -lR "linux" \* , for recursive search
  7. grep -ie "pattern1" -ie "pattern2" filename , multiple pattern search

## find

is used to find location of file or directory

* 1. find . -iname "f1" used to find file location in PWD
  2. find /home/test -iname "f1" used to find in destination path
  3. find . -type f -mtime +10 >file before 10 days
  4. find . -type d -mtime +10 > directories before 10 days
  5. find . -type f -mtime -10 > file within 10 days
  6. find . -type d -mmin +5 > directories before 10 mins
  7. find . -type f -perm 0777 > find file and directories with particular permissions
  8. find . -type d -perm 0755
  9. find . -perm 0766
  10. find . -type f -empty >find empty files
  11. find . -type f -not -empty >find non empty files
  12. find . -maxdepth 2 -iname "file1" find file for till 2nd level
  13. find . -maxdepth 5 -iname "file1"

## xargs

argument is used to pass output of a particular command as an argument to next command

* 1. find . -type -f -empty|xargs rm -f >remove empty files
  2. find . -type d -mtime +5|xargs rm -rf >remove directories created before 5 days

## ps [process]

this is like task manager in windows, it lists out all processes running in PC

* 1. ps -ef >lists all processes
  2. ps -ef|grep -i "chrome" >lists all processes running under chrome
  3. ps -ef|grep -ie "chrome" -ie "edge" >lists all processes running under chrome & edge
  4. ps -u "username" >processes under user

## service service\_name start/stop/restart

this command is used to gracefully start/stop/restart an application

* 1. sudo service apache2 start
  2. sudo service apache2 stop
  3. sudo service apache2 restart
  4. sudo service nginx stop

## kill -9 <PID>

kill command will forcefully stops a process(like terminating task in task manager of windows)

* 1. kill -9 7684 >here 7684 is PID number of a task obtained using Ps -ef command

## links:

links are shortcuts to a file/directory, if you make any changes in original file, it’ll get reflected in links

* 1. ln -s f1 <softlink> > creates softlink of file1
     1. ln -s /home/test/f1 softlink1 > creates softlink of f1
     2. softlink / symbolic link / sym link:
     3. delete the orginal file symlink won't work
  2. ln f1 <hardlink> >creates hardlink of f1
     1. if we delete original file hardlink still work
     2. its points to 'i' node of a file
     3. ln /home/test/f1 hardlink1 >creates hardlink of f1

## uname -a

* 1. -a, --all > print all information
  2. -s, --kernel-name
  3. -n, --nodename > print the network node hostname
  4. -r, --kernel-release
  5. -v, --kernel-version
  6. -m, --machine
  7. -p, --processor
  8. -i, --hardware-platform
  9. -o, --operating-system

## sleep NUMBER[SUFFIX]

The sleep command in a shell script pauses execution for a specified duration. By default, the sleep command interprets numerical arguments as seconds. It also accepts suffixes to specify other time units.

* 1. sleep 5 🡪sleep for 5 seconds
  2. sleep 2.5 🡪sleep for 2.5 seconds
  3. sleep 30m 🡪sleep for 30 minutes
  4. sleep 2h 🡪sleep for 2 hours
  5. sleep 5d 🡪sleep for 5 days

## Export

To create global variable

Ex. export var1=”devops” , to display echo $var1

## Hostname

Displays host name

## ctrl + c , ctrl +z , bg ↵

ctrl + c 🡪 cancel the terminal, ctrl +z 🡪pause the terminal, bg ↵ 🡪 to resume

## Server commands

## SSH[secure shell]

* 1. port 22
  2. ssh username@ip\_address/servername/DNS
  3. ssh ubuntu@192.13.45.68
  4. password: \*\*\*\*
  5. ssh ubuntu@shstechacademy.com
  6. pass: \*\*\*\*\*
  7. ssh -i aws.pem [ubuntu@192.13.58.3](mailto:ubuntu@192.13.58.3)

## scp: >server copy

* 1. scp file user@server:/home/test
  2. scp -i aws.pem file ubuntu@192.13.24.5:/home/dir1
  3. scp -i aws.pem -r directory [ubuntu@178.42.45.6:/home/d1](mailto:ubuntu@178.42.45.6:/home/d1)

## ping IP\_address/hostname

used to check status of a server

* 1. ping googl.com
  2. ping 192.13.58.32

## netstat -na

to list/check the port outputs of a server

* 1. netstat -na|grep "8080" > check 8080 port of a server
  2. netstat -na|grep "90"

## top

list of all tasks running, similar to task manager

## uptime

displays since when my server is up and running

## rsync

used to transfer files in stages(if internet lost during transfer, sync resumes when internet is back)

* 1. rsync -avl --progress -e "ssh -i test.pem" file1 ubuntu@server

# Shell Script

A shell script is a sequence of commands written in a text file, designed to be executed by a Unix-based shell, acting as a command-line interpreter.

**initialize:**

* echo $SHELL 🡪check the default shell
* chsh bash 🡪 to change default shell
* chsh cshell 🡪 to change default shell

**Create**: Write the script in a text editor and save it with a .sh extension.

* vim script1.sh
* touch script1.sh

**Permissions**: Make the script executable using chmod 777 script1.sh or chmod +x script1.sh.

**Execute**: Run the script with

* ./script1.sh 🡪 to execute shell script
* bash script1.sh 🡪 to execute shell script
* sh script1.sh 🡪 to execute shell script

**Basic Structure:**

A shell script typically begins with a shebang (#!) followed by the path to the interpreter, such as #!/bin/bash. This line specifies which shell should execute the script. Subsequent lines contain commands, comments (prefixed with #), and control structures.

#!/bin/bash --> shebang [ invoke the bash shell]

**Debugging:**

Selective Debugging with set

The set command can enable or disable debugging options within specific parts of the script. set -x turns on verbose mode, while set +x turns it off.

set -x # Enable debugging  
# Code to debug  
set +x # Disable debugging

## basic script to display some meaning full message

|  |  |
| --- | --- |
| Script: script1.sh | Output: |
| #!/bin/bash  echo "This is to test"  echo "the shell script" | this is to test  the shell script |

## Input arguments

$0 -->

$1 --> first i/p argument

$2 --> second i/p argument

$3 --> third i/p argument

;;;

;;;

;;;

$9 --> 9th i/p argument

${10} --> 10th i/p arg

${11}

;;

;;

${100}

## script to pass input arguments in command line and display message

|  |  |
| --- | --- |
| Script: script2.sh | Input & output: |
| #!/bin/bash  echo "this is $1"  echo "started on $2"  echo "there are $3 students" | ./script2.sh devops apr 80  this is devops  started on apr  there are 80 students |

## pass input arguments in command line, store in local variable and display message

|  |  |
| --- | --- |
| Script: script3.sh | Input & output: |
| #!/bin/bash  var1="$1"  var2="$2"  var3="$3"  echo "this is $var1"  echo "started on $var2"  echo "there are $var3 students" | ./script3.sh devops apr 80  this is devops  started on apr  there are 80 students |
| Script: script3a.sh |  |
| #!/bin/bash  var1="devops training"  var2="16th apr"  var3="80"  echo "this is $var1"  echo "started on $var2"  echo "there are $var3 students" | ./script3a.sh  this is devops training  started on 16th apr  there are 80 students |

## Conditional statements (if, if-else, if-elif-else)

Basic syntax as follows

* if statement:

if [ expression/condition]

then

statements/commands to execute if the expression is true

fi

* if – else statement:

if [ expression/condition]

then

statements/commands to execute if the expression is true

else

statements/commands to execute if the expression is false

fi

* if-elif-else statement:

if [ expression/condition]

then

statements/commands to execute if the expression is true

elif [ expression/condition]

then

statements/commands to execute when elif expression is true

else

statements/commands to execute if the expression is false

fi

## Equality operators in shell script (=, ==, !=, -eq , -ne, -lt, -le, -gt, -ge)

String Equality Operators

* = 🡪 Equal to
* == 🡪 Equal to (same as =)
* != 🡪 Not equal to

Integer Equality operators

* -eq 🡪 equals
* -lt 🡪 less than
* -le 🡪 less than or equal
* -gt 🡪 greater than
* -ge 🡪 greater than or equal
* -ne 🡪 not equals

## script to read a number, check if it is equal to 5 and display

|  |  |
| --- | --- |
| Script: Script4.sh | Input & output: |
| #!/bin/bash  #set -x  #sleep 30  read -p "enter a number: " num  if [ $num -eq 5 ]  then  echo "$num is five"  else  echo "$num is not a five"  fi | ./script4.sh  enter a number: 10  10 is not a five  ./script4.sh  enter a number: 5  5 is five |

## script to find biggest of two numbers:

|  |  |
| --- | --- |
| Script: Script5.sh | Input & output: |
| #!/bin/bash  if [ $1 -gt $2 ]  then  echo "$1 is BIG"  else  echo "$2 is BIG"  fi | ./script5.sh 65 600  600 is BIG  ./script5.sh 100 6  100 is BIG |

## special characters of global variables:

* $# 🡪 Total no of arguments pass to a shell script
* $? 🡪 use to check the status of last executed command
  + '0' --> success
  + 'non zero' --> failure
* $$ 🡪 PID of current running process
* $! 🡪 PID of last command went into background
* $@ 🡪 All the arguments pass to a shell script stored in an array format
* $\* 🡪 All the arguments pass to a shell script

## script to restrict two i/p arguments in finding biggest of two

|  |  |
| --- | --- |
| Script :Script5a.sh | Input & output: |
| #!/bin/bash  if [ $# -ne 2 ]  then  echo "we accept only two input arguments"  exit  fi  if [ $1 -gt $2 ]  then  echo "$1 is greater than $2"  else  echo "$2 is greater than $1"  fi | ./script5a.sh  we accept only two input arguments  ./script5a.sh 67 56  67 is greater than 56  ./script5a.sh 67 56 89  we accept only two input arguments  ./script5a.sh 56 89  89 is greater than 56 |

## Looping statements (for loop, while loop)

* For loop basic syntax as follows

for <var> in <value1 value2 ... valuen>

do

commands/statements

done

* while loop Basic syntax as follows

while [ condition ]

do

commands/statements

done

## nohup[no hang up]

The nohup command allows a shell script to continue running even after the user who started the script logs out or the terminal is closed.

Ex. nohup ./script5.sh 60 70 &

Output: [1] 2315

nohup: ignoring input and appending output to 'nohup.out'

[1]+ Done nohup ./script5.sh 60 70

Here, 2315 is PID number and output is stored at nohup.out

Hence, cat nohup.out

70 is BIG

## Script to find biggest of three numbers

|  |  |
| --- | --- |
| Script : bigof3.sh | Input & output: |
| #!/bin/bash  #sleep 30  if [ $# -ne 3 ]  then  echo "we accept only three input arguments"  exit  fi  if [ $1 -gt $2 ] && [ $1 -gt $3 ]  then  echo "$1 is greater than $2 and $3"  elif [ $2 -gt $1 ] && [ $2 -gt $3 ]  then  echo "$2 is greater than $1 and $3"  else  echo "$3 is greater than $1 and $2"  fi | ./bigof3.sh 235 45 876 2  we accept only three input arguments  ./bigof3.sh 45 876 2  876 is greater than 45 and 2  ./bigof3.sh 235 45 8  235 is greater than 45 and 8  ./script5a.sh 56 89  89 is greater than 56  ./bigof3.sh 2 4 8  8 is greater than 2 and 4 |

## Script to add, sub, multiplication and divide two numbers

|  |  |
| --- | --- |
| Script: arithmetic.sh | Input & output: |
| #!/bin/bash  read -p "Enter first number: " num1  read -p "Enter second number: " num2  echo "Addition: $num1 + $num2 = $((num1 + num2))"  echo "Multiplication: $num1 \* $num2 = $((num1 \* num2))"  if [ $num1 -lt $num2 ]  then  echo "Subtraction: $num2 - $num1 = $((num2 - num1))"  echo "Division (integer): $num2 / $num1 = $((num2 / num1))" # Truncates decimals  else  echo "Subtraction: $num1 - $num2 = $((num1 - num2))"  echo "Division (integer): $num1 / $num2 = $((num1 / num2))" # Truncates decimals  fi | ./arithmetic.sh  Enter first number: 5  Enter second number: 10  Addition: 5 + 10 = 15  Multiplication: 5 \* 10 = 50  Subtraction: 10 - 5 = 5  Division (integer): 10 / 5 = 2  ./arithmetic.sh  Enter first number: 10  Enter second number: 5  Addition: 10 + 5 = 15  Multiplication: 10 \* 5 = 50  Subtraction: 10 - 5 = 5  Division (integer): 10 / 5 = 2 |

## Script to find factorial of a number

|  |  |
| --- | --- |
| Script: factorial.sh | Input & output: |
| #!/bin/bash  echo "Enter a number"  read num  temp="$num"  fact=1  while [ $num -gt 1 ]  do  fact=$((fact \* num)) #fact = fact \* num  num=$((num - 1)) #num = num - 1  done  echo "factorial of $temp is $fact" | ./factorial.sh  Enter a number  6  factorial of 6 is 720  ./factorial.sh  Enter a number  9  factorial of 9 is 362880 |

## Script to add given set of numbers

|  |  |
| --- | --- |
| Script: addnumbers.sh | Input & output: |
| #!/bin/bash  read -p "Enter the no's to add: " num  add=0  for i in $num  do  add=$(($i + $add))  done  echo "sum of given num:$num is $add" | ./addnumbers.sh  Enter the no's to add: 4 56 7 890  sum of given num:4 56 7 890 is 957 |

## Script to check given name is a file, directory or not exist

|  |  |
| --- | --- |
| Script: script6.sh | Input & output: |
| #!/bin/bash  read -p "Enter the name to check:" name  if [ -f "$name" ]; then  echo "The given name is a file"  elif [ -d "$name" ]; then  echo "The given name is directory"  else  echo "The given name does not exist"  exit  fi | ./script6.sh  Enter the name to check:f1  The given name is a file  ./script6.sh  Enter the name to check:d1  The given name is directory  ./script6.sh  Enter the name to check:meow  The given name does not exist |

## script to list files having a <pattern>, display message if pattern not found in any file

|  |  |
| --- | --- |
| Script: script7.sh | Input & output: |
| #!/bin/bash  read -p "Enter the pattern to check: " name  list\_of\_files=`grep -ilR "$name" \*`  if [ $? -ne 0 ]  then  echo "The pattern not found in any of the files"  else  echo "The below list of files having the $name pattern:"  echo "$list\_of\_files"  fi | ./script7.sh  Enter the pattern to check: read  The below list of files having the read pattern:  addnumbers.sh  arithmetic.sh  columnprint.sh  factorial.sh  script4.sh  script6.sh  script7.sh  script8.sh  script9.sh  ./script7.sh  Enter the pattern to check: king  The king pattern not found in any of the files |

## script to count no of words, characters in each line

|  |  |
| --- | --- |
| Script: script8.sh | Input & output: |
| #!/bin/bash  num=0  while read line  do  words=`echo $line | wc -w`  num=`expr $num + 1`  char=`echo $line | wc -m`  echo "line number: $num words: $words characters: $char"  done < $1 | ./script8.sh script8.sh  line number: 1 words: 1 characters: 12  line number: 2 words: 1 characters: 6  line number: 3 words: 3 characters: 16  line number: 4 words: 1 characters: 3  line number: 5 words: 5 characters: 27  line number: 6 words: 4 characters: 20  line number: 7 words: 5 characters: 26  line number: 8 words: 8 characters: 57  line number: 9 words: 3 characters: 10 |

## Script to display name of employees whose age is greater than selection

Employee details Input file(f1) has below content

|  |  |
| --- | --- |
| cat f1 | Logic |
| slno name ID mail age  1 tomato 121 tomato.com 21  2 potato 232 potato.com 32  3 apple 343 apple.com 43  4 orange 454 orange.com 54  5 grape 565 grape.com 65 | 1🡪remove top row and save file to temp  2🡪 select first line from temp and increment counter(j)  3🡪compare column 5 with age (ex. 33) and display name if yes, else interment counter(k)  4🡪 compare counters(j and k) and display suitable message |
| Script: script8.sh | Input & output: |
| $ cat columnprint.sh  #!/bin/bash  #set -x  read -p "Enter the file name to pass emp details: " file  read -p "Enter the age to check: " check  sed '1d' $file > temp  k=0  j=0  while read line  do  age=`echo "$line"|awk -F " " '{ print $5}'`  j=$(($j + 1))  if [ $age -gt $check ]  then  echo "$line"|awk -F " " '{ print $2}'  else  k=$(($k + 1))  fi  done < temp  if [ $k -eq $j ]  then echo " none of the employees present in org is greater than age $check"  else  echo "are the employees above age $check"  fi | ./columnprint.sh  Enter the file name to pass emp details: f1  Enter the age to check: 33  apple  orange  grape  are the employees above age 33  ./columnprint.sh  Enter the file name to pass emp details: f1  Enter the age to check: 66  none of the employees present in org is greater than age 66  ./columnprint.sh  Enter the file name to pass emp details: f1  Enter the age to check: 11  tomato  potato  apple  orange  grape  are the employees above age 11 |

## Script to check disk m/m, if crosses threshold, send the mail notification!

|  |  |
| --- | --- |
| Script: script9.sh | Input & output: |
| #!/bin/bash  read -p "enter the threshold limit of disk space:" disk  space=`df -h .|tail -1|awk -F " " '{print $5}'|sed 's/%//g'`  if [ $space -ge $disk ]  then  echo "The disk storage exceeding threshold, Please take the action|mail -s "Disk m/m full" -c "devops.com" team\_devops.com"  else  remaining=$((100 - $space))  echo "need not o worry, remaining disk space is $remaining%"  fi | ./script9.sh  enter the threshold limit of disk space:50  need not o worry, remaining disk space is 82%  ./script9.sh  enter the threshold limit of disk space:15  The disk storage exceeding threshold, Please take the action|mail -s Disk m/m full -c devops.com team\_devops.com |

## cron jobs: crontab

Cron jobs are used to enable automation of tasks at scheduled times. They are used to automate repetitive tasks, such as backups, system maintenance, and report generation, without manual intervention.

|  |  |
| --- | --- |
| \* 🡪 min (00-59)  \* 🡪 hour (00-23)  \* 🡪 Date (1-31/30/28/29)  \* 🡪 Month (1-12)  \* 🡪 Day of the week (0-6)  \* \* \* \* \* ./shell.sh  crontab -l 🡪 list the cron jobs  crontab -e 🡪 edit the cronjobs | Run crontab -e to open crontab file  set the cronjobs and close  Examples:  everyday1pm script should trigger  00 13 \* \* \* script.sh  5th sep 9AM tuesday  00 09 05 09 02 script.sh |

## Script to check services, trigger notification if any service is stopped state

|  |  |
| --- | --- |
| Script: script10.sh | Input & output: |
| #!/bin/bash  services="apache2 Nginx Mysql"  for i in $services  do  sudo service $i status  if [ $? -ne 0 ]  then  echo "service $i is not running, Please take the action"|mail -s "Service stopped!!" -c "test.com" group.com  fi  done | Sudo service not work in git bash |

## cleanup script: script to retain recent 20 builds

|  |  |
| --- | --- |
| Script: script11.sh | Input & output: |
| #!/bin/bash  total=`ls|wc -l`  delete\_num=`expr $total - 20`  if [ $delete\_num -gt 0 ]  then  ls -rt|head -$delete\_num|xargs rm -rf  fi | Logic:  Count no of files (file list + line count)  Files to be deleted = totalfilecount-20 recent  If files to be deleted not equal to zero  File list in reverse (latest first), exclude top 20, remove remaining files be cautious: this will remove your older files (before 20 build) |

# Git:

Git is a distributed version tool, used to manage and track source code, file and directories, to begin with, Repository(repo) is called as a directory in project level, which contains source code related content stored in many folders.

There are two ways to start with git account, initially you can create a directory in local and push to github, otherwise clone existing project directory from remote to local.

## git init

* 1. Transform current directory into a Git repository(ex. git init inside devops directory)

ex. git init

Initialized empty Git repository in C:/Users/asus/Desktop/Devops/.git/

* 1. git init <directory>: Transform a directory in the current path into a Git repository

ex. git init testing (initialize testing repository inside devops)

Initialized empty Git repository in C:/Users/asus/Desktop/Devops/testing/.git/

* 1. git init --bare: Create a new bare repository (used as a remote repository to store content only, that we can’t do active development, most of the commands not work)
  2. To revert git repo into normal directory

run ls -al and look for hidden .git directory, remove using rm -rf .git, repository will be un-initialized.

## git config

once the repository is created in local and Git account created at <https://github.com> use your credential to configure/sync github with local using following command

git config –-global user.name “raghavendra1611” 🡪 only for the first time using github

git config –-global user.email “raag444@gmail.com” 🡪 only for the first time using github

git remote add origin https://github.com/Raghavendra1611/Devops.git 🡪to sync “devops” repository created in github with local workspace

git push --set-upstream origin <branch\_name> 🡪 to sync branch with remote git repository(this should be done on every new branch for first push)

## git clone <url>

used to bring remote repo (copy repo url from github.com) for the first time to local workspace. Here, we download code/files in existing repo of github.com to local workspace.

ex. git clone https://github.com/Raghavendra1611/testing

## git status

can be used anytime to check whether files are in workspace or staging area or in github remote.

## git add <filename>

used to add the files to staging area, As you're working, you change and save a file, or multiple files. Then, before you commit, you must git add. This step allows to choose what you are going to commit.

* git add <filename> 🡪 will add specific file to staging
* git add <path> 🡪 Stage a specific directory or file
* git add -A 🡪Stage all files in the entire repository
* git add . 🡪adds the entire directory recursively, including files whose names begin with a dot
* git add -u 🡪stages modified and deleted files only, NOT new files
* git add -p🡪 to walk through the changes
* git restore --staged <file> 🡪 to unstage added file
* git reset HEAD 🡪to undo git add

## git commit -m "message"

* git commit -m "message" 🡪 this command moves the files from workspace to staging.
* git commit -am "commit message": this option allows you to skip the staging phase. Addition of -a will automatically stage any files that are already being tracked by Git (changes to files that you've committed before).
* git commit --amend 🡪 allows to edit changes commit on your current branch which haven't been pushed to the remote yet

## git push

used to push the committed changes from local workspace to remote repo.

git push --set-upstream origin <branch\_name> 🡪 to push for the first time from a branch

## git revert

acts as "undo commit" but keeps the commit history, to perform this, do git log first, pick commit ID.

Ex. git revert <commit\_ID>

## git reset

will move the HEAD pointer and the branch pointer to another point in time – maybe making it seem like the commits in between never happened! (--soft, --mixed, --hard)

## git log

use to check the history of repo.

## git pull

used to bring the changes from remote repo and merges to local workspace automatically (update the latest code to local from remote)

## git tag <tag\_name>

tag is a name given to a set of version of files and directories, indicates milestone of a project, to remember set of versions of code we use tags

* git tag <milestone-1> 🡪 creates tag with milestone-1 name
* git push origin –tags 🡪 push tags to remote
* git tag 🡪 lists all the tags
* git tag -d <tagname> 🡪 to delete a tag
* git push --delete origin <tagname> 🡪 delete a tag in remote

## git branch

GIT branch is copy of the main codebase which will be used for new feature development or bug fix, which will later be merged with the main codebase once after verified.

![](data:image/png;base64,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)

* git branch -M <new branch> 🡪 create new branch
* Git checkout -b <new branch> 🡪 create new branch
* Git push origin <new branch> 🡪to push new branch to remote
* Git checkout <branch to be switched> 🡪 switch branches
* git branch -d <branch> 🡪 delete a branch in local
* git push origin -d <branch> 🡪 delete a branch in remote
* git branch –-all 🡪 to list all branches

## git merge <branch>

git merge will merge content from one branch to another branch,

ex. merge code of a developed feature from xyz branch to master branch:

* merge in local: commit in xyz branch🡪 checkout to master branch🡪 git merge <xyz>
* merge in remote: commit in xyz branch🡪 push to remote🡪 merge in github.com

## git checkout

used to switch the main version of files, or switch to branches or switch to tags.

Git checkout -b <new branch> 🡪 create new branch

Git push origin <new branch> 🡪to push new branch to remote

git remote add origin https://github.com/hareeshab/repo\_name

git push -u origin main

## git switch

used to switch the main version of files, or switch to branches or switch to tags.

Git checkout -b <new branch> to create new branch

git branch -M main

git push -u origin main

git rebase

git cherry-pick

git fetch

forking: to copy and own a repository of other in git hub

## git stash

git stash list🡪 Show the *files* in the most recent stash:

git stash show 🡪 Show the *changes* of the most recent stash:

git stash show -p 🡪 Show the *changes* of the named stash:

git stash show -p 1 🡪 If you want to view changes of only the last stash: