est Apex Triggers

**Learning Objectives**

After completing this unit, you'll be able to:

* Write a test for a trigger that fires on a single record operation.
* Execute all test methods in a class.

**Test Apex Triggers**

Before deploying a trigger, write unit tests to perform the actions that fire the trigger and verify expected results.

Let’s test a trigger that we worked with earlier in the Writing Apex Triggers unit. If an account record has related opportunities, the AccountDeletion trigger prevents the record’s deletion.

**Prerequisites**

1. If you haven’t yet added the AccountDeletion trigger, follow these steps.
   1. In the Developer Console, click **File** | **New** | **Apex Trigger**.
   2. Enter AccountDeletion for the trigger name, and then select **Account** for the sObject. Click **Submit**.
   3. Replace the default code with the following.
   4. trigger AccountDeletion on Account (before delete) {
   5. // Prevent the deletion of accounts if they have related opportunities.
   6. for (Account a : [SELECT Id FROM Account
   7. WHERE Id IN (SELECT AccountId FROM Opportunity) AND
   8. Id IN :Trigger.old]) {
   9. Trigger.oldMap.**get**(a.Id).**addError**(
   10. 'Cannot delete account with related opportunities.');
   11. }

}
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1. If you added the AccountDeletion trigger in a previous unit but disabled it so that the system could check your challenge, re-enable it.
   1. From Setup, search for Apex Triggers.
   2. On the Apex Triggers page, click **Edit** next to the AccountDeletion trigger.
   3. Select **Is Active**.
   4. Click **Save**.
2. If your org contains triggers from a previous unit called AddRelatedRecord, CalloutTrigger, or HelloWorldTrigger, disable them. For example, to disable the AddRelatedRecord trigger:
   1. From Setup, search for Apex Triggers.
   2. On the Apex Triggers page, click **Edit** next to the AddRelatedRecord trigger.
   3. Deselect **Is Active**.
   4. Click **Save**.
3. To disable the HelloWorldTrigger and CalloutTrigger triggers, repeat the previous steps.

**Adding and Running a Unit Test**

First, let’s start by adding a test method. This test method verifies what the trigger is designed to do (the positive case): preventing an account from being deleted if it has related opportunities.

1. In the Developer Console, click **File** | **New** | **Apex Class**.
2. Enter TestAccountDeletion for the class name, and then click **OK**.
3. Replace the default class body with the following.
4. @isTest
5. private class TestAccountDeletion {
6. @isTest static void TestDeleteAccountWithOneOpportunity() {
7. // Test data setup
8. // Create an account with an opportunity, and then try to delete it
9. Account acct = new Account(Name='Test Account');
10. insert acct;
11. Opportunity opp = new Opportunity(Name=acct.Name + ' Opportunity',
12. StageName='Prospecting',
13. CloseDate=System.**today**().**addMonths**(1),
14. AccountId=acct.Id);
15. insert opp;
16. // Perform test
17. Test.**startTest**();
18. Database.DeleteResult result = Database.**delete**(acct, false);
19. Test.**stopTest**();
20. // Verify
21. // In this case the deletion should have been stopped by the trigger,
22. // so verify that we got back an error.
23. System.assert(!result.**isSuccess**());
24. System.assert(result.**getErrors**().**size**() > 0);
25. System.**assertEquals**('Cannot delete account with related opportunities.',
26. result.**getErrors**()[0].**getMessage**());
27. }

}
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The test method first sets up a test account with an opportunity. Next, it deletes the test account, which fires the AccountDeletion trigger. The test method verifies that the trigger prevented the deletion of the test account by checking the return value of the Database.delete() call. The return value is a Database.DeleteResult object that contains information about the delete operation. The test method verifies that the deletion was not successful and verifies the error message obtained.

1. To run this test, click **Test** | **New Run**.
2. Under Test Classes, click **TestAccountDeletion**.
3. To add all the methods in the TestAccountDeletion class to the test run, click **Add Selected**.
4. Click **Run**.Find the test result in the Tests tab under the latest run.

The TestAccountDeletion test class contains only one test method, which tests for a single account record. Also, this test is for the positive case. Always test for more scenarios to ensure that the trigger works in all cases, including deleting an account without opportunities and bulk account deletions.

Test data is set up inside the test method, which can be time-consuming as you add more test methods. If you have many test methods, put test-data creation in a test utility class and call the utility class from multiple test methods. The next unit shows you how to take advantage of a test utility class and add more test methods.

**Tell Me More**

The test method contains the Test.startTest() and Test.stopTest() method pair, which delimits a block of code that gets a fresh set of governor limits. In this test, test-data setup uses two DML statements before the test is performed. To test that Apex code runs within governor limits, isolate data setup’s limit usage from your test’s. To isolate the data setup process’s limit usage, enclose the test call within the Test.startTest() and Test.stopTest() block. Also use this test block when testing asynchronous Apex. For more information, see [Using Limits, startTest, and stopTest](https://developer.salesforce.com/docs/atlas.en-us.224.0.apexcode.meta/apexcode/apex_testing_tools_start_stop_test.htm).

![Note](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAlgCWAAD/2wBDAAoHBwgHBgoICAgLCgoLDhgQDg0NDh0VFhEYIx8lJCIfIiEmKzcvJik0KSEiMEExNDk7Pj4+JS5ESUM8SDc9Pjv/2wBDAQoLCw4NDhwQEBw7KCIoOzs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozs7Ozv/wAARCAA3ACwDASIAAhEBAxEB/8QAGgABAQEAAwEAAAAAAAAAAAAAAAcGAwQFCP/EAD8QAAECBAICDAwGAwAAAAAAAAECAwAEBQYREgcTFBUXITFBUlWRlNLTIzI2UVNUdIGToaSyFiIzQmFicaKx/8QAFwEBAQEBAAAAAAAAAAAAAAAAAQACA//EAB0RAQEAAgIDAQAAAAAAAAAAAAABAhESEwMhQUL/2gAMAwEAAhEDEQA/AKjVa9S6I2ldSnW5cL8UHEqV/hIxJjyd0W0+dfp3ezEovKdenrtqS3llWqmFsoHJSglIA6PnHixxnimvZ2uO6LafOv07vZhui2nzr9O72Yh0IeqLa6sX/a0w8lpFWQFKOAK21oHSpIAjQpUFJCkkEEYgjjj5pizaL516ctLI8sq2NMKZQTycEqA/2MYzwmM3DKw8k5LtaVX3JoAsioTGYFBXxr4gDjG8aqFAFxzSy0jVGTZCRsRXjZ3cd7L/ACIwlPdUxpYedQw4+pNQmMG28Myt9fBiQPnFCaqsyLmm3NpKgSZNgZMWcwwW7v8A6mGBx8/EYc1HZ2ztz0KOpL7MNs7c9CjqS+zHZ24muYKl0sd5Dbia5gqXSx3kcyyl+TtGetOZbk2kpeK0YESqkfuGO+UiObRL5LTPty/sRDSBUX5i0JlpykTsskrb8I6Wso/MOSsn5Q0S+S0z7cv7ERv8D6yFPL6dLDxlkNre2wmMqXFlKTvr4SAcOiKE07XPxNNkSVP1uw2MydlrygZ3cDjq+Hh4vN7sJddLq1rXg5XZNpSmXHi+29kzJBVjmSrzcJ90dVOkqvJn3J0JlNa40hpXgjhlSVEcf9zG7OXuBV9dcPqFN6653UNdcPqFN6653US/dVuLkSXwj2obqtxciS+Ee1GOunbV6QHKwq0JkTcpJNs528VNTK1q8YYbxbH/AGGiXyWmfbl/YiMRVLzuC6JTatxptaXFg5Jdk5lEcA4TxxTLEoT9AtpEvNDLMPOF5xGOOQkAAdAEOU446q+tJCEI4khCESIQhEn/2Q==)

**Note**

A known issue with the Developer Console prevents it from updating code coverage correctly when running a subset of tests. To update your code coverage results, use **Test** | **Run All** rather than **Test** | **New Run**.

**Resources**

**Documentation**

Check out the following in the Apex Developer Guide.

* [Understanding Testing in Apex](https://developer.salesforce.com/docs/atlas.en-us.224.0.apexcode.meta/apexcode/apex_testing_intro.htm)
* [Triggers](https://developer.salesforce.com/docs/atlas.en-us.224.0.apexcode.meta/apexcode/apex_triggers.htm)
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**Hands-on Challenge**

**+500 points**

**GET READY**

You’ll be completing this unit in your own hands-on org. Click **Launch** to get started, or click the name of your org to choose a different one.

If you use Trailhead in a language other than English, make sure that your hands-on org is set to the same language as the challenge instructions. Otherwise you may run into issues passing this unit. Want to find out more about using hands-on orgs on Trailhead? Check out [Trailhead Playground Management](https://trailhead.salesforce.com/en/content/learn/modules/trailhead_playground_management).

**YOUR CHALLENGE**

**Create a Unit Test for a Simple Apex Trigger**

Create and install a simple Apex trigger which blocks inserts and updates to any contact with a last name of 'INVALIDNAME'. You'll copy the code for the class from GitHub. Then write unit tests that achieve 100% code coverage.

* Create an Apex trigger on the Contact object
  + Name: RestrictContactByName
  + Code: [**Copy from GitHub**](https://github.com/developerforce/trailhead-code-samples/blob/master/RestrictContactByName.cls)
* Place the unit tests in a separate test class
  + Name: TestRestrictContactByName
  + Goal: 100% test coverage
* Run your test class at least once
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