Colorful Slot Machine Game

# 1. Aim of the Project

The primary objective of this project is to develop a colorful and interactive slot machine game using Python. The project aims to provide an engaging user experience by incorporating vibrant symbols and a simple user interface. By implementing robust input handling and error management techniques, the game ensures a smooth and enjoyable experience for the users. Additionally, the project seeks to enhance the developer's understanding of Python programming, particularly in the areas of randomization, input validation, and exception handling.

# 2. Business Problem or Problem Statement

In the realm of digital entertainment, creating engaging and user-friendly games is paramount. The specific problem this project addresses is the need for a simple yet captivating slot machine game that can be easily played and understood by users. Traditional slot machines, often found in casinos, provide entertainment but can be complex and intimidating for new players. This project intends to bridge that gap by offering a simplified version that retains the excitement and unpredictability of slot machines while ensuring accessibility and ease of use. Additionally, the project tackles the challenge of handling various user inputs and potential errors without disrupting the game flow. Ensuring smooth interaction and prompt feedback is crucial to maintaining user engagement and satisfaction. By developing a Python-based slot machine game with effective input handling and error management, this project aims to create an enjoyable and seamless gaming experience.

# 3. Project Description

This project is centered around developing a slot machine game using Python. The scope of the project includes designing the game interface, implementing the game logic, and ensuring robust error handling and input validation. The game leverages the 'colorama' library to provide a colorful display of symbols, enhancing the visual appeal of the game. The primary objectives are to create an interactive and engaging game, manage user inputs effectively, and handle errors gracefully. The project uses various Python modules and libraries, including 'random' for generating slot machine spins and 'colorama' for adding color to the game symbols. The key features of the project include the ability for users to deposit money, place bets, spin the slot machine, and check winnings. The game is designed to provide clear and immediate feedback to the user, ensuring a smooth and enjoyable gaming experience.

# 4. Functionalities

## Functionality 1: Deposit

Description: This functionality allows users to deposit money into the game, which they can use for placing bets. The deposit process includes input validation to ensure the amount entered is a positive integer.

## Functionality 2: Betting

Description: Users can place bets on up to three lines. This functionality includes input validation to ensure the bet amount is within the specified limits and does not exceed the user's balance.

## Functionality 3: Spin

Description: This functionality simulates the spinning of the slot machine. It generates random symbols for each column and displays the results in a colorful format. The spin outcome determines the winnings, if any.

## Functionality 4: Winning Check

Description: This functionality checks if the spin results in a winning combination. It calculates the winnings based on the bet amount and the value of the symbols, and updates the user's balance accordingly.

## Functionality 5: Error Handling

Description: This functionality ensures that invalid inputs are managed appropriately. It provides prompts and feedback to guide the user towards valid inputs, enhancing the overall user experience.

## Functionality 6: Balance Management

Description: This functionality keeps track of the user's balance, updating it after each spin and bet. It ensures that the user is aware of their current balance at all times.

## Functionality 7: User Interface

Description: This functionality provides a simple and intuitive text-based interface for the user. The use of colors and symbols makes the game visually appealing and easy to navigate.

# 5. Input Versatility with Error Handling and Exception Handling

The project is designed to handle various types of user inputs, ensuring a smooth gaming experience. It accepts deposits, the number of lines to bet on, and bet amounts. Each input is validated to ensure it meets the required criteria. For example, the deposit amount must be a positive integer, the number of lines must be between 1 and 3, and the bet amount must be within the specified limits. Error handling is implemented to manage invalid inputs and provide appropriate feedback to the user. If an invalid input is detected, the game prompts the user to enter a valid value, ensuring that the game continues smoothly. Exception handling is also incorporated to manage unexpected scenarios. For instance, if a user attempts to bet more than their current balance, the game will prompt them to enter a valid bet amount. This approach ensures that errors and exceptions do not disrupt the game flow, providing a seamless experience for the user.

# 6. Code Implementation

The project implementation involves several key components, including the main game loop, functions for handling user inputs, and the slot machine spin logic. The main game loop manages the overall flow of the game, allowing the user to deposit money, place bets, spin the slot machine, and check their balance. The 'deposit' function prompts the user to enter a deposit amount, validates the input, and updates the balance. The 'get\_number\_of\_lines' and 'get\_bet' functions handle user inputs for the number of lines to bet on and the bet amount, respectively. These functions include input validation to ensure that the inputs are within the specified limits. The 'spin' function simulates the slot machine spin by generating random symbols for each column. It also calculates the winnings based on the bet amount and the value of the symbols. The 'check\_winnings' function checks if the spin results in a winning combination and updates the user's balance accordingly. The game leverages the 'colorama' library to add color to the symbols, enhancing the visual appeal of the game. The project uses lists to manage the columns and rows of the slot machine, and the 'random' module to generate random symbols. The code is organized into functions to ensure modularity and readability. Key algorithms include the random selection of symbols and the calculation of winnings based on the bet amount and symbol values. The use of functions for handling user inputs and managing the game logic ensures that the code is clean and easy to maintain.

**Code:**

**import random**

**from colorama import Fore, Style, init**

**# Initialize colorama**

**init(autoreset=True)**

**MAX\_LINES = 3**

**MAX\_BET = 100**

**MIN\_BET = 1**

**ROWS = 3**

**COLS = 3**

**symbol\_count = {**

**"🍒": 2,**

**"🍋": 4,**

**"🍉": 6,**

**"🍇": 8**

**}**

**symbol\_value = {**

**"🍒": 5,**

**"🍋": 4,**

**"🍉": 3,**

**"🍇": 2**

**}**

**symbol\_colors = {**

**"🍒": Fore.RED,**

**"🍋": Fore.YELLOW,**

**"🍉": Fore.GREEN,**

**"🍇": Fore.MAGENTA**

**}**

**slot\_machine\_frame = """**
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**"""**

**def check\_winnings(columns, lines, bet, values):**

**winnings = 0**

**winning\_lines = []**

**for line in range(lines):**

**symbol = columns[0][line]**

**for column in columns:**

**symbol\_to\_check = column[line]**

**if symbol != symbol\_to\_check:**

**break**

**else:**

**winnings += values[symbol] \* bet**

**winning\_lines.append(line + 1)**

**return winnings, winning\_lines**

**def get\_slot\_machine\_spin(rows, cols, symbols):**

**all\_symbols = []**

**for symbol, symbol\_count in symbols.items():**

**for \_ in range(symbol\_count):**

**all\_symbols.append(symbol)**

**columns = []**

**for \_ in range(cols):**

**column = []**

**current\_symbols = all\_symbols[:]**

**for \_ in range(rows):**

**value = random.choice(current\_symbols)**

**current\_symbols.remove(value)**

**column.append(value)**

**columns.append(column)**

**return columns**

**def print\_slot\_machine(columns):**

**print(slot\_machine\_frame)**

**for row in range(len(columns[0])):**

**print(" | |", end=" ")**

**for i, column in enumerate(columns):**

**symbol = column[row]**

**color = symbol\_colors[symbol]**

**if i != len(columns) - 1:**

**print(color + symbol, end=" | ")**

**else:**

**print(color + symbol, end=" ")**

**print("| |")**

**print(" | |\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_| |")**

**print(" |\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_|")**

**def deposit():**

**while True:**

**amount = input("What would you like to deposit? $")**

**if amount.isdigit():**

**amount = int(amount)**

**if amount > 0:**

**break**

**else:**

**print("Amount must be greater than 0.")**

**else:**

**print("Please enter a number.")**

**return amount**

**def get\_number\_of\_lines():**

**while True:**

**lines = input(**

**"Enter the number of lines to bet on (1-" + str(MAX\_LINES) + "): ")**

**if lines.isdigit():**

**lines = int(lines)**

**if 1 <= lines <= MAX\_LINES:**

**break**

**else:**

**print("Enter a valid number of lines.")**

**else:**

**print("Please enter a number.")**

**return lines**

**def get\_bet():**

**while True:**

**amount = input("What would you like to bet on each line? $")**

**if amount.isdigit():**

**amount = int(amount)**

**if MIN\_BET <= amount <= MAX\_BET:**

**break**

**else:**

**print(f"Amount must be between ${MIN\_BET} - ${MAX\_BET}.")**

**else:**

**print("Please enter a number.")**

**return amount**

**def spin(balance):**

**lines = get\_number\_of\_lines()**

**while True:**

**bet = get\_bet()**

**total\_bet = bet \* lines**

**if total\_bet > balance:**

**print(**

**f"You do not have enough to bet that amount, your current balance is: ${balance}")**

**else:**

**break**

**print(**

**f"You are betting ${bet} on {lines} lines. Total bet is equal to: ${total\_bet}")**

**slots = get\_slot\_machine\_spin(ROWS, COLS, symbol\_count)**

**print\_slot\_machine(slots)**

**winnings, winning\_lines = check\_winnings(slots, lines, bet, symbol\_value)**

**print(f"You won ${winnings}.")**

**print(f"You won on line:", \*winning\_lines)**

**return winnings - total\_bet**

**def main():**

**print(Fore.CYAN + "Welcome to the Colorful Slot Machine Game!")**

**balance = deposit()**

**while True:**

**print(f"Current balance is ${balance}")**

**answer = input("Press enter to play (q to quit).")**

**if answer == "q":**

**break**

**balance += spin(balance)**

**print(f"You left with ${balance}")**

**if \_\_name\_\_ == "\_\_main\_\_":**

**main()**

# 7. Results and Outcomes

The project successfully achieved its goal of creating a colorful and interactive slot machine game. The game provides an engaging user experience with its vibrant symbols and simple interface. The implementation of robust input handling and error management techniques ensures a smooth and enjoyable gaming experience. Through this project, the developer gained a deeper understanding of Python programming, particularly in the areas of randomization, input validation, and exception handling. The game demonstrates the practical application of Python for game development and user interaction.

**OUTPUT:**

# 

# 8. Conclusion

In conclusion, the Colorful Slot Machine Game project met its objectives of creating a fun and engaging game with effective input handling and error management. The project showcases the use of Python for developing interactive games and highlights the importance of robust error handling and user feedback. Future improvements could include adding more features, enhancing the graphics, and expanding the game's functionality. Overall, the project provides a solid foundation for further exploration and development in the field of game programming.