Complete RESTful API’s

PyDantic V1 vs PyDanticv2

* New information in this will include
  + FULL SQL DB
  + Authentication
  + Authorization
  + Hashing Passwords
* Creating a TODO Table
  + We will create new todo table model for our application.
  + We will be using these todos to save records throughout this project

Section 8: Setup Database

What is Database?

Organized collection of structured information of data, which is stored in a computer system.

1. The data can be easily accessed
2. The data can be modified
3. The data can be controlled and organized
4. Many databases use a structured query language (SQL) to modify or write data
5. Data can be related to about any object
6. For example, a user on application may have
   1. Name
   2. Image
   3. Email
   4. Password

* A DB is a collection of data since data, on its own, its just data a database allows management of this data
* Databases are organized in how data can be retrieved, stored and modified.
* There are many types of database management system’s
  + Sqlite
  + SQL
  + PosgreSQL

What is SQL?

* Pronounced as either as S-Q-L or See Quel
* Structured language for dealing with RDBMS
* SQL can be used to do different things with database records such as
  + - Create
    - Read
    - Update
    - Delete

DB Connection with ORM SQLAlchemy

* We need to pip install sqlalchemy for dealing with databases.

from sqlalchemy import create\_engine

from sqlalchemy.orm import sessionmaker

from sqlalchemy.ext.declarative import declarative\_base

SQLALCHEMY\_DB\_URL = 'sqlite:///./bikes.db'

engine = create\_engine(SQLALCHEMY\_DB\_URL, connect\_args={'check\_same\_thread' : False})

SessionLocal = sessionmaker(autocommit = False, autoflush=False, bind=engine)

Base = declarative\_base()

The above code is the boiler plate code for defining a Database (name the file database.py).

Database tables (Models)

from database import Base

from sqlalchemy import Column, Integer, String, Boolean

class Todos(Base):

    \_\_tablename\_\_ = 'bikes'

    id = Column(Integer, primary\_key=True, index=True)

    title = Column(String)

    description= Column(String)

    priority= Column(Integer)

    complete= Column(Boolean, default=False)

Create DB Connection For API

Create a file named main.py

from fastapi import FastAPI

import models

from database import engine

app = FastAPI()

models.Base.metadata.create\_all(bind=engine)

Installation of SQLite 3

* Download Zip file of precompiled binaries for windows from sqlite.org
* Extract the files.
  + Add to the system variable from environment variable
  + Run sqlite3 in cmd to check the DB.
  + Sqlite3 DB\_NAME.DB

Now the lesson is about SQL queries so we will skip that in this document.

To view formatted data in sqlite3 use the below commands.

* .mode Column
* .mode markdown
* .mode box
* .mode table

API Request Methods.

we have to create DB dependency inside main.py

def get\_db():  
 db = SessionLocal()  
 try:  
 yield db  
 finally:  
 db.close()  
  
  
db\_dependency = Annotated[Session, Depends(get\_db)]

Annotated is from typing

Session if from sqlalchemy.orm

Depends is from fastapi

Getting TODO by Id?

When we first run the server by writing the basic code and giving the database file name in our code for our example bikes.db

A DB file is created now we create a data using sql commands in Sqlite

The commands are

Sqlite3 bikes.db

.schema #this command will show you the schema

Then the insert command.

INSERT INTO bikes (id, bikename, cubic\_capacity, mileage, owned) values (2, 'Apache RTR 160', 160, 40, 0);

#API REQUEST METHODS

GET ALL BIKES

We will add the below code to the main.py and we get an API endpoint which will add the functionality of reading all bikes

db\_dependency = Annotated[Session, Depends(get\_db)]

@app.get("/")

async def read\_all\_bikes(db: db\_dependency):

    return db.query(Bikes).all()

GET BIKE WITH ID

@app.get("/bike/{bike\_id}")

async def get\_bike\_with\_id(db: db\_dependency, bike\_id: int):

    bike = db.query(Bikes).filter(bike\_id == Bikes.id).first()

    if bike is not None:

        return bike

    raise HTTPException(status\_code=404, detail="Bike Not Found")

HTTPException is from fastapi package don’t import it from http.client

* Now we will add custom status codes and apply some checks

@app.get("/bike/{bike\_id}", status\_code=status.HTTP\_200\_OK)

async def get\_bike\_with\_id(db: db\_dependency, bike\_id: int):

    bike = db.query(Bikes).filter(bike\_id == Bikes.id).first()

    if bike is not None:

        return bike

    raise HTTPException(status\_code=404, detail="Bike Not Found")

#POST REQUEST SQLITE 3

We will create a request class for our API using BaseModel that is from pydantic in order to manage dataytpes of class parameters, for our case for bikes we will make BikeRequest.

And this class is not in models.py

class BikeRequest(BaseModel):

    #id is not needed in this class definition

    bikename: str = Field(min\_length=5, max\_length=100) #Field is from pydantic

    cubic\_capacity: int = Field(gt=90, lt=1000)

    mileage: int = Field(lt=80, gt =5)

    owned: bool

this is how we should create a request class and define the types using the functionality of BaseModel present in pydantic

@app.post("/bike", status\_code=status.HTTP\_201\_CREATED)

async def create\_bike(db: db\_dependency, bike\_request: BikeRequest):

    # bike\_model  = Bikes(\*\*bike\_request.dict()) #deprecated

    bike\_model  = Bikes(\*\*bike\_request.model\_dump())

    db.add(bike\_model)

    db.commit()

and this is how we make the post method.

#PUT REQUEST SQLITE

Updating a bike enhancing a bike.

@app.put("/bike/{bike\_id}", status\_code=status.HTTP\_204\_NO\_CONTENT)

async def update\_a\_bike(db: db\_dependency,

                         bike\_request: BikeRequest,

                         bike\_id: int = Path(gt=0)): #Path is from fastapi

    bike\_model = db.query(Bikes).filter(Bikes.id == bike\_id).first()

    if bike\_model is None:

        raise HTTPException(status\_code=status.HTTP\_404\_NOT\_FOUND,

                             detail="Bike id not found")

    bike\_model.bikename = bike\_request.bikename

    bike\_model.cubic\_capacity = bike\_request.cubic\_capacity

    bike\_model.mileage = bike\_request.mileage

    bike\_model.owned = bike\_request.owned

    db.add(bike\_model)

    db.commit()

#DELETE REQUEST in SQLITE

Delete request in fastAPI for sqlite database can be written as

@app.delete("/bike/{bike\_id}", status\_code=status.HTTP\_204\_NO\_CONTENT)

async def delete\_a\_bike(db: db\_dependency, bike\_id: int = Path(gt=0)):

    bike\_model = db.query(Bikes).filter(Bikes.id == bike\_id).first()

    if bike\_model is None:

        raise HTTPException(status\_code=status.HTTP\_404\_NOT\_FOUND,

                            details = "Not Found")

    db.query(Bikes).filter(Bikes.id == bike\_id).delete()

    db.commit()

#AUTHENTICATION AND AUTHORIZATION

* We will create auth.py inside project folder -> routers folder
* Create basic fastapi setupo
* Now we will create endpoints

from fastapi  import FastAPI

app = FastAPI

@app.get("/auth/")

async def get\_user():

    return {

        "user": "authenticated"

    }

Note: now we will create routes for our API’s from this auth file.

* Import API router from fastapi in auth.py and remove import of auth.py
* Create an object of APIRouter() as router

Router = APIRouter()

Now @app.get() 🡺 @router.get()

Now in main.py

Below the mentioned line

models.Base.metadata.create\_all(bind=engine)

add this line

app.include\_router(auth.router) #from routers import auth

now the auth.py API’s are now available when you hit enter

uvicorn main:app --reload

#Enhance Application for Scalability

add new file in routers folder namely bikes.py for your API

Import APIRouter

Create router object

Copy everything from main.py to bikes.py

Change

app 🡺 router

FastAPI 🡺 APIRouter

Remove below mentioned lines

models.Base.metadata.create\_all(bind=engine)

app.include\_router(auth.router) #from routers import auth

now in main.py from routers import bikes

now add bikes router below auth router as shown

app.include\_router(auth.router)

app.include\_router(bikes.router)

now delete everything below it

remove all the non-needed imports

main.py will now look like this.

from fastapi import FastAPI

import models

from database import engine, SessionLocal

from routers import auth, bikes

app = FastAPI()

models.Base.metadata.create\_all(bind=engine)

app.include\_router(auth.router) #from routers import auth

app.include\_router(bikes.router)

#One to Many Relationship

What is one to many relationship?

A user can have multiple bikes

Similarly, we can have multiple users in our database, so we have 2 different tables **Users** and **Bikes**

Owner\_id can be foreign key

#Foreign Key’s

* A foreign key [FK] is a column within a relational database table that provides a link between two separate tables.
* A foreign key references a primary key of another table
* Most relational DB need foreign keys to be able to link tables together to preset data

How to Reference a user using Bike?

* Each API request a user will have their ID attached
* if we have the user id attached to each request, we can use their id to find their bike’s
* e.g. SELECT \* FROM BIKES WHERE OWNER\_ID = 2;

User Table Creation

In database.py change bikes.db to bikesapp.db

NOTE: *Sqlalchemy can not enhance a table for us it can only create a table for us*

Delete bikes.db file (as we are designing the db again according to our changes we will create 2 tables in the db file one is user and other is bikes.)

Now in models.py add the class for users as shown below as per your need.

class Users(Base):

    \_\_tablename\_\_ ='users'

    id  = Column(Integer, primary\_key=True)

    email  = Column(String, unique=True)

    username = Column(String, unique =True)

    firstname = Column(String)

    lastname = Column(String)

    hashed\_password = Column(String)

    is\_active = Column(Boolean, default=True)

    role = Column(String)

#Create Users

Now we will write an API to create a user inside auth.py file

Either you can remove the entire code and write the below one or just write the required code.

from fastapi import APIRouter

from pydantic import BaseModel

from models import Users

router = APIRouter()

class CreateUserRequest(BaseModel):

    email: str

    username: str

    first\_name: str

    last\_name: str

    password: str #different from schema there it is hashed\_password

    # is\_active: str "is it is in db then it is active"

    role: str

@router.post("/auth/")

async def create\_user(create\_user\_request: CreateUserRequest):

    create\_user\_model  = Users(

        email = create\_user\_request.email,

        username = create\_user\_request.username,

        firstname = create\_user\_request.first\_name,

        lastname = create\_user\_request.last\_name,

        hashed\_password = create\_user\_request.password,

        role = create\_user\_request.role,

        is\_active = True

    )

    return create\_user\_model

#Hash User’s Passwords

To hash password, we need to install 2 dependencies passlib and bcrypt==4.0.1

Import the below piece of code

from passlib.context import CryptContext

create an object of the same as shown below

bcrypt\_context = CryptContext(schemes=['bcrypt'], deprecated = 'auto')

now change the post method to make the password stored I hashed form.

@router.post("/auth/")

async def create\_user(create\_user\_request: CreateUserRequest):

    create\_user\_model  = Users(

        email = create\_user\_request.email,

        username = create\_user\_request.username,

        firstname = create\_user\_request.first\_name,

        lastname = create\_user\_request.last\_name,

        # hashed\_password = create\_user\_request.password,

        hashed\_password = bcrypt\_context.hash(create\_user\_request.password),

        role = create\_user\_request.role,

        is\_active = True

    )

    return create\_user\_model

now the password will be stored in hashed form.