# Ankur

## Program Name: Ankur.java Input File: none

Ankur has just learned about transcendental numbers and wants to output these variations of the two most well- known mathematical constants in various formats, as shown below. Can you help him write a program to do that? *Here’s a hint that might be helpful:* ***e, f,*** *and* ***g****.*

**Input:** None

**Output:** These six values formatted exactly as shown.

### Expected output:

3141.59

3141.592654

3.141593e+03

271.828

271.828183

2.718282e+02

# Catalina

## Program Name: Catalina.java Input File: catalina.dat

Catalina loves acronyms and has discovered that several everyday words commonly used are acronyms. For example, in the military, **AWOL** means **Absent WithOut Leave**, and **SNAFU** is used in a slightly sarcastic and cynical way to say things aren’t really going great, as usual, standing for **Situation Normal All Fouled Up**. She decides to write a program that will take the phrase and reduce it to its acronym, taking only the significant letters, which she uppercases in the actual input sentence, and then parses through the sentence and forms the acronym from those letters.

**Input:** Several phrases, each on one line, with key letters uppercased.

**Output:** The resulting one-word acronym made up of the uppercased letters in the phrase, eliminating spaces and all other letters and symbols.

### Sample input:

Absent WithOut Leave

Self-Contained Underwater Breathing Apparatus

Completely Automated Public Turing test to tell Computers and Humans Apart Situation Normal, All Fouled Up

Junior Reserve Officer Training Corps Missing In Action

### Sample output:

AWOL SCUBA CAPTCHA SNAFU JROTC MIA

# Dennis

## Program Name: Dennis.java Input File: dennis.dat

Last winter on a very cold day Dennis was looking at the icicles hanging from the eve of his house and he began to wonder what words would look like if they were icicles. He got a piece of scratch paper and tried it out. He rewrote the words “**house”**, “**winter”** and “**cold”** as if they were icicles hanging from his house. It came out like this:

![](data:image/png;base64,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)

As you can see, Dennis’ penmanship is quite poor. So, to make his word icicles look better, Dennis decides he needs a program to read his words and print the icicles.

**Input:** A file that contains several sets of words to be printed as if they were icicles. The first line will contain a value S that represents the number of sets of words followed by S sets of words. For each set there will be a line that contains a number N representing the number of words in the set followed by N words. There are no blank lines between sets of words.

**Output:** Each set of words printed side by side in columns spelled from the top down. There should be as many rows as there are characters in the longest word and no more. Any space in a column not taken up by a letter in a word must be a space character. Each set should be followed by a row of asterisks (\*) exactly as wide as the number of columns used to display the set. There should not be any blank lines between the sets.

### Sample input:

2

3

house winter cold

5

cat turtle aardvark dog

fish

### Sample output:

hwc oio unl std ee

r

\*\*\* ctadf auaoi trrgs

td h lv ea

r k

\*\*\*\*\*

# Dinesh

## Program Name: Dinesh.java Input File: dinesh.dat

In the recent advanced algorithms unit, Dinesh has learned about the concept of shortest path, where there is an undirected graph of nodes with each edge a certain distance between a pair of nodes, and where the task is to find the shortest distance required to travel between the two nodes.

For example, here is a picture of a graph, and the data that represents it.

ONE 4 TWO

| \ |

| \ |

20 14 8

| \ |

| \ |

THREE--5---FOUR

The first line of data represents the four nodes of the graph, followed by a value N, then followed by N edge connections between two nodes, stated as the two names followed by an integer representing the distance between that pair of nodes. Following the edge designations is another value M, followed by M pairs of nodes. Between each pair we want to know the shortest path.

The first one is easy since they are adjacent. The distance between ONE and TWO is 4. The next one is a bit more complex since there are three different ways to travel between ONE and THREE. The direct route has a distance of 20, but the route through node FOUR is 19, and even better the route that goes through TWO and FOUR has a distance of 17, clearly the shortest path, even though it seems to be the long way around.

Please help Dinesh as he struggles to code the solution to this problem.

------sample data set-----

ONE TWO THREE FOUR 5

ONE TWO 4

ONE THREE 20

THREE FOUR 5

ONE FOUR 14

TWO FOUR 8

5

ONE TWO ONE THREE ONE FOUR THREE FOUR THREE TWO

**Input:** First will be listed an integer G, indicating G graph data sets to follow. Each graph data set will consist of a row of node names, all on one line, all uppercased, with single space separation. On the next line will be an integer N, followed on the next N lines by a pair of nodes and an integer indicating the distance between that pair of nodes. Finally, an integer M will be followed by M pairs of nodes, between which the shortest path is to be determined.

**Output:** The pair of nodes in question followed by the shortest path between that pair of nodes, in the exact format shown in the sample output below.

### (Continued on next page)

**4. Dinesh (continued) Sample input:**

2

ONE TWO THREE FOUR 5

ONE TWO 4

ONE THREE 20

THREE FOUR 5

ONE FOUR 14

TWO FOUR 8

5

ONE TWO ONE THREE ONE FOUR THREE FOUR THREE TWO

ALPHA BETA GAMMA DELTA EPSILON 6

ALPHA BETA 1

ALPHA GAMMA 7

ALPHA EPSILON 3

BETA EPSILON 6

GAMMA EPSILON 2

EPSILON DELTA 3

3

ALPHA DELTA BETA GAMMA EPSILON BETA

### Sample output:

ONE to TWO:4 ONE to THREE:17 ONE to FOUR:12 THREE to FOUR:5 THREE to TWO:13

ALPHA to DELTA:6 BETA to GAMMA:6 EPSILON to BETA:4

# Emma

## Program Name: Emma.java Input File: emma.dat

Emma likes box-like patterns that can be produced with different computer algorithms and has designed one she thinks is pretty interesting. She needs your help though because her skills aren’t quite ready to tackle the pattern she created. She decided to base it on a single integer value, like 3, and then create a box three times that size, a 9x9 box, which contained an X pattern of stars in the middle and four 3x3 boxes of stars in each corner. For lack of a better term, she decides to call it the **X-Box star pattern**. It looks like this:

**\*\*\* \*\*\***

**\*\*\* \*\*\***

**\*\*\* \*\*\***

**\* \***

**\***

**\* \***

**\*\*\* \*\*\***

**\*\*\* \*\*\***

**\*\*\* \*\*\***

For an input value 4, the pattern would be similar, but slightly different, like this:

**\*\*\*\* \*\*\*\***

**\*\*\*\* \*\*\*\***

**\*\*\*\* \*\*\*\***

**\*\*\*\* \*\*\*\***

**\* \***

**\*\***

**\*\***

**\* \***

**\*\*\*\* \*\*\*\***

**\*\*\*\* \*\*\*\***

**\*\*\*\* \*\*\*\***

**\*\*\*\* \*\*\*\***

**Input:** Several integers N, such that 0<N<=10, all on one line with single space separation.

**Output:** An X-Box pattern as shown above, characterized by a grid three times the size of N, in other words, 3Nx3N, with an NxN box of stars in each corner, connected by an X pattern in the middle. Each complete output will be followed by the line “**==========**”.

### Sample input:

3 4 5

### (continued on next page)

**5. Emma (continued) Sample output:**

\*\*\* \*\*\*

\*\*\* \*\*\*

\*\*\* \*\*\*

\* \*

\*

\* \*

\*\*\* \*\*\*

\*\*\* \*\*\*

\*\*\* \*\*\*

==========

\*\*\*\* \*\*\*\*

\*\*\*\* \*\*\*\*

\*\*\*\* \*\*\*\*

\*\*\*\* \*\*\*\*

\* \*

\*\*

\*\*

\* \*

\*\*\*\* \*\*\*\*

\*\*\*\* \*\*\*\*

\*\*\*\* \*\*\*\*

\*\*\*\* \*\*\*\*

==========

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\* \*

\* \*

\*

\* \*

\* \*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

\*\*\*\*\* \*\*\*\*\*

==========

# Johnny

## Program Name: Johnny.java Input File: johnny.dat

A huge Star Trek fan for as long as he can remember, Johnny is fascinated with the Universal Translator used to help with communications between various species in the series. He decides to make up a simple lexicon of words that might be used by English speakers and Vulcans, using a different symbol to represent each word. For example, the word EARTH would be the symbol ", and VULCAN or VULCANS would be #. I or WE would be represented by the ! symbol, IS or AM or ARE would all be represented by =.

Here is a subset of a much larger collection of words that might be used to symbolize these different ideas.

**! I/WE**

**# VULCAN/VULCANS**

**+ BIG**

**- SMALL " EARTH**

**\ AND**

**= IS/AM/ARE**

**] HAS/HAVE**

**: MOON/MOONS**

Using these words, a phrase like **I AM VULCAN** would be simply translated as **!=#**. **VULCAN IS SMALL AND EARTH IS BIG** would be symbolized as **#=-\"=+**.

He needs your help translating simple English phrases into the symbols they represent in a simple “word for word” manner.

**Input:** Several one-character non alphanumeric symbols, each followed by one or more words that symbol represents. Any multiple words for each symbol are separated by the / character. Following the list of symbol/word combinations are a listing of sentences, in all uppercase, to be translated into symbols. **Note:** the judges data may have more symbol/word pairs than shown in the sample data.

**Output:** The symbolic representation of each sentence.

### Sample input:

! I/WE

# VULCAN/VULCANS

+ BIG

- SMALL " EARTH

\ AND

= IS/AM/ARE

] HAS/HAVE

: MOON/MOONS I AM VULCAN

VULCAN IS SMALL AND EARTH IS BIG VULCAN AND EARTH HAVE MOONS

### Sample output:

!=#

#=-\"=+ #\"]:

# Konstantinos

## Program Name: Konstantinos.java Input File: konstantinos.dat

In geometry class Konstantinos has been learning about circles being tangent (or not) in various situations. He knows that two circles are externally tangent when they look like this, intersecting at exactly one point, with no other points in common:

For two circles to be externally tangent, mathematically he knows that the sum of the radii for the two circles is equal to the distance between the two centers. He thinks he can figure out the math for other situations shown below but needs your help to write a program to do that. He remembers the distance formula from algebra class, which is:

√(𝑥2 − 𝑥1)2 + (𝑦2 − 𝑦1)2

NON-INTERSECTING INTERSECTING NESTED INTERNALLY TANGENT

**Input:** Several data sets, each on one line consisting of six integer values x1, y1, r1, x2, y2, r2, representing the (x,y) circle center coordinates and corresponding radii for two circles. All values will have single space separation.

**Output:** For each data set, output the way the two circles intersect (or not), based on the five situations depicted by the diagrams shown above.

### Sample input:

0 0 2 3 0 2

0 0 2 0 3 1

0 0 4 0 2 2

**Sample output:** INTERSECTING EXTERNALLY TANGENT INTERNALLY TANGENT

# Leonardo

## Program Name: Leonardo.java Input File: leonardo.dat

According to the website Leonardo has found at URL ([https://thoughtcatalog.com/nico-lang/2013/08/55-celebrities-](https://thoughtcatalog.com/nico-lang/2013/08/55-celebrities-whose-real-names-will-surprise-you/) [whose-real-names-will-surprise-you/](https://thoughtcatalog.com/nico-lang/2013/08/55-celebrities-whose-real-names-will-surprise-you/)), the real names of several famous personalities are very interesting indeed. He decides to play around with these names, converting both stage and real names to initials, but with a twist. For the given name, he decided to make up initials from the last letter of each name part.

For example, **Marilyn Monroe = Norma Jean Mortensen** would convert to **MM = ANN**. Help him out by writing a program to do this simple but fun task.

**Input:** Several names of famous people, each on one line, first their personality name, followed by an equal sign, and then their real original given name. Either name will have one or more parts, but no extra designation like Jr. or II or anything else like that, just names.

**Output:** The initials for each name pair, first letters for the personality name, last letters for the real name, in the format demonstrated above and shown below.

### Sample input:

Marilyn Monroe = Norma Jean Mortensen Ben Kingsley = Krishna Pandit Bhanji Katy Perry = Katy Hudson

Abigail Van Buren = Pauline Ester Friedman Elvira = Cassandra Peterson

**Sample output:** MM = ANN BK = ATI KP = YN AVB = ERN E = AN

# Milo

## Program Name: Milo.java Input File: milo.dat

Since neither the Cowboys or the Texans were in the Super Bowl this past February, Milo quickly became bored as he watched the game. Milo noticed that the logo for the game was Super Bowl LII. Roman numerals? Who uses those? Milo’s grasp of the Roman numeral system is a little rusty, so he looked them up on Wikipedia. Here is some of what he found:

The original pattern for Roman numerals used the symbols I, V, and X (1, 5, and 10) as simple tally marks. Each marker for 1 (I) added a unit value up to 5 (V), and was then added to (V) to make the numbers from 6 to 9: I, II, III, IIII, V, VI, VII, VIII, VIIII, X.

The numerals for 4 (IIII) and 9 (VIIII) proved problematic and are generally replaced with IV (one less than 5) and IX (one less than 10). This feature of Roman numerals is called subtractive notation.

The numbers from 1 to 10 are expressed in Roman numerals as follows: I, II, III, IV, V, VI, VII, VIII, IX, X.

The system being basically decimal, tens and hundreds follow the same pattern:

Thus 10 to 100 (counting in tens, with X taking the place of I, L taking the place of V and C taking the place of X):

X, XX, XXX, XL, L, LX, LXX, LXXX, XC, C.

Note that 40 (XL) and 90 (XC) follow the same subtractive pattern as 4 and 9. Similarly, 100 to 1000 (counting in hundreds):

C, CC, CCC, CD, D, DC, DCC, DCCC, CM, M.

Many numbers include hundreds, units and tens. The Roman numeral system being basically decimal, each "place" is added separately, in descending sequence from left to right, as with "arabic" numbers. For example, the number 39 is XXXIX, (three tens and a ten less one), 246 is CCXLVI (two hundreds, a fifty less ten, a five and a one). As each place has its own notation there is no need for place keeping zeros, so "missing places" can be simply omitted: thus 207, for instance, is written CCVII (two hundreds, a five and two ones) and 1066 becomes MLXVI (a thousand, a fifty and a ten, a five and a one)

*Roman numerals. (2018, January 21). In Wikipedia, The Free Encyclopedia. Retrieved 21:06, February 20, 2018, from https://en.wikipedia.org/w/index.php?title=Roman\_numerals&oldid=821541836*

In addition to the information from Wikipedia, Milo finds that to represent a number greater than 3999 requires using an over bar to indicate that a number must be multiplied by 1000. 𝑉̅ = 5000.

Milo needed to kill a little time until the half time show so he decided to whip up a little program to convert Roman numbers to Arabic numbers.

**Input:** A file that contains an unknown number of Roman numbers each listed on a separate line. All of the numbers will be greater than or equal to I and less than or equal to MMMCMXCIX. All of the Roman numbers in the file will be valid numbers as described above.

**Output:** The Arabic equivalent of each Roman numeral, each printed on a separate line.

|  |  |
| --- | --- |
| **Sample input:**  IV V VII XIX XX CV  MDCLXXVIII | **Sample output:**  4  5  7  19  20  105  1678 |

# Oscar

## Program Name: Oscar.java Input File: oscar.dat
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Oscar works down at the sign company. His job is to make 24-inch wide signs with the phrases and words that are presented to him. Each sign has a 2-inch margin where nothing is printed except a border line. Each sign can have up to three lines of text, each letter or character 2 inches wide. The makeup of each sign must follow these rules:

1. A word cannot be divided.
2. Each line of words should be centered on the line.
3. If the spaces before and after a word or words on a line are unequal, place the larger number of spaces after the text.
4. If the sign has just one word, it should be placed on the middle line.
5. If the sign has two words, they should be placed in the first two lines.
6. If there are three or more words, all three lines must be used even if all the words will fit on fewer lines.
7. After at least one word has been placed on each line, lines should be filled with as many words as possible, starting with the top line.
8. If all the words will not fit on three lines the sign cannot be made.
9. If any of the words to be placed on the sign are too long to fit on a line, the sign cannot be made.
10. None of the text being considered will contain a period but may contain other symbols.

For the words, “Don’t Mess With Texas”, the first two words, “Don’t Mess” go on the first line, followed by “With” and “Texas” on the next two lines. It would be possible to have the words, “Mess With” on the second line, but this violates Rule 7 above.

**Input:** A file that contains an unknown number of lines each of which contains the text that should be placed on each sign.

**Output:** Each sign printed following the rules described above. Blank spaces between and around the text should be indicated by printing a period. The two-inch margin around the edge of the sign will be shown by “\*” symbols. If the number of spaces on either side of the line of text is uneven, the larger number of spaces should be placed after the text. If a sign cannot be made, print **SIGN CANNOT BE MADE**. Each of the signs should be separated by one blank line.

### Sample input:

Don't Mess With Texas

Get Your Crackerjacks Here UIL Sign Company

Turn Right

### Sample output:

\*\*\*\*\*\*\*\*\*\*\*\*

\*Don't.Mess\*

\*...With...\*

\*..Texas...\*

\*\*\*\*\*\*\*\*\*\*\*\*

SIGN CANNOT BE MADE

\*\*\*\*\*\*\*\*\*\*\*\*

\*...UIL. \*

\*...Sign. \*

\*.Company..\*

\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*

\*...Turn...\*

\*..Right...\*

\* \*

\*\*\*\*\*\*\*\*\*\*\*\*

# Richa

## Program Name: Richa.java Input File: richa.dat

The concept of GPA (grade point value) is new to Richa, a high school freshman this year, and she needs some help figuring out hers. The catalog of courses to be considered contains ten courses numbered from 140 to 149, and are designated either Honors or not, with three different possible credit lengths, a full year (4 credits), semester only (2 credits), or a quarter course (1 credit). To practice the calculation process on a simple level, she only wants to consider two courses at a time.

Grade point values are awarded as follows: A=4.5, B=3.5, C=2.5, D=1, and F=0. A ‘+’ or a ‘-‘ can be added to each grade (except for F). This either adds or subtracts a quarter point from the value. Honors courses with a grade of C- or better earn an additional half point.

For example, a grade of A- for an Honors course would earn a grade point value of 4.75, subtracting a quarter point from 4.5, and then adding a half point. A D+ for a regular course would earn 1.25 points.

The total number of points earned for a course is the product of the grade point value earned and the number of credits earned. For example, the total points for an A- in a full year Honors course would be calculated as 4.75 times 4, which is a total of 19 grade points. A D+ in a semester course would earn a total of 1.25 times 2, or 2.5. The total GPA for these two courses would be the sum of the two grade point values, divided by the total number of credits, which is the calculation (19 + 2.5) / (4 + 2) = 21.5 / 6 = 3.583.

A C+ for course 144 and a B- for course 142 would result in a GPA of 3.417. An A for 141 and a B for 148 earns a GPA of 4.0.

**Input:** An initial integer value N representing N course designations to follow, each consisting of a course number and a two character code, made up of one of the characters ‘Y’ of ‘N’ designating Honors or not, and then one of the three characters ‘Y’ for a full year course, ‘S’ for semester, and ‘Q’ for quarter. Following these N course data sets, several four-part data sets follow, each consisting of a letter grade A, B, C, D or F, possibly followed by a + or -, the course number, another letter grade, and then the second course. All data elements on a line are separated by single spaces.

**Output:** The resulting GPA of each pair of courses, formatted and rounded to three places of precision.

### Sample input:

10

1. NS
2. NY
3. YY
4. YS
5. NS
6. YQ
7. NQ
8. YY
9. NY
10. YY

A- 149 D+ 143

C+ 144 B- 142

A 141 B 148

### Sample output:

3.583

3.417

4.000

# Romero

## Program Name: Romero.java Input File: romero.dat

Mrs. Romero is the principal at Firethorne High School. Go Hotspurs! One of the many and varied duties she must perform is to sell and take tickets at the home football game on every other Friday night. Oddly enough, FHS changes the price for tickets for each game. For example, they charged $5.00 for adults and $3.00 for students and children not yet in school to attend the home opener. For the next game they charged $6.00 for adults but only $2.50 for students and children. Students always pay less than adults. At the end of each game Mrs. Romero knows the total attendance and the gross receipts for that game. She does not keep track of how many adults attended or how many students and children attended. At the end of the season the Firethorne ISD board of trustees decided that they would like to see the effect changing ticket prices had on attendance of each group of ticket buyers. They have requested a report showing the count of how many adults, students and children attended each game.

Luckily Mrs. Romero is a former algebra teacher and knows how to use a system of equations to calculate the attendance of each group. Here is how she did it.

At the first game total attendance was 3250. Gross receipts totaled $14,250. This provides enough information to come up with these two equations if she lets x be adults and y be students and children:

**x+y=3250 5x+3y=14250**

Now she multiplies the first equation by 5 to get:

**5x+5y=16250**

**5x+3y=14250**

Next she adds the opposite of the second equation to the first and gets:

**2y=2000**

Solves for y to get:

**y=1000**

Now she substitutes 1000 for y in the first equation:

**x+1000=3250**

Solves that for x and finds that:

**x=2250**

So, for the first game she can report that 2250 adults and 1000 students and children attended the game.

Mrs. Romero has a whole season’s worth of data stored in a file and doesn’t want to process all that data by hand. That is where you come in. Write a program that will process all her data and print a report of the date, total attendance, gross receipts, ticket prices, adult attendance and student/child attendance for each of the home football games that Firethorne High played this past season.

### Input:

An initial value G representing the number of home games played this past season followed by G lines of data for each game. Each line of game data will contain a date shown as **mm/dd/yyyy** (all games were played in September, October, November or December), total attendance (stadium capacity is 4000), gross receipts for that game, ticket price for adults and ticket price for students and children. Neither ticket price was ever more than $9.50 and are never the same. All the data items on each line will have single space separation.

### Output:

A report containing the data compiled for each home game in the exact format, column size and left alignment described here and shown in the examples. The report should begin with column headings for each data item: Date, Attendance, Gross, ATP, STP, Adults, Stu/Child. Each row should display the date as a long date (Month Day, Year), the gross receipts, adult ticket price and student ticket price using a dollar sign, comma separator if necessary, and two decimal places ($##,###.##) and display total, adult and students/children attendance as whole numbers. All the data should be left aligned within its column and there should be at least one space between each column. A final **pipe** "|" character is to end each line of the report, as shown.

### 12. Romero (continued)

**No data or calculated values will exceed the column size requirements, and there will always be a minimum of one space separating the data elements in each column.** For example, the Date column will contain dates no longer than 19 spaces, Attendance always starts in column 20, Gross in column 31 with values <$100K, etc.

### Sample input:

2

9/8/2017 3250 14250 5.00 3.00

9/22/2017 2980 15027.50 6.00 2.50

### Sample output:

Date Attendance Gross ATP STP Adults Stu/Child| September 8, 2017 3250 $14,250.00 $5.00 $3.00 2250 1000 |

September 22, 2017 2980 $15,027.50 $6.00 $2.50 2165 815 |